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Abstract

An Extensible Architecture for Distributed Heterogeneous Processing

by

Sifei Luan

Doctor of Philosophy in Computer Science

University of California, Berkeley

Professor Ion Stoica, Chair

The exponential growth in artificial intelligence (AI) compute demands has significantly
outpaced the advancement in single-node processing power. This widening gap has made
distributed heterogeneous processing essential for modern AI applications. However, exist-
ing distributed data processing systems struggle to effectively handle the complexities of
heterogeneous execution.

This dissertation argues for extensibility as the key principle in designing systems for dis-
tributed heterogeneous processing. We build two libraries on top of Ray, a distributed
execution system. First, we develop the streaming batch model, which enables efficient
heterogeneous execution and dynamic adaptability to varying workloads. Second, we intro-
duce Exoshuffle, a distributed shuffle library that enables flexible control of data semantics
without sacrificing performance, demonstrating that complex data operations can be imple-
mented efficiently as application libraries rather than requiring purpose-built systems. Both
libraries are integrated into the opne-source framework Ray Data, which has been adopted
by thousands of companies in the industry. Finally, we validate our the effectiveness of
this architecture through the CloudSort benchmark, in which Exoshuffle-CloudSort set a
new world record for the most cost-effective sorting of data on a public cloud. These results
demonstrate that this extensible architecture can deliver both high performance and scalabil-
ity while providing the flexibility required for heterogeneous workloads. This work provides
a foundation for building efficient distributed heterogeneous processing systems capable of
meeting the continuously growing computational demands of AI applications.



i

To all my teachers.



ii

Contents

Contents ii

List of Figures iv

List of Tables vii

Acknowledgments viii

1 Introduction 1
1.1 Challenges in Distributed Heterogeneous Processing . . . . . . . . . . . . . . 2
1.2 An Extensible Architecture . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2 The Streaming Batch Execution Model 6
2.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.2 Background . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.3 Overview: The Streaming Batch Model . . . . . . . . . . . . . . . . . . . . . 12
2.4 System Design . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
2.5 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
2.6 Related Work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
2.7 Discussion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37

3 Exoshuffle: An Extensible Shuffle Architecture 39
3.1 Introduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
3.2 Motivations . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
3.3 Shuffle with Distributed Futures . . . . . . . . . . . . . . . . . . . . . . . . . 45
3.4 System Architecture . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
3.5 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
3.6 Related Work . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 66
3.7 Discussion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67
3.8 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68

4 Case Study: The CloudSort Benchmark 70
4.1 Design and Implementation . . . . . . . . . . . . . . . . . . . . . . . . . . . 70



iii

4.2 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
4.3 Discussion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80

5 Conclusion and Future Directions 83
5.1 Autoscaling Streaming Batch Processing . . . . . . . . . . . . . . . . . . . . 83
5.2 Extending Exoshuffle to Petabyte Scale . . . . . . . . . . . . . . . . . . . . . 84
5.3 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86

Bibliography 87



iv

List of Figures

2.1 Heterogeneous applications in batch inference and training, represented as logical
dataflow graphs (nodes are operators). (a) represents a typical pipeline for video
or image generation. (b) represents a pipeline for training stable diffusion model.
In (b), UNet model is replicated for data-parallel training. . . . . . . . . . . . . 7

2.2 Execution models for Figure 2.1a, after fusing homogeneous operators into a 3-
stage pipeline: A→B→C. Numbers are partition indexes, e.g., B1 depends on A1.
(a) Batch processing executes one stage at a time, materializing all intermediate
outputs. (b) Stream processing pipelines across heterogeneous resources but have
fixed parallelisms: Each executor executes a fixed set of operators for a fixed key
range. (c) The streaming batch model can reassign resources for each partition,
improving resource utilization and maintaining memory efficiency. . . . . . . . 9

2.3 Streaming repartition (b) allows executors to: (1) locally decide when to output
partitions, and (2) pipeline execution with the next operator. Overall, this re-
duces peak memory usage compared to repartitioning in batch processing systems
(a). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14

2.4 Scheduling under memory pressure. Green represents CPU executors’ local mem-
ory capacity (1 partition per CPU, 2 total). Pink represents the system’s shared
memory capacity for intermediate data (1 partition total). (1): If shared mem-
ory is full, executors must stall and buffer outputs locally until space is made,
either via spilling to disk or executing downstream tasks. (b) is faster because it
schedules A3 as soon as possible but doesn’t stall CPU0. . . . . . . . . . . . . . 14

2.5 Ray Data architecture overview. Ray Data executes as a Ray library. The Ray
Data scheduler executes as a Ray driver, dispatching tasks to Ray workers (dashed
arrows). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16

2.6 Image generation throughput comparison. Radar-dynamic (blue) can match the
performance of hand-tuned Ray Data-static (red) with static parallelism, and out-
perform other systems. *-staged execute synchronously; no results are available
until the last stage begins at ∼ 330s. . . . . . . . . . . . . . . . . . . . . . . . . 24

2.7 Video generation throughput comparison. Radar-dynamic (blue) achieves 28%
better throughput compared to Radar-static (red) with static parallelism. . . . . 24



v

2.8 Fault tolerance comparison. Ray Data can handle isolated executor failures (blue)
with negligible impact on throughput, and node failure (red) without restarting
the job. The emulated checkpoint-and-restore (pink) leads to job downtime and
longer completion time due to recomputation. . . . . . . . . . . . . . . . . . . . 24

2.9 Scalability analysis. Ray Data is able to achieve strong scaling with respect to
the number of nodes. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24

2.10 Training ResNet-50. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
2.11 Synthetic benchmark run times for systems under different memory limits. Grey

means the system is unable to finish due to OOM. Radar(-Part.) means Ray Data
without streaming repartition. Radar(-Adapt.) means Ray Data without adaptive
memory-aware scheduling. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30

2.12 Effect of partition sizes on throughput in Ray Data. . . . . . . . . . . . . . . . . . . 30
2.13 Comparing execution schedules with vs. without dynamic repartitioning. Legends:

read+decode; preprocess; predict (GPU). . . . . . . . . . . . . . . . . . . . . . . 32
2.14 Comparing execution schedules with fixed vs. dynamic parallelisms. Each row

represents one execution slot. N is read+decode parallelism; M is preprocess

parallelism. In both cases, dynamic parallelism produces the optimal schedule. 33
2.15 Dynamically allocated executor slots can achieve fractional parallelism with bet-

ter resource utilization (fewer bubbles). . . . . . . . . . . . . . . . . . . . . . . . 34

3.1 Exoshuffle builds on an extensible architecture. Shuffle as a library is easier to
develop and more flexible to integrate with applications. The data plane ensures
performance and reliability. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41

3.2 Shuffle algorithms for various applications. Exoshuffle uses distributed futures to
execute these DAGs. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43

3.3 Comparing a monolithic vs. application-level shuffle architecture. (a) implements
all coordination and block management through an external shuffle service on
each node, in this case implementing the Magnet shuffle strategy (§3.3.2.3). (b)
shows the same shuffle strategy but implemented as an application on a generic
distributed futures system. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55

3.4 Comparing job completion times on the Sort Benchmark. The dashed lines indi-
cate the theoretical baseline (§3.5.1.1). Exoshuffle is abbreviated as ES. . . . . . 58

3.5 Online aggregation. Dotted lines show map progress; solid lines show reduce
progress. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61

3.6 Single-node ML training for 20 epochs. . . . . . . . . . . . . . . . . . . . . . . . 61
3.7 4-node, distributed ML training for 20 epochs. . . . . . . . . . . . . . . . . . . . 61
3.8 Comparing shuffle time in Dask and Ray. Legends show number of processes ×

threads. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 62
3.9 Effect of I/O optimizations in Ray. . . . . . . . . . . . . . . . . . . . . . . . . . 62

4.1 Pipelining of tasks in Exoshuffle-CloudSort. . . . . . . . . . . . . . . . . . . . . 75



vi

4.2 Cluster utilization during run #1 of the 100TB CloudSort Benchmark. Each
thick line represents the median system utilization of all worker nodes; the high-
est and lowest lines represent the maximum and minimum utilization among all
worker nodes, respectively. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77

4.3 CloudSort cost over years. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80
4.4 Cost breakdown of different CloudSort runs. Amazon S3 provides the best I/O

performance with the lowest cost. . . . . . . . . . . . . . . . . . . . . . . . . . . 81



vii

List of Tables

2.1 Features for heterogeneous and distributed processing. Dynamic repartitioning is
important for memory efficiency. Finer pipeline granularity improves utilization
for heterogeneous resources. Dynamic parallelism is important for adaptivity.
Stream processing systems use logging for dynamic parallelism with zero down-
time and record-level rollback, or checkpointing, which requires a checkpoint to
reconfigure and global rollback on failure (§ 2.2.3). . . . . . . . . . . . . . . . . 13

2.2 A subset of the Ray Data Dataset API. The bottom four are consumption APIs
that trigger execution, while the others are lazy. . . . . . . . . . . . . . . . . . . 15

2.3 Run time and cost for one epoch of Stable Diffusion pre-training. . . . . . . . . 26

3.1 Different shuffle systems are built to optimize shuffle for deployment in different
storage environments. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44

3.2 Approximate lines of code for implementing shuffle algorithms in Exoshuffle versus
in specialized shuffle systems. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 62

3.3 CloudSort costs over years. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63

4.1 Job completion times of Exoshuffle-CloudSort on the 100TB CloudSort Benchmark. 78
4.2 Cost breakdown of Exoshuffle-CloudSort on the 100TB CloudSort Benchmark. . 80



viii

Acknowledgments

“A teacher is one who passes on principles, imparts skills, and resolves doubts.”
— On Teachers by Han Yu, 802 A.D.

This dissertation reflects not only my work but the extraordinary education I have re-
ceived throughout my life. I dedicate this work to every teacher who has shaped my journey,
for without their collective wisdom and guidance, I would not be where I am today.

First and foremost, I am grateful to my advisor, Professor Ion Stoica. I remember our
first meeting at the admitted students reception in spring 2019, against the backdrop of one
of the Bay Area’s most spectacular sunsets from the Berkeley Hills, after a week of rain. We
discussed how shuffle remained a challenge in the Spark ecosystem — a conversation that
would later bloom into my first major project, Exoshuffle. To this day, I am still amazed by
how Ion managed to make time for our meeting every single week, despite running a startup,
serving on multiple boards, and directing the RISELab/Sky Computing Lab. He always
listened to my ideas, encouraged me to pursue the ones that I was most passionate about,
and steered projects in exactly the right direction to maximize their impact. “Picking the
right research problem is the most important research problem” — Ion’s mantra from day
one has guided me since. I still smile when I remember him telling me I “have good taste
in research.” Perhaps the most valuable lesson I learned from Ion was his practical wisdom:
“get something end-to-end working first.” As he would say, if it turns out to be easy, you
have created something useful; if it is hard, you have found a challenging problem whose
solution will be impactful. These principles have shaped my approach to research, and will
guide me throughout my professional career.

Stephanie Wang, although never officially my advisor, has become my most influential
mentor in my PhD. We collaborated on every major project in this dissertation, and I have
watched multiple times in awe as she transformed our rough ideas into compelling research
stories. Stephanie has an almost magical ability to take the hardest part of paper writing —
convincing readers why they should care about our problem — and make it look effortless.
Finding someone you can work with and learn from for years is rare, and I count myself
very lucky to have found that in Stephanie. When I struggled, she knew exactly when to
encourage me and when to give me that extra push I needed. To Stephanie’s future students:
you are in for an amazing journey.

I am honored that Joseph Gonzalez, Matei Zaharia, and Danyang Zhuo agreed to serve
on my dissertation committee. Joey has this wonderful habit of turning every conversation
into new connections — I always left our talks with a list of brilliant people I needed to
meet. I was humbled to learn that my desk at the lab used to be Matei’s; I hope I have
done it justice. Many of my work involved Spark as a comparison baseline, and presenting
those results to its creator was nerve-wracking at first, but Matei’s feedback always helped
us push our work further. Danyang was among the first to welcome me into the lab as a



ix

postdoc in winter 2020, and invited me to dinner to make sure I was not alone on my first
Chinese New Year’s Eve at Berkeley. I am grateful for all of their feedback and support in
shaping this dissertation.

The work in this dissertation represents a collective achievement made possible by many
brilliant collaborators: Ziming Mao, Ron Yifeng Wang, Samyukta Yagati, Sean Kim, Ken-
neth Lien, Isaac Ong, Tony Hong, Derek Luan, Amog Kamsetty, Eric Liang, Romil Bhard-
waj, Wei-Lin Chiang, Woosuk Kwon, Michael Luo, Gautam Mittal, Zhanghao Wu, Zongheng
Yang, and Siyuan Zhuang. Many of you have become dear friends, and watching you succeed
in your own journeys brings me incredible joy. I also want to thank everyone at Anyscale
— your contributions to Ray Data and the broader Ray project have helped our work reach
farther than I ever imagined.

I like to tell people that my PhD experience was filled with joy and happiness, rather
than isolation and stress. I owe that happiness to the countless friends I made at the Sky
Computing Lab and across Berkeley. While I cannot possibly capture all our memories in
these pages, I hope you know how much our time together has meant to me.

Before Berkeley, I worked at Facebook from 2017 to 2019, where I was very fortunate
to join a cutting-edge research team straight out of college. I would like to think of my
first manager, Dr. Satish Chandra, as my first real research advisor. He mentored me and a
couple of other college graduates into prolific researchers that published numerous pioneering
papers in applying machine learning to software engineering practices [81, 52, 12, 20]. I am
still amazed by how Dr. Erik Meijer, the director of the research group, managed to create
an oasis of pure research in an otherwise fast-paced and competitive Silicon Valley company.
I am also grateful to Professor Koushik Sen, who not only guided my early research steps
but also introduced me to RISELab at Berkeley, opening the door to this incredible journey.

As I reflect on those who guided me onto this path, I find myself fortuante to have met
some of the most caring and supportive teachers during my formative years. They saw
something in me that I couldn not yet see in myself, and have been my most enthusiastic
champions ever since. Ms. Song Lirong, my headmaster in third and fourth grade in elemen-
tary school, saw the potential in me and sent me to one of the best math schools in Beijing.
More than twenty years later, she still follows my journey with the same warmth and en-
thusiasm. When I recently discovered that she had written about me in her book on child
education [86], I was deeply moved by how vividly she remembered details of my childhood
that even I had forgotten. My middle school headmaster, Ms. Wu Ling, taught me what
it means to live with love, respect, and integrity. I have carried these principles with me
ever since. In high school, Ms. Li Jing, our vice principal, opened windows to the world for
me. She went to great lengths to create opportunities for me to engage with international
scholars, filmmakers, and entrepreneurs, and encouraged me to apply to the best universities
in the world. Mrs. Sally Levy gave me the confidence and support I needed to apply to US
colleges. At the University of Chicago, Dr. Eugenia Cheng taught my first calculus class.
She taught me to see mathematics not just as a tool, but as a pure and beautiful language



x

for understanding the world. Her passion for mathematical rigor and elegant proofs planted
the seeds for me to become a researcher. Years later, I discovered she had included a thank-
you letter I wrote to her in her book How to Bake Pi [23]. It felt like coming full circle
— my words living alongside the teachings that had so profoundly shaped my path. These
extraordinary teachers brought out the best in me, and their influence continues to shape
who I am today.

I was fortunate to have met my partner Yifei Li in 2023, who transformed my life ever
since. We have been through ups and downs together, and I am grateful for her believing
in me, supporting me, and showing me the beauty of life that I would have never seen by
myself.

Above all, I owe everything to my parents: my mother Hongyu Guo, and my father Jun
Luan. When I was born, they carried three hopes for me: that I would grow up healthy, that
I could develop a special talent, and that I would not do harm to society. They did not just
support my dreams — they gave me the wings to chase them. Throughout my PhD journey,
they have been my most steadfast supporters. Every achievement of mine is a reflection of
their unwavering love and support.

To my parents, my family, my mentors, and all my teachers: I dedicate this work to you.



1

Chapter 1

Introduction

The fundamental challenge in computer system design has always been reconciling the grow-
ing demands of applications with the constraints of available hardware. As hardware capa-
bilities evolve and application requirements become more sophisticated, system designs must
adapt to address new computing paradigms. In this dissertation, we examine system design
for one such emerging paradigm, driven by the latest growth in artificial intelligence (AI)
applications: distributed heterogeneous processing.

Growth in AI Compute Demands The past decade has seen unprecedented growth
in AI applications. The deep learning revolution, beginning in 2012, established neural
networks as the dominant paradigm for tasks ranging from image recognition to natural lan-
guage processing. The state-of-the-art models of this era, such as AlexNet and Word2Vec,
had about 108 parameters, and the training compute required around 1017 FLOPs. A decade
later, the state-of-the-art large language models, such as Llama 3, have about 1011 parame-
ters, and the training compute required is in the order of 1025 FLOPs. This amounts to an
exponential growth of approximately 4× year-over-year, or 108× over the past 12 years.

Modern large language models demonstrate capabilities far beyond their predecessors,
including few-shot learning, multi-modal understanding, and complex reasoning. However,
these advances in model capability have come at the cost of unprecedented computational
requirements.

Growth in Hardware Performance On the hardware side, however, the growth in
single-node processing power has been remarkably slower. Single-thread CPU performance
has grown by merely 1.1× year-over-year since the early 2000s, constrained by the end of
Dennard scaling and the slowdown of Moore’s Law.

The industry has since shifted to specialized hardware to meet the growing compute
demand of AI applications. Modern GPUs, such as NVIDIA’s H100, provide massive par-
allelism through thousands of CUDA cores and high memory bandwidth, both especially
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beneficial for deep learning training. Other special-purpose accelerators, like Google’s Ten-
sor Processing Unit (TPU) and Amazon’s Trainium and Inferentia chips, offer specialized
architectures for neural network computations. Despite these accelerators providing 2–3 or-
ders of magnitude higher performance compared to CPUs for AI workloads, the growth rate
of their performance is still outpaced by the faster-growing compute demands of AI appli-
cations. For example, GPU performance has been growing at around 1.5× year-over-year
(following Huang’s law), which is still slower than the 4× annual growth rate of AI compute
requirements.

The widening gap between the growth rate of AI compute demands and the growth rate
of hardware performance has made two trends apparent:

1. More applications will require distributed processing. As individual hardware
nodes cannot keep pace with compute requirements, applications increasingly require
distributed execution across multiple nodes.

2. More applications will require heterogeneous computing. Modern AI applica-
tions handle diverse data modalities and complex processing pipelines, requiring dif-
ferent hardware accelerators for different stages—from CPU-based data preprocessing
to GPU-accelerated model training and inference.

Both these trends present unique challenges that existing distributed data processing
systems were not designed to address. Next, we discuss how these systems struggle with
the complexities of heterogeneous execution and the dynamic nature of modern data and AI
applications.

1.1 Challenges in Distributed Heterogeneous

Processing

Let us consider a distributed heterogeneous data processing program expressed as a directed
acyclic graph (DAG) of operators. In this graph, different operators may require different
hardware resources—CPUs, GPUs, or other accelerators. Data flows through this DAG in
batches (or partitions). Optimizing throughput in such a system requires maintaining high
utilization across heterogeneous compute resources while addressing several key challenges:

• The system must manage efficient operator execution across heterogeneous resources.

• The system must coordinate data movement across memory hierarchies, network bound-
aries, and storage systems.
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• The system must provide robust failure recovery mechanisms for partial failures, in-
cluding process and node failures.

Next, we examine two major categories of existing distributed data processing systems—
batch processing and stream processing—and discuss the distinct challenges they face when
handling heterogeneous workloads.

Batch processing systems In the batch processing model, such as MapReduce [26] and
Spark [105], programs execute in stages, with data-parallel operators processing data in par-
titions. Data repartitioning (shuffle) occurs between stages. This execution model presents
two significant challenges for heterogeneous processing.

One issue is the high cost of materializing intermediate data. In heterogeneous processing,
different stages often require different hardware accelerators, leading to varying resource
requirements. In the batch processing model, repartitioning, i.e., changing data parallelism,
can only happen at stage boundaries. This means that data must be materialized to disk
between stages. This becomes particularly problematic in multi-modal data processing, such
as video processing, where intermediate data can be 1000× larger than the input data. This
explosion in data size makes the I/O cost of materialization prohibitively expensive.

Another problem is rigid output semantics. Batch processing systems implement a stage-
by-stage execution model, in which no output is available until the entire dataset is processed.
This makes them unsuitable as data loaders for ML training, which requires the output to
be produced in a continuous stream to keep the accelerators busy.

Stream processing systems Stream processing systems, such as Flink [21], are optimized
for low-latency, stateful processing of continuous data streams. While these systems excel
at real-time data processing, they face significant challenges when applied to throughput-
oriented heterogeneous data processing:

The first problem is resource allocation. Unlike batch processing systems, which execute
tasks in a pool of executors, stream processing systems require operators to be statically
allocated resources at the beginning of the job. This static resource allocation becomes
problematic with ML workloads, particularly with multi-modal data, where workload vari-
ability is common. The difficulty in reconfiguring operator parallelisms without system
restart makes it challenging to adapt to changing resource requirements.

Secondly, failure recovery is expensive. Stream processing systems usually implement
checkpoint-based recovery, requiring periodic state checkpoints and system-wide restarts
from the last checkpoint upon failure. This approach is suitable for stateful actors. However,
it makes fault recovery from individual stateless task failures, e.g. due to out-of-memory
errors, unnecessarily heavy-handed.
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To summarize, existing distributed data processing systems are built as monolithic systems
and optimized for specific data processing paradigms. The design decisions baked into these
systems make them difficult to extend for heterogeneous processing. In other words, they
are not extensible to evolving hardware and application requirements.

1.2 An Extensible Architecture

This dissertation addresses the question of how to built systems that effectively support
distributed heterogeneous processing. We argue that extensibility is the key design principle,
manifesting in the following three aspects:

• Flexibility: The system must be flexible to support diverse execution patterns to ad-
dress the needs of heterogeneous execution, including staged batch processing, stream
processing, and a hybrid of these approaches.

• Dynamic Adaptability: The system must be able to dynamically adapt to changing
execution patterns to accommodate both workload variability and resource elasticity.

• Interoperability: Applications built on top this system should be inter-operable, i.e.
they must be able to efficiently communicate and share data.

In addition to these extensibility requirements, the traditional requirements for dis-
tributed data processing systems remain essential: the system must provide high perfor-
mance, scale effectively to large clusters, and provide robust fault tolerance facilities.

To address these requirements, we implement our distributed heterogeneous processing
solutions as application libraries on top of Ray, a distributed execution system designed with
extensibility as its core principle. Ray’s architecture provides several key capabilities that
make it an ideal foundation for our work:

• A flexible task execution model with simple yet powerful APIs for distributed compu-
tation. Through these APIs, developers can schedule both stateless functions (as tasks)
and stateful classes (as actors), while precisely controlling when tasks execute using
synchronization primitives and where they run by specifying resource requirements.

• An efficient distributed futures system that transparently manages data objects across
the cluster. This abstraction allows programs to pass object references between tasks,
while the system handles the complexity of memory management and cross-node data
transfer.

• Robust fault tolerance through lineage-based recovery mechanisms. The system’s
distributed memory object store architecture decouples task execution failures from
system-level failures, improving reliability when processing large-scale workloads.
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• Deep integration with the Python ecosystem, including native support for popular data
and ML frameworks such as NumPy, SciPy, PyTorch, and JAX, enabling interoper-
ability with existing ML applications.

For a comprehensive view of Ray’s architecture and implementation details, we refer
readers to Stephanie Wang’s dissertation Towards a Distributed OS for Data-Intensive Cloud
Applications [97].

Dissertation Contributions In the rest of this dissertation, we present two application
libraries built for distributed heterogeneous processing, followed by a case study showcasing
the libraries’ performance and scalability.

In Chapter 2, we introduce the streaming batch model, a novel execution model that
enables efficient heterogeneous processing. It features an adaptive scheduler that enables
efficient heterogeneous execution, even when the working set is much larger than available
memory. Compared to batch processing, it enables full utilization of heterogeneous re-
sources while avoiding materializing intermediate data; compared to stream processing, it
is much more adaptive to varying workloads by allowing fast reconfiguration of operator
parallelisms. We implement this model in Ray Data, an open-source framework for ML data
pre-processing. The Ray Data framework is widely adopted in ML training and batch infer-
ence workloads, including the pre-training of the Stable Diffusion model on a billion-image
dataset.

The streaming batch model is suitable for map-style data pipelines. In Chapter 3, we
build Exoshuffle, a library for complex data operations that involve distributed shuffle. Pre-
viously, purposely-built shuffle systems were required to provide efficient shuffle operations
to data processing frameworks. In Exoshuffle, we demonstrate that by decoupling the shuffle
control plane from the data plane, shuffle can be implemented in 10× less code without
sacraficing performance. Furthermore, running shuffle as an application library enables new
applications such as ML training to leverage scalable shuffle, providing greater flexibility and
interoperability than previous shuffle solutions.

Finally, in Chapter 4, we demonstrate the performance and scalability of the Exoshuffle
architecture by running the CloudSort benchmark. Exoshuffle-CloudSort set the new world
record for the most cost-effective way to sort 100TB of data on the public cloud, costing less
than $1 per TB.

Together, these contributions advance the state of the art in distributed heterogeneous
processing, providing a foundation for building efficient and scalable systems that can meet
the growing demands of modern AI applications.
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Chapter 2

The Streaming Batch Model for
Efficient Heterogeneous Execution

As discussed Chapter 1, distributed data processing systems based on the batch or stream
processing models are designed primarily for homogeneous execution environments. When
running applications that demand heterogeneous execution resources, they often result in
under-utilization of resources, especially when memory is limited.

In this chapter, we introduce the streaming batch execution model, a hybrid of the batch
and stream processing models that enables efficient heterogeneous execution. The key idea
is to execute one partition at a time to allow dynamic allocation of resources. This enables
pipelining across heterogeneous resources, similar to the stream processing model, but offers
the resource multiplexing, elasticity, and fault tolerance properties of the batch processing
model. We present Ray Data, an implementation of the streaming batch model that can
adaptively repartition and re-allocate resources based on actual run-time usage. We show
that Ray Data improves throughput on heterogeneous batch inference pipelines by 3–8×
compared to traditional batch and stream processing systems. On heterogeneous training and
inference pipelines such as Stable Diffusion, Ray Data matches the single-node throughput of
ML-specific data loaders while additionally leveraging distributed and heterogeneous clusters
to further improve training throughput by 31%.

2.1 Introduction

Data processing is critical to machine learning applications. While model training and
inference are both GPU-intensive, they also require significant I/O and CPU to load and
preprocess datasets. CPU-based preprocessing is often the bottleneck in both training [62]
and batch inference [45]. Meanwhile, as ML models evolve, the data processing functionality
required has also become more diverse, spanning many modalities, transformations, and
resource requirements [41, 92, 66].
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Figure 2.1: Heterogeneous applications in batch inference and training, represented as logical
dataflow graphs (nodes are operators). (a) represents a typical pipeline for video or image genera-
tion. (b) represents a pipeline for training stable diffusion model. In (b), UNet model is replicated
for data-parallel training.

There are numerous frameworks designed to scale out CPU-based data processing, typ-
ically based on either the batch [9, 105, 26] or stream [60, 21, 46, 2] processing models.
These systems allow users to express a dataflow of logical operators (Figure 2.1), while the
system automatically handles data distribution, task scheduling, and fault tolerance. Data
processing in ML pipelines often consists of pure map transforms and thus can easily be
expressed with this API [62]. However, these systems were designed for homogeneous CPU-
only clusters. Heterogeneous ML pipelines have two key properties that limit performance
and scalability when executed on CPU-centric data processing frameworks.

First, different operators require different degrees of physical parallelism, i.e. the number
of concurrently executing instances. Thus, a key system requirement is to decouple the
physical parallelism of each operator. For example, one may use many CPU threads to
download an input dataset from cloud storage to match the throughput of a single GPU.
This requires buffering intermediate data in memory until the downstream operator is ready
to consume them. As data modalities such as text, images, and video proliferate [66, 88, 36,
80], the intermediate data size can be significant and unpredictable. Meanwhile, memory is
more challenging to multiplex, as oversubscription is costly. Maintaining throughput while
staying under memory limit is critical.

Second, some resources are more valuable than others. Thus, it is critical to isolate failure
domains to the failed resource. For example, GPUs are more expensive than CPUs, but CPU
failures are more likely because they are deployed in higher numbers and more often on spot
instances [102]. Ideally, a CPU failure should have little impact on GPU execution. This is
challenging to achieve simultaneously with exactly-once record processing and minimal run-
time overheads. Even with stateless transforms, the system must track which records have
been processed for each operator to avoid duplicating or dropping records during failover.

Thus, a distributed data processing system for ML pipelines must: (1) dynamically
adjust each operator’s parallelism according to actual compute and memory usage, while (2)
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minimizing run-time and recovery overheads from failures and dynamic re-scaling. Current
batch and stream processing systems can achieve one but not both. Batch processing systems
execute operators in synchronous stages of stateless and immutable tasks, replaying them
upon failure. This method, known as lineage reconstruction, offers high fault tolerance and
elasticity but limited support for dynamic parallelism [26, 105]. Stream processing systems
execute operators with asynchronous stateful executors that can decide locally when to
materialize records. However, this decentralized approach requires a recovery method that
imposes either high run-time overhead from logging [2, 60] or high recovery overhead from
global checkpointing and rollback [21, 60].

To address these challenges, we present the streaming batch model, a hybrid model for
efficient and fault-tolerant heterogeneous execution. Similar to the batch processing model,
a centralized scheduler partitions data across a stage of stateless tasks. Tasks can run on any
executor and are recovered via lineage reconstruction, enabling elasticity and fault tolerance
while avoiding unnecessarily expensive logging. However, similar to the stream processing
model, stages are executed asynchronously, allowing data to be streamed to the next operator
and dynamically repartitioned.

We present Ray Data, a distributed streaming batch system for heterogeneous workloads
such as batch inference and ML training. Ray Data implements a logical dataflow API with
an ahead-of-time execution planner and a run-time scheduler. The execution planner decides
the initial number of partitions per operator. During execution, operators decide when to
materialize a task’s intermediate partitions, allowing dynamic repartitioning based on local
memory usage. Meanwhile, the centralized scheduler maintains a global view of running
tasks and materialized partitions and can accordingly adjust the physical parallelism of each
operator, i.e. its memory and compute allocation, while enforcing overall memory limits.

Ray Data uses Ray [59] as a distributed task backend. We extend Ray’s lineage-based
recovery with a key feature needed for streaming batch execution: dynamic repartitioning.

We evaluate Ray Data on batch inference and ML training workloads that span diverse
resource requirements (CPUs vs. GPUs), storage (local disk vs. cloud), and modalities (image
vs. video). Ray Data outperforms batch and stream processing systems such as Spark and
Flink with 3–8× better throughput. Ray Data is also able to match the throughput of single-
node ML-specific data loaders such as tf.data and PyTorch DataLoader while additionally
leveraging distributed and heterogeneous clusters. On a Stable Diffusion training benchmark,
Ray Data can improve training time by 31% by leveraging a pool of 72 heterogeneous GPUs.
In summary, we contribute:

• The streaming batch model, an efficient and fault-tolerant execution model for dis-
tributed heterogeneous processing.

• An online and heterogeneity-aware scheduling policy for streaming batch systems that
can enforce total memory limits and maximize total compute utilization.
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Figure 2.2: Execution models for Figure 2.1a, after fusing homogeneous operators into a 3-stage
pipeline: A→B→C. Numbers are partition indexes, e.g., B1 depends on A1. (a) Batch processing
executes one stage at a time, materializing all intermediate outputs. (b) Stream processing pipelines
across heterogeneous resources but have fixed parallelisms: Each executor executes a fixed set of
operators for a fixed key range. (c) The streaming batch model can reassign resources for each
partition, improving resource utilization and maintaining memory efficiency.

• Ray Data, a fault-tolerant, memory-efficient, and autotuning implementation of the
streaming batch model.

2.2 Background

We overview key aspects and limitations of the batch and stream processing models, including
ML data loaders, by analyzing how effectively each system can:

• Manage memory for intermediate data between operators.

• Maximize utilization of heterogeneous compute resources.

• Minimize overheads for cluster failures and re-scaling.
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2.2.1 Applications

We target ML training and inference pipelines that require data pre- and post-processing
using CPUs, GPUs, or both. Our goal is maximizing throughput, while providing sub-
second latency when used as data loaders for ML training [62]. Similar to current ML
dataloaders [62, 73], we primarily target map-style per-row transforms. Operations that
require all-to-all shuffle exchanges, such as sort and group-by, are also supported in the
system but are already discussed in [51].

Figure 2.1a shows a typical batch inference pipeline, which uses CPUs to load and filter a
dataset from cloud storage (e.g., HDFS or S3), GPUs to produce predictions, then CPUs to
upload the results. A key characteristic is that the different operators may require different
degrees of parallelism. For example, load may require many CPU threads to download an
input dataset from cloud storage, while filter may only require one per core. Also, CPUs
typically vastly outnumber GPUs in a cluster, so predict runs at much lower parallelism.

Figure 2.1b shows a typical distributed training pipeline for the Stable Diffusion model [80].
The pipeline uses CPUs to load and preprocess image-text pairs, GPUs to produce encodings
with a pre-trained Encoder model, then GPUs to train a UNet model. Even GPU operators
can leverage heterogeneity: colocating Encoder and UNet on the same GPUs can lead to lower
training throughput, as it takes valuable resources from the UNet. If the operators’ physical
resources are decoupled, then Encoder can be run on lower-end GPUs. This reduces overall
cost by increasing utilization on the UNet GPUs.

2.2.2 Batch Processing Model

Batch processing systems are designed to allow a task to run and therefore recover on any
executor. The system transforms the user-provided logical DAG (Figure 2.1a) into a physical
DAG of stages of data-parallel tasks (Figure 2.2a). Tasks are stateless and materialize their
input and output partition(s). This is key to lineage-based recovery, which logs only the
logical DAG and re-executes tasks to recover lost partitions. Elastic scaling is supported by
simply adding or removing executors. Examples include MapReduce [26], Apache Hadoop [9],
Apache Spark [105], Spark Streaming [106], and Apache Flink in BATCH execution mode [21].

However, to make this recovery method practical, the system imposes two significant
restrictions on execution. First, each stage must fully execute and materialize its outputs
before executing the next stage. This simplifies scheduling and recovery, as a (re)scheduled
task never idles waiting for its inputs. To reduce overheads from materialization, consecutive
map operators are often fused into one stage [105]. This is effective when operators require
the same resources. For example, suppose the load and filter operators in Figure 2.1a
are fused. If each uses 1 CPU, then this has no impact on compute utilization, but greatly
reduces the memory footprint, as data can be loaded and filtered one batch at a time.
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Unfortunately, when different stages require different resources, operator fusion can cause
significant underutilization. For example, with 4 CPUs and 2 GPUs, if Figure 2.1a fused all
operators, then we could execute at most two tasks at a time. This would underutilize the
CPUs while leaving the GPUs idle during CPU execution. Disabling fusion of heterogeneous
operators, as in Figure 2.2a, is also imperfect, as it requires materializing each stage’s outputs.
This prevents pipelining between CPUs and GPUs, while producing high memory pressure
and likely disk spilling.

Second, the data partitioning must be determined before execution so that it can be
recorded in the lineage. This prevents the system from using run-time information such as the
in-memory size of intermediate data rows when deciding the partitioning strategy. Thus, even
if pipelined stage execution were supported, there can still be high memory pressure from
individual intermediate partitions that are too large. For example, suppose that Figure 2.1a
were run on a dataset of 100 videos, each 10MB on disk but 20GB decoded [15]. The system
may choose 100 partitions to ensure good load-balancing for load, but each task would
require 20GB memory! While some control is exposed to the user, typically one can only
specify a target number [105], again before execution. Thus, it is left to the user to predict
each operator’s memory usage, then manually configure the number of partitions.

2.2.3 Stream Processing Model

Stream processing architectures optimize for online scenarios and asynchronous execution.
Examples include Naiad [60], Apache Flink [21], Spark Continuous Processing [93], Mill-
Wheel [2], and Apache Kafka [46]. Typically, each logical operator is assigned a parallelism,
by the user or the system, which determines how many physical operator instances to create.
For example, the parallelism of A-B-C in Figure 2.2b is 4-2-4. Consecutive logical operators
that have the same resource requirements and parallelism are fused to avoid materialization.
Physical operators execute asynchronously on their input stream(s) and exchange record
batches directly, without involving a centralized scheduler.

Each physical operator processes a pre-determined stream partition. For example, in
Figure 2.2b, A8 is pre-assigned to CPU3. In contrast, Figure 2.2a executes A8 earlier, on any
free CPU. However, unlike batch processing systems, physical operators are stateful and can
choose at run time how many records to process at a time. For example, in Figure 2.2b,
the system assigns CPU3 1/4 of the total key range for operators A and C, but the executor
chooses when to materialize A4 vs. A8 and C4 vs. C8. Typically, the executor will accumulate
records up to a time or memory limit, then materialize and send the batch to a downstream
executor. If the downstream executor is overloaded, backpressure is applied to limit memory.

Physical operators are tied to an executor and assigned one global partition, so reconfigu-
ration is important for load-balancing. Reconfiguration efficiency is a common challenge [94],
and especially so for heterogeneous pipelines. First, for heterogeneous operators, fusion is
often impractical. For example, Figure 2.2b does not fuse A and C because B requires a GPU.
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Determining the optimal parallelism for A and C can be challenging without run-time infor-
mation. Second, heterogeneous clusters can greatly reduce cost, but efficient elastic scaling
and failure handling are critical.

There is a common tradeoff among stream processing systems between run-time over-
heads vs. reconfigurability and recovery overheads. Many systems use asynchronous global
checkpointing [60, 21]. This typically imposes low execution overheads, but any failure
causes a global rollback to the last checkpoint. Also, global checkpoints must coordinate
each process’s local checkpoints, so static membership is often assumed for simplicity [30].
Thus, reconfiguration typically introduces long pauses, as it requires taking then restarting
from a global checkpoint with the new configuration [21].

Other systems use logging [2, 46]. This allows for fast recovery via log replay and fast
repartitioning of physical operators. However, intermediate records must be durably logged
before releasing to the downstream operator, adding higher run-time overheads. This is ac-
ceptable for online systems that interact frequently with the external world, but ML pipelines
are typically offline systems where most intermediate values are safe to rollback and thus do
not need durability.

ML data loaders. ML-specific data loaders are single-node systems that maximize I/O
and CPU bandwidth to improve local GPU utilization. Examples include tf.data [62] and
PyTorch DataLoader [73]. These systems can be viewed as a special case of stream process-
ing: they launch a fixed pool of worker threads or processes at run time, which continuously
load, preprocess, and feed data to an end GPU consumer. The pool must be tuned to
match the GPU’s throughput without running out of memory. tf.data automatically adjusts
operator parallelism at run time to maximize GPU utilization [62].

However, in general these data loaders are narrow in scope: (1) they do not support
distributed execution, and (2) GPUs are always assumed to be sinks. (1) prevents load-
balancing and heterogeneous clusters. Both (1) and (2) make it impossible to leverage
heterogeneous GPUs in the Stable Diffusion example in Figure 2.1b, as well as batch infer-
ence pipelines that alternate CPU and GPU operators. Adapting data loaders to support
these applications would require effort equivalent to re-building a distributed data processing
framework.

2.3 Overview: The Streaming Batch Model

The streaming batch model (Figure 2.2c) uses task-based execution with a centralized sched-
uler. Tasks can run on any executor, similar to batch processing (Figure 2.2a). However,
tasks across different stages are pipelined and dynamically repartitioned (Figure 2.3b), sim-
ilar to stream processing systems (Figure 2.2b). Table 2.1 shows a full feature comparison.
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Batch [26, 9, 105] Stream [60, 21, 2, 46] PyTorch DL [73] tf.data [62] Streaming batch (Ray Data)
Automatic partitioning ✓ ✓ × ✓ ✓
Dynamic repartitioning × ✓ × × ✓: streaming repartition

Min. pipeline granularity Stage Partition Partition Partition Partition
Dynamic parallelism ✓ ✓/× × ✓ ✓
Distributed execution ✓ ✓ × × ✓

Fault tolerance method Lineage Logging/Checkpointing None Checkpointing Lineage
Min. rollback granularity Partition Record/Epoch Epoch Epoch Partition

Table 2.1: Features for heterogeneous and distributed processing. Dynamic repartitioning is im-
portant for memory efficiency. Finer pipeline granularity improves utilization for heterogeneous
resources. Dynamic parallelism is important for adaptivity. Stream processing systems use logging
for dynamic parallelism with zero downtime and record-level rollback, or checkpointing, which re-
quires a checkpoint to reconfigure and global rollback on failure (§ 2.2.3).

There are two primary challenges: (1) extending lineage reconstruction to support stream-
ing batch execution, and (2) building a centralized scheduler that adaptively manages all
running tasks and intermediate partitions.

Challenge 1: Fault-tolerant, memory-efficient partitioning. Batch processing tasks
are often memory-inefficient when operators require different parallelisms. For example, Fig-
ure 2.3a shows a two-stage pipeline where parallelism=1 and 3 for stages A and B, respectively.
Repartitioning A1 requires a stage barrier, causing high memory usage.

Our goal is to achieve the memory efficiency of stream processing but maintain the low
run-time and recovery overheads of lineage-based recovery. In particular, we want to allow
the user to set a single target partition size, instead of requiring the user to estimate the
number of partitions per operator. This is challenging because then the number of partitions
is unknown until run time. Meanwhile, lineage-based systems typically require logging the
operations before execution.

To address this, we propose a streaming repartition (§ 2.4.2.1): a task may dynamically
generate multiple output partitions, based on its real-time memory consumption. For ex-
ample, in Figure 2.3b, if A1 experiences memory pressure, it can output a partition early.
As we also support pipelined stage execution, this reduces peak memory usage: B tasks can
begin and release their input partitions while A1 is executing.

For recovery, we extend Ray’s lineage-based recovery [99] (§ 2.4.2.2). Ray includes a dis-
tributed object store, which we use for intermediate partitions, and task-parallel execution.
Like other lineage-based systems, Ray requires immutable task definitions and does not allow
task outputs to be read before task completion. To support streaming repartition, we add
support in Ray for tasks with dynamic and streaming outputs.

Challenge 2: Dynamic reconfiguration. One advantage of the streaming batch model
is that it uses a centralized scheduler to schedule all tasks, giving the scheduler a global
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(b) Streaming repartition.

Figure 2.3: Streaming repartition (b) allows executors to: (1) locally decide when to output parti-
tions, and (2) pipeline execution with the next operator. Overall, this reduces peak memory usage
compared to repartitioning in batch processing systems (a).
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Figure 2.4: Scheduling under memory pressure. Green represents CPU executors’ local memory
capacity (1 partition per CPU, 2 total). Pink represents the system’s shared memory capacity for
intermediate data (1 partition total). (1): If shared memory is full, executors must stall and buffer
outputs locally until space is made, either via spilling to disk or executing downstream tasks. (b)
is faster because it schedules A3 as soon as possible but doesn’t stall CPU0.

view of all resources. This enables enforcing a hard limit on memory used by intermediate
data partitions. However, this must be done without unnecessarily stalling compute tasks.
Memory is shared among all operators, and oversubscribing memory can cause extreme
slowdowns from stalls or spilling to disk. When memory is limited, the choice of which task
to execute and when is not obvious.

For example, consider Figure 2.4a. Each CPU executor has local memory capacity (green)
for one partition, and the system has shared memory capacity (pink) for one partition. In
phase (1), A2 must stall and buffer its outputs locally until B1 completes. A conservative
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Method Description

read Read items from files.

map Transform each item.
map batches Transform a batch of items. Useful

for controlling GPU batch size.
flat map Transform each item and flatten the

results.
filter Return items that match a predicate.
limit Truncate to the first N items.

write Write items to files.
iter Return an iterator of items.

iter split Split into N iterators.
materialize Materialize all items.

Table 2.2: A subset of the Ray Data Dataset API. The bottom four are consumption APIs that
trigger execution, while the others are lazy.

scheduler additionally waits for phase (2) before scheduling A3, to avoid stalling CPU0.
Scheduling A3 optimistically so that it finishes simultaneously with B2, reduces overall run
time (Figure 2.4b). Applying such optimizations requires dynamic profiling and reconfigu-
ration.

To address this challenge, we introduce an adaptive scheduler in Section 2.4.3. The key
idea is to fairly allocate shared compute resources between operators, while estimating future
memory availability from run-time information to enable optimistic scheduling.

2.3.1 The Dataset API

A Dataset represents an application pipeline. Datasets are lazily created, by reading files or
applying transforms to an existing Dataset (Table 2.2). A Dataset is materialized through
a write operation, e.g., to cloud storage, or by iterating over the items in memory.

A key part of the API is the ability to express resource requirements. Resource require-
ments are a map from resource name to float value and may be passed as an option to the
transforms. By default, each transform requires 1 CPU. Resource names can be CPU, GPU, or
a custom resource label.

Most of the map-style transforms take a stateless and pure user-defined function (UDF)
as an argument. For operations that require significant initialization time, such as a model
loaded into GPU memory, we also support stateful UDFs that can be instantiated once
and called multiple times on different items. We assume that all UDFs are pure, to enable
lineage-based recovery.
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Figure 2.5: Ray Data architecture overview. Ray Data executes as a Ray library. The Ray Data
scheduler executes as a Ray driver, dispatching tasks to Ray workers (dashed arrows).

2.3.2 Executing a Ray Data Program

After creating a Dataset, the user triggers execution by calling one of the consumption APIs,
as seen in (1) in Figure 2.5. The Dataset is represented as a DAG of logical operators, as
in Figure 2.1. The system’s query planner then compiles this logical DAG into a DAG of
physical operators ((2) in Figure 2.5). The query planner applies operator fusion and decides
the number of partitions to use for the first operator (§ 2.4.1). Each physical operator defines
a transform to apply to each row and metadata such as the resources required. Physical
operators are decoupled from executors, and their parallelism may not be determined until
run time.

Ray Data uses Ray as a task backend, storing intermediate data partitions in Ray’s
distributed object store. During execution, the Ray Data scheduler dispatches each physical
operator as one or more Ray tasks ((3) in Figure 2.5). Stateless UDFs are executed as Ray
tasks, which are Python processes that can run anywhere in the cluster. Stateful UDFs
are executed as tasks running on Ray actors, which are long-running Python processes that
preserve state. Actors acquire resources for their lifetime. Thus, if multiple stateful UDFs
require the same resource, multiplexing is possible by sharing an actor pool between UDFs.

For each physical operator, the Ray Data scheduler keeps a queue of ready partitions,
either a Dataset.read input, e.g., a batch of input filenames, or an intermediate partition.
We use Ray as a decentralized dataplane, so that the Ray Data scheduler only needs to
keep references to partitions, not the physical data [99]. In a loop, the scheduler scans the
current resource availability, chooses a ready partition, then passes it by reference to a new
Ray task along with a description of the physical operator to execute. We describe the policy
in Section 2.4.3.
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We build upon and extend Ray’s fault tolerance. Ray provides lineage-based recovery and
stores objects in separate processes from the workers, so that individual executor failures do
not impact materialized partitions [99]. If a materialized partition is lost due to node failure,
Ray automatically recreates it by resubmitting the tasks in its lineage. In Section 2.4.2.1, we
describe the extensions we made to Ray’s recovery method to support streaming repartition.

2.4 System Design

2.4.1 Query Planning

The query planner takes as input a logical DAG and parameters such as the target maximum
partition size. It generates a physical DAG, then applies a series of optimizations on the
physical DAG, for example, adjacent operators that require the same resources are fused
into one physical operator.

During execution, tasks may dynamically repartition the data. The initial number of
partitions to use for a read operator is decided by the query planner. It needs to be suf-
ficiently large to utilize all available execution slots (usually CPUs), but not so large that
each partition is tiny, which can increase system overheads. It is also upper-bounded by
the number of input files. By default, we aim to produce partitions that are 1—128MB
in size. We compute the initial number of partitions based on the following heuristics: the
number of initial execution slots, the estimated output size of the read operator, and the
user-requested value, if any.

Some Dataset consumption APIs (Table 2.2) induce transformations on the physical
DAG. The Dataset.write call is appended to the DAG as a map that writes items to
external storage. The iter API returns a stream of output records. Under the hood, this
is implemented by fetching and buffering output partitions. The iter split call shards the
outputs into N streams, each of which can be passed to a different process. This is useful
for cases such as distributed data-parallel training where the dataset is sharded among N
trainers. To implement iter split, the query planner launches a Ray actor before execution
to coordinate the dynamic partition assignment. The stream readers fetch and buffer output
partitions from this coordinator actor. Partitions are passed by reference to avoid coordinator
bottleneck.

2.4.2 Query Execution

During execution, the Ray Data centralized scheduler has a global view of the executing
tasks and the available resources. The scheduler repeatedly executes the following loop:

• Wait for an executing task to materialize an output partition. Tasks may produce
multiple output partitions; if this was the last, then mark the task’s resources as free.
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• While there are free resources and ready partitions, launch new tasks using the policy
described in Section 2.4.3. Mark the task’s required resources as used.

The scheduler passes in the task description: (1) a closure of the physical operator to
execute, (2) references to the task’s input partition(s), and (3) the target output partition
size. We leverage Ray to ensure that the task’s input partition(s) are made local to its
executor.

2.4.2.1 Streaming repartition

Although the query planner makes an initial estimate of the number of output partitions to
use, this value may not be optimal. When a physical operator’s outputs are much larger
or smaller than its inputs, the initial partitioning will produce too-large or too-small in-
puts. Too-large partitions can cause out-of-memory failures from buffering many records
at the executor. On the other hand, too-small partitions are also inefficient; while the Ray
Data scheduler only stores references to partitions, it still must manage some metadata per
partition and carry out RPCs to schedule corresponding task(s).

Ray Data introduces a technique called streaming repartition to handle such cases (Fig 2.3b).
To support this, we extend Ray with remote generator tasks, which enable Ray tasks to pro-
duce a dynamic number of outputs, and to pipeline execution with the task’s caller (the
Ray Data scheduler). Whenever the task produces a new output, it notifies the Ray Data
scheduler via RPC. Upon receipt, the scheduler can immediately launch a downstream task.
Meanwhile, the upstream task can continue producing its next output partition.

Ray Data tasks take a target partition size from the scheduler and determine locally
how to partition their outputs. When executing a task, the worker accumulates processed
rows to a local output buffer. Once the output buffer exceeds the maximum target partition
size (128MB by default), it uses the yield keyword in Python to serialize and materialize
the partition in Ray’s object store. If a logical operator produces much less data than
it consumes, a task may produce a too-small partition. To handle this, we simply coalesce
partitions by having the Ray Data scheduler pass multiple partitions from different upstream
tasks to a single downstream task.

2.4.2.2 Failure recovery

Ray provides automatic recovery for objects (intermediate partitions) as long as (1) the
driver is alive, (2) the tasks that created them are deterministic and side effect-free [99], and
(3) the task arguments and outputs are immutable. For generator tasks, (3) is no longer
true, because we do not know at submission time how many outputs the task will produce.
However, we note that if (2) is true, then streaming repartition can be made deterministic.
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In particular, given a target partition size, a pure transform, we ensure that a Ray Data task
will produce the same stream of output partitions if executed on the same input partition(s).

To support failure recovery for generator tasks, we modify Ray’s recovery subsystem to
handle tasks with an unknown number of outputs. Generator tasks are initially launched
with an unknown number of outputs. On the first successful execution, the task’s caller
records the number of outputs that the task produces. If any of the task’s outputs are
lost, we recover by re-executing the entire task. If the task produces a different number of
outputs, we throw an error.

Similar to other batch and stream processing systems [21, 69, 105, 62], if the centralized
scheduler dies, Ray garbage-collects the job and it must be re-executed from the beginning.
In the future, this case can be optimized through known techniques for asynchronous global
checkpointing [2, 21].

2.4.3 Adaptive Scheduler

The goal of the scheduler is to minimize the job completion time while keeping the total
memory usage of intermediate data below the system limit. To achieve this, the scheduler
uses a principle of equalizing the processing rates of each operator (in bytes per second).
Intuitively, if processing rates are not equal, slower operators will accumulate pending inputs,
eventually exhausting the memory buffer. Each operator’s processing rate can be controlled
by deciding how many tasks to run in parallel for that operator. The processing rates are
estimated online using run-time statistics, including operator task durations and average
task input–output data size ratios, because these properties are difficult to predict ahead of
time, and could vary depending on the actual data being processed.

2.4.3.1 Algorithm

The input to the scheduler is as follows:

• The physical DAG of operators (§ 2.4.1). Each operator can process data items in
parallel tasks and is annotated with its resource requirements, e.g., \{GPU:1\}.

• Resource limits: the total number of CPU, GPU, or custom resource slots, and the
total memory capacity of the system.

Algorithm 1 describes the scheduling loop in step (3) of Figure 2.5. From all qualify-
ing operators, it picks the one with the least amount of data accumulated in its output
buffer. The intuition is that this operator would be producing data at a slower rate than
it is consumed, and thus needs more parallelism. This policy works well for equalizing the
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Algorithm 1 An adaptive scheduler that equalizes operator processing rates

1: Initialize budget← totalMemoryCapacity
2: while not all operators are done do
3: Update resource utilization and run-time estimates
4: Update budget ▷ Algorithm 2
5: if budget ≥ outputPartitionSize(source) then
6: Launch task of source
7: budget← budget− outputPartitionSize(source)
8: end if
9: Q← ∅ ▷ Set of qualified operators
10: for each operator op in DAG do
11: if hasInputData(op) and
12: hasAvailableResources(op) and
13: hasOutputBufferSpace(op) then
14: Q← Q ∪ {op}
15: end if
16: end for
17: if Q ̸= ∅ then
18: selected← argminop∈QbufferedOutputsSize(op)
19: Launch task of selected
20: end if
21: end while

operator processing rates when there is enough memory to store the intermediate data while
all executors are utilized.

However, when memory is constrained, the policy (without lines 4–8) will result in re-
source under-utilization, as seen in Figure 2.4a. The ideal solution is to keep the pipeline
full and start source tasks, i.e. tasks for the source operator, as early as possible, as in
Figure 2.4b. To achieve this, lines 4–8 add a higher-priority optimistic policy for scheduling
source tasks, described further in the next section.

2.4.3.2 Input Rate Control

The input rate, i.e. the rate at which source tasks are scheduled, must approximate the
pipeline’s overall throughput: If the source tasks are launched too slowly, the downstream
operators will have no input to process, wasting compute resources. Conversely, if the source
tasks are launched too aggressively, then these tasks may starve downstream operators and
eventually cause slowdowns from back-pressuring of the source operator and/or spilling to
disk.
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We use a dynamic memory budget algorithm to regulate the rate at which source tasks∗

are launched. Intuitively, the budget is an optimistic estimate of the memory available
for new data partitions to enter the system. When a source task is launched, we deduct
its estimated output size from the budget. At every second, the budget is updated using
Algorithm 2, which estimates the rate at which data leaves the pipeline.

Algorithm 2 Algorithm for periodically updating the memory budget

1: P ← 0 ▷ Total processing time per partition
2: α0 ← 1 ▷ αi := Input:Output size ratio for opi
3: for i← 1 to numOps do
4: Ei ← availableExecutionSlots(opi)
5: Ti ← estimatedTaskDuration(opi)
6: if opi is not source then
7: Ii ← estimatedInputSize(opi)
8: Oi ← estimatedOutputSize(opi)
9: αi ← αi−1 ·Oi/Ii
10: end if
11: Pi ← (Ti/Ei) · αi−1

12: P ← P + Pi

13: end for
14: budget← budget+ outputPartitionSize(source)/P

We will walk through the algorithm using the following example: load (CPU)→ transform
(CPU) → inference (GPU) pipeline, running on a cluster with 8 CPUs and 4 GPUs.

• Consider the first non-source operator: transform. Assume that the number of available
execution slots to run the task is E1 = 6 (out of 8 CPU slots). Assume the average
task duration is T1 = 12 seconds. Then the processing time of this stage is P1 =
T1/E1 ·α0 = 12/6× 1 = 2, where α0, the output multiplier, is initialized to 1. In other
words, transform takes 2s to process a source partition on average.

• Assume the transform’s average output is double the size of its input, i.e. α1 = 2. Now
consider inference. Assume the number of available execution slots is E2 = 4 (GPU),
and the average task duration is T2 = 2 seconds. Then P2 = T2/E2 · α1 = 2/4× 2 = 1,
i.e. the inference operator takes 1 second per source partition.

• Adding them up, P = 2 + 1 = 3 seconds per source partition. In other words, every
∼ 3s, the budget will be replenished to allow for one more source task to run.

∗For DAGs with multiple sources, the launch rate for each operator should be proportional to their data
output size.
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If the run-time estimates of each operator’s processing rates are perfectly accurate, i.e.
if there is no variance in the processing rates, it can be shown that the schedule produced
is optimal. However, when there is variance in processing times or output sizes, the budget
algorithm could overestimate the overall processing rate. Nevertheless, the algorithm is stable
because it creates a negative feedback loop. If it overestimates the pipeline processing rate,
more source tasks might launch and temporarily cause backpressure, or objects in the buffer
to spill to disk. However, since these tasks still occupy execution slots, they will reduce
the parallelism of downstream operators and lower the replenishment rate of the budget,
which in turn limits the source task launch rate. This will in turn release more resources for
downstream operators to run, consuming the buffered intermediate data, and bringing the
pipeline throughput back to equilibrium.

Ray Data also provides a conservative scheduling policy in which a task is launched only
when its output space in the memory can be guaranteed, similar to Figure 2.4a. This policy
enforces a hard memory limit and never spills, albeit at the risk of under-utilizing of executor
slots when memory is limited.

2.4.4 Implementation

Current batch and stream processing systems could in principle be modified to use the
streaming batch model, but would require fundamental changes to their execution models.
For example, Spark would need to support pipelined stage execution, while Flink would need
to support zero-downtime reconfiguration. We choose to implement Ray Data on top of Ray
because Ray exposes a lower-level execution model based on dynamic task execution. Ray
provides powerful features such as automatic data movement, lineage-based recovery [99],
and automatic disk spilling [51]. This makes it convenient to build centralized schedulers
like Ray Data while leveraging Ray as a decentralized dataplane. However, Ray also treats
the task logic, inputs, and outputs as black boxes. Thus, it is difficult to directly extend Ray
with data processing-specific features such as dataset partitioning, streaming repartition, and
pipeline-aware task scheduling. Instead, we implement Ray Data as a Ray library, which
allows us to build such features with minimal changes to the Ray core. Ray Data is written
in ∼ 90K Python LoC, including ∼ 45K LoC for the query planner, scheduler and executor
logic.

2.5 Evaluation

We evaluate a range of heterogeneous workloads with a focus on multimodal batch inference
and training. We use benchmarks taken from the MLPerf suite [53, 78], and supplement with
additional image-to-image, video-to-video, and video classification benchmarks. We aim to
answer:
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• § 2.5.1: How does the streaming batch model compare to traditional batch or stream
processing models when running heterogeneous ML workloads, in terms of throughput
and adaptivity vs. fault tolerance?

• § 2.5.2: How does distributed and heterogeneous execution improve on throughput per
dollar compared to ML-specific single-node data loaders?

• § 2.5.3: How well do all systems adapt to memory pressure in heterogeneous settings,
and what are the system overheads?

We compare the following systems:

• Batch processing (Figure 2.2a): Apache Spark 3.5.1. Spark executors are tied to re-
sources: if one stage requires 1 CPU/task and another 1 GPU/task, then each executor
acquires 1 CPU+1 GPU, greatly reducing throughput when there are fewer GPUs than
CPUs. For fairer comparison, we specify 1 CPU/task and manually schedule GPU tasks
by repartitioning the “GPU” stage to the number of GPUs available. This maximizes
parallelism, at the cost of Spark’s main advantages: reconfigurability and fast recovery.

• Stream processing (Figure 2.2b): Apache Flink 1.19.0. We manually tune Flink’s
parallelism per operator to the highest possible without running out of memory.

• Single-node stream processing: tf.data [62]. A data loader for ML training. tf.data
uses multithreading and can reconfigure the number of threads per operator.

• Single-node stream processing: PyTorch DataLoader (PyTorch DL) [73]. Similar to
above, but uses multiprocessing and requires manual fusing of all operators.

• Streaming batch: Ray Data (implemented over Ray 2.40.0), codenamed Radar in
the figures. We also modify Ray Data to emulate batch processing (Radar-staged)
and stream processing (Radar-static), for apples-to-apples comparison of the execution
models in § 2.2. Radar-staged materializes each stage before starting the next, while
Radar-static sets a static parallelism per operator and disables the adaptive scheduler
described in § 2.4.3.

For training workloads, we compare only against tf.data and PyTorch DataLoader be-
cause these systems were custom-built for data preprocessing for training. They do not
support distributed execution and target CPU-only preprocessing for a co-located GPU
trainer, making it difficult to run batch inference, which alternates between CPU and GPU
stages. Thus, we use Spark and Flink as comparisons for batch inference.
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Figure 2.7: Video generation throughput
comparison. Radar-dynamic (blue) achieves
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static (red) with static parallelism.
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2.5.1 Inference: Comparison to distributed batch and stream
processing

2.5.1.1 Image-to-Image Generation

Image-to-image generation uses a generative model to produce a new image from a source
image and prompt. Listing 1 consists of the steps: (1) read_images: download the In-
structPix2Pix [18] image dataset from S3, (2) decode: decode JPEG images to tensors, (3)
preprocess: normalize tensors, (4) Img2ImgModel: use Stable Diffusion [80] to generate a
new image based on the input image and prompt, and (5) encode_and_upload: Encode to
JPEG and upload to S3.

Listing 1 Image-to-image generation expressed in Ray Data API.
1 ray.data.read_images(INPUT_PATH).map(decode).map(preprocess)

2 .map_batches(Img2ImgModel, batch_size=B, num_gpus=1)

3 .map_batches(encode_and_upload, batch_size=B)

Figure 2.6 shows throughput over time of the different execution models on 1 g5.2xlarge
VM (8 vCPU, 1 A10G GPU). The *-fused baselines fuse all operators. This avoids mate-
rialization but limits overall parallelism to the scarcest resource, in this case 1 GPU. The
resulting throughput is thus the lowest, confirming that operator fusion is undesirable on het-
erogeneous resources. Spark-staged and Ray Data-staged disable fusion of CPU and GPU
operators to decouple their parallelisms. Stages execute synchronously, so no results are
available until the last stage begins at ∼ 330s. The overall throughput is also significantly
lower because all intermediate stage results need to be materialized and in this case spilled
to disk.

For Flink, we also disable fusion, by setting parallelism to 8 and 1 for CPU and GPU
operators, respectively. Flink uses multithreading to share each CPU among its multiple
operators (read+decode+preprocess vs. encode\_and\_upload). Execution is pipelined across
physical operators, and only a fraction of intermediate records are materialized at once, so
Flink can produce results almost immediately. However, there is significant overhead due
to serialization of image data between the Python UDF and the Java-based Flink. Thus,
Flink’s throughput is 70% lower than Ray Data’s.

Because of Flink’s serialization overheads, we use Radar-static to emulate a stream pro-
cessing baseline. We manually determine the best static parallelism per operator before
execution. This achieves the best throughput, at 4 images/s. Radar-dynamic is the default
system, with the adaptive scheduler (§ 2.4.3). This automatically converges to the same
throughput as Radar-static.
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Figure 2.10: Training ResNet-50.

Resources Images/s Run time (hours) Total cost

PyTorch DL (stream) 4× p4de.24xlarge 2,811 111.3 $18,192

Ray Data-staged (batch) 4× p4de.24xlarge 0, then 4,068 90.3 (-19%) $14,753 (-19%)

Ray Data (streaming batch) 4× p4de.24xlarge 4,075 76.8 (-31%) $16,275 (-11%)
40× g5.2xlarge

Table 2.3: Run time and cost for one epoch of Stable Diffusion pre-training.

Takeaways: (1) Stream and streaming batch models outperform batch models for hetero-
geneous pipelines, due to asynchronous stages and lower peak memory footprint, (2) Ray
Data’s adaptive scheduler matches the best stream processing baseline (Radar-static), with
no configuration needed.

2.5.1.2 Video-to-Video Generation

Video-to-video generation uses a generative model for use cases including super-resolution,
interpolation, or de-blurring [22, 43, 100]. Compared to § 2.5.1.1, video generation adds
significant memory pressure: each video decodes to many frames. Also, high workload
variability is common due to varying video lengths, resolutions, and encodings. Thus, we
use this workload to evaluate the system’s ability to adapt compute and memory allocations
based on real-time usage.

We run a 3-stage pipeline on a g5.2xlarge VM: (1) download+decode (CPU): Download the
YouTube-8M dataset [1] from S3. Video resolution ranges from 320p to 720p, with lengths
2–5 minutes, encoded using H.264. Each video is decoded into multiple 128-frame sequences,
the maximum batch size allowed by GPU memory. Earlier videos are low-resolution. (2)
generate (GPU): Run the RealBasicVSR [22] super-resolution model to produce HD frames.
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(3) encode+upload (CPU): Encode the HD frames using H.264, then upload the videos to
S3.

Figure 2.7 compares the throughput over time of Radar-static and Radar-dynamic, the
two best systems in § 2.5.1.1. Radar-static emulates stream processing and allocates the pre-
and post-processing stages of 4 CPUs each. Throughput is initially high but later drops
because this initial configuration is not optimal for the later high-resolution videos, which
are more memory-intensive and take longer to download and decode. Meanwhile, with Radar-
dynamic, the Ray Data scheduler dynamically re-balances tasks according to task duration
and memory usage, achieving 28% better throughput.

Takeaway: Ray Data adapts quickly to changing workloads because tasks can run on any
executor and the adaptive scheduler can dynamically reallocate resources.

2.5.1.3 Fault tolerance in heterogeneous clusters

We first demonstrate Ray Data’s ability to scale with heterogeneous clusters. We run the
VideoMAE [92] for video classification, on the Kinetics-700-2020 dataset with 635,000 videos
and 871GB in size. This workload is similar to that in § 2.5.1.2 except with less postpro-
cessing. Data is stored on Amazon S3. Figure 2.8 shows the throughput over time when
processing 10% of the dataset on 1 g5.xlarge node (4 vCPU, 1 GPU). The single-node con-
figuration produces 6.2 videos/s, and is bottlenecked by CPU preprocessing. Ray Data can
scale data preprocessing independent of GPU inference. We launch a m7i.2xlarge node (8
vCPU) to create a heterogeneous Ray Data cluster with 12 vCPUs and 1 GPU. Overall
throughput then reaches 21.7 videos/s, or 94% of the maximum GPU throughput. The
overall job cost is also 60% less, as CPU-only nodes are more cost-efficient. We further test
scaling the cluster up to 16 nodes, or 8 GPUs and 96 vCPUs in total. Figure 2.9 shows that
Ray Data is able to achieve near-perfect strong scaling.

Fault tolerance. CPU executor failures are common in heterogeneous clusters mostly
due to preprocessing tasks running out of memory. Ray Data can transparently recover from
isolated executor failures without interrupting the job. To further evaluate the cost of fault
recovery, we intentionally fail the CPU worker node after 10min, and reconnecting it after
another 1min. We compare Ray Data’s native lineage reconstruction failure recovery against
checkpointing, which is commonly used in stream processing systems. Figure 2.8 shows that
Ray Data’s throughput drops to that of the remaining node during worker node failure, and
restores when the node rejoins without interrupting the job. In comparison, we implement a
checkpointing-based recovery, by saving progress every 5min, then restarting the job to load
from the last checkpoint when failure occurs. As expected, the system makes no progress
until t = 18min, due to having to restart the job and perform redundant work.
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Takeaways: Ray Data enables scaling with heterogeneous clusters to reduce overall cost
by 60%, despite using more nodes. Compared to stream processing systems that use global
checkpointing, failures at the additional CPU-only nodes have little impact on end-to-end
throughput, allowing further cost reduction via spot instances.

2.5.2 Training: Comparison to ML data loaders

2.5.2.1 ResNet Training

We run the ResNet-50 ImageNet training benchmark from MLPerf [53]. The data preprocess-
ing pipeline loads images from local disk (local) or cloud storage (S3), decodes, and randomly
crops and flips the images. We compare training throughput of tf.data vs. Ray Data on a
g5.2xlarge VM. We do not measure PyTorch DataLoader, as tf.data showed comparable or
better results for the same benchmark in [62].

Figure 2.10 shows training throughput over time. tf.data executes data preprocessing
using a pool of worker threads running in each GPU trainer process. Thus, the job fate-
shares with any preprocessing task that fails due to out-of-memory (OOM). When reading
data from local disk, tf.data’s throughput is 19% lower than Ray Data’s because a lower
batch size was required to prevent OOM failures. Meanwhile, Ray Data is able to complete
because GPU trainer failures are isolated from CPU worker failures, and CPU workers can
be respawned in seconds, without impacting pipeline throughput (§ 2.5.1.3).

When reading data from S3, tf.data is 88% slower than the max GPU throughput because
S3 loading is the bottleneck. Meanwhile, Ray Data can use heterogeneous clusters to scale
out S3 loading independent of the GPU trainers. By adding a m7i.2xlarge node for data
preprocessing, the overall training throughput reaches 93% of the max GPU throughput.

Takeaways: Compared to single-node ML data loaders, Ray Data offers: (1) failure isola-
tion between heterogeneous resources, and (2) ability to leverage heterogeneous clusters.

2.5.2.2 Pre-Training Stable Diffusion

Pre-training of large ML models is one of the most demanding heterogeneous workloads.
We run the Stable Diffusion (SD) pre-training pipeline shown in Figure 2.1b and com-
pare different execution modes. We execute 1 training epoch over a dataset of 2 billion
images, on a cluster of 4× p4de.4xlarge nodes, with 8 A100 GPUs on each node. This
pipeline is challenging because it requires both CPUs and GPUs for data preprocessing:
(1) loadText/loadImage+clip (CPU): Load pairs of image and text, perform preprocessing,
(2) Encoder (GPU): Use a pre-trained encoder model, one for images and one for text, to
produce dense embeddings, and (3) UNet.train() (GPU): Train SD on the embeddings.
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Table 2.3 shows training throughput and total cost. PyTorch DL is a data loader custom-
built for PyTorch that statically partitions work on a process pool. Its throughput is lowest
because Encoder preprocessing competes with trainers for GPU memory. Ray Data-staged
emulates batch processing by running data preprocessing as an offline job and storing pre-
computed embeddings in cloud storage. This is preferable if the same embeddings are used
multiple times. Ray Data-staged achieves 19% higher throughput because UNet is given full
GPUs.

Ray Data runs all data preprocessing concurrently with training. This is preferable if
using random transforms or for iterative development. Ray Data also leverages heteroge-
neous clusters, placing Encoders on smaller A10G GPUs (g5.2xlarge). This results in 31%
better throughput than PyTorch DL, because UNet has full GPU resources, and 15% better
throughput than Ray Data-staged, because embeddings are kept in memory.

Takeaways: Compared to existing ML data loaders, Ray Data can: (1) be used for both
batch and online data preprocessing, and (2) leverage heterogeneous distributed execution.

2.5.3 Microbenchmarks

2.5.3.1 Memory-aware scheduling

We evaluate how batch, stream, and streaming batch systems schedule heterogeneous pipelines
with and without memory pressure. The 3-stage pipeline is: (1) Load (CPU): 160 tasks,
each producing 500 1MB rows after 5s, (2) Transform (CPU): sleep for 0.5s per row, then
return a different 1MB row, (3) Inference (GPU): 0.5s per batch of 100 rows. We use 1
m6i.2xlarge node with 8 vCPUs, 4 simulated GPU slots, and 32GB RAM. The theoretical
best job completion time with unlimited memory is (160× 5s+ 800× 0.5s)/8 = 150s.

Figure 2.11 shows job completion time vs. total memory limit. We limit memory through
system-specific configurations, e.g., executor memory for Spark. We also use POSIX rlimit

to verify that each system respects its memory limit, and tune each system’s parallelism
(e.g., executor count) if not.

Spark materializes all data between stages, achieving at best 2.35× optimal run time. At
12–14GB memory, Spark must use fewer executors resulting in 4.34× the optimal run time,
and at lower memory limits, Spark is unable to finish. This is because Spark requires static
partitioning (§ 2.2.2), and the initial number of Load tasks produces too-large partitions.

Flink is less sensitive to the memory limit than Spark and achieves up to 1.68× optimal.
This is because executors dynamically materialize output partitions to avoid running out
of memory (§ 2.2.3). At lower memory limits, Flink must run fewer executors because it
uses multithreading and slot sharing to multiplex a CPU slot among physical operators,
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Figure 2.11: Synthetic benchmark run times for systems under different memory
limits. Grey means the system is unable to finish due to OOM. Radar(-Part.)
means Ray Data without streaming repartition. Radar(-Adapt.) means Ray
Data without adaptive memory-aware scheduling.
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Figure 2.12: Effect of partition sizes on throughput in Ray Data.

making executors vulnerable to OOM under memory pressure. This results in up to 2×
worse throughput.

We also compare against tf.data because unlike PyTorch DL, it offers an adaptive sched-
uler and memory budget, similar to Ray Data. However, we found that the memory budget
was not always enforced, requiring manual tuning of the thread count. tf.data achieves
the same throughput as Ray Data at 16GB memory limit, but is unable to finish at lower
memory limits.

Ray Data is able to finish in 1.3× the optimal run time at all memory limits except
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the lowest, due to Ray Data’s streaming repartition (Figure 2.3b) and adaptive sched-
uler (§ 2.4.3). We further conduct ablation studies on Ray Data’s performance. Radar(-Part.)
disables Ray Data’s streaming repartition, resulting in too-large initial partitions similar to
Spark. Radar(-Adapt.) disables Ray Data’s adaptive scheduler, resulting in a conservative
policy similar to Figure 2.4a and 10–88% worse performance than Ray Data. Ray Data is
also less sensitive than Flink to memory pressure because the system explicitly time-slices
executors at task granularity, instead of using multithreading.

Takeaways: For heterogeneous applications under memory pressure, batch processing sys-
tems are unstable. Ray Data is as stable as Flink, due to its streaming repartition, and also
more adaptive, thanks to its scheduler.

2.5.3.2 Overhead of partitioning

Compared to stream processing, Ray Data also uses dynamically sized partitions, but with a
centralized scheduler. A possible concern is the system overhead per partition. We evaluate
the impact of partition number on throughput in Ray Data with a 2-stage synthetic pipeline.
We use 8192×1MB input rows, and simulate 10ms processing time per row per stage.
Figure 2.12 shows the throughput vs. partition size. The smallest partition sizes incur
overhead from RPCs and bookkeeping, and the largest result in poor load-balancing. To
strike a balance, Ray Data’s default target partition size is 128MB.

2.5.3.3 Streaming repartition

We run the video batch inference workload (§ 2.5.1.3) on a single video file with 4,500 frames,
and simulate 0.5 s preprocessing time per 16-frame batch. We run on a g5.2xlarge VM with
8 vCPUs.

In video processing, a single video contains thousands or more frames, each of which
requires downstream processing. Without repartitioning, the available downstream task
parallelism is limited to the number of video files. As shown in the bottom part of Fig 2.13,
this makes preprocess the bottleneck, leaving the GPU utilization under 10%.

With streaming repartition (§2.4.2.1), as the read+decode task runs, Ray Data creates
small batches of decoded video frames, and passing them to the downstream operator in a
streaming fashion. This reduces the memory required for intermediate outputs, and enables
the preprocess stage to run at a higher parallelism equal to the number of CPUs. This
increases the GPU utilization to 35%, reducing the job completion time by 6×.
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Figure 2.13: Comparing execution schedules with vs. without dynamic repartitioning. Legends:
read+decode; preprocess; predict (GPU).

2.5.3.4 Fixed vs. dynamic parallelism

We run two variations of the workload to demonstrate the adaptability of the Ray Data
scheduler. In the first scenario (Fig 2.14a), preprocess takes longer than read+decode. In
the second scenario (Fig 2.14b), read+decode is simulated with an additional 1s latency per
video file. In both versions, we run the workload on 20 videos, with different fixed values
of read+decode and preprocess parallelisms. Figure 2.14 shows that there is no single fixed
setting† that can yield desirable execution schedules in both versions. Meanwhile, Ray Data
(top-left of Fig 2.14a and 2.14b) produces the fastest execution schedules in both scenarios
by varying the parallelism of the two operators throughout the timeline. This contrasts with
typical stream processing systems, in which operator parallelisms must be decided ahead of
time, making the system less flexible and performant for dynamic workloads.

2.5.3.5 Fractional parallelism

In this microbenchmark, we demonstrate that the streaming batch model can maximize
the resource utilization when fractional parallelism is required. Consider a two-stage data
pipeline, in which the first stage takes 1 second on average, and the second stage takes 2
seconds. Ideally, the operator parallelisms should be set as 2 : 1 to balance the throughput.
In traditional stream processing systems such as Flink, this is unattainable on a 8-CPU

†For example, N = 1,M = 7 works well in Fig 2.14a, but not in 2.14b.
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(a) A scenario when preprocess is slower.

0 10 20 30 40 50

Time (s)

Dynamic parallelism

0 10 20 30 40 50

Time (s)

N = 4,M = 4

0 10 20 30 40 50

Time (s)

N = 1,M = 7

0 5 10 15 20 25 30 35

Time (s)

N = 7,M = 1

(b) A scenario when read+decode is slower.

Figure 2.14: Comparing execution schedules with fixed vs. dynamic parallelisms. Each row rep-
resents one execution slot. N is read+decode parallelism; M is preprocess parallelism. In both
cases, dynamic parallelism produces the optimal schedule.

machine, because it requires setting the operator parallelisms to be 2.67 and 5.33, respec-
tively. Since these systems allocate executors to operators statically, they cannot support
fractional parallelism. In contrast, the streaming batch execution model allows Ray Data to
multiplex executors for both stages dynamically during run time. The Ray Data scheduler
can dynamically start a task for either stage in order to balance the throughput, effectively
achieving a parallelism ratio of 2 : 1 over time. Figure 2.15 shows that when comparing
to a static allocation of 4–4 executors for each stage, the dynamic allocation increases the
utilization of the execution slots, manifested as fewer bubbles in the schedule, and 19% faster
job completion time.
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Figure 2.15: Dynamically allocated executor slots can achieve fractional parallelism with better
resource utilization (fewer bubbles).

2.5.4 Solver for Discrete-time Scheduling

To verify the efficacy of the online scheduling algorithm, we develop a discrete-time simula-
tion environment, in which tasks have fixed execution times, and a discrete-time solver that
can find the optimal schedule to run a data pipeline, subject to specified resource constraints.

The input to the solver is a data pipeline, the total data size, and the resource constraints.
The data pipeline is described as a chain of operators. Each operator processes data in tasks.
Each task has an input size and an output size measured in number of partitions, and we
assume each task has a known duration. Each task also has a resource requirement, e.g. 1
CPU or 1 GPU.

The total data size is also measured in number of partitions. The resource constraints
describe how many execution slots are available for each resource type (CPU or GPU), and
also has a memory buffer limit, indicating how many intermediate partitions in total can be
stored in the temporary memory buffer.

Finally, the solver has a length limit, measured in time ticks, for any solution returned.
This is such that the solution space is bounded.

2.5.4.1 Algorithm

The solution space is defined by the set of all possible execution states. The execution state
consists of:
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• Time since the start.

• The state of each executor, i.e. which operator task is running.

• The state of the shared memory buffer, which is the number of partitions stored in the
buffer.

• The state of each operator, which is the number of pending tasks.

The solver starts from the initial state (time 0, all executors idle, buffer empty, and all
tasks pending). For each state, it generates the next state by emulating the execution: ad-
vancing the tick, updating executor states, updating the progress of running tasks, updating
the memory buffer, etc. The number of next states is determined by the size of the set of
all possible scheduling actions, which is the power set of all possible scheduling primitives.
A scheduling primitive would be “schedule the next task operator i onto executor j.”

The solver runs a variation of the A* search algorithm to try to arrive at the first comple-
tion state (in which no more tasks are pending). In the priority queue, the states are sorted
by the number of completed tasks, i.e. it prioritizes states that make further progress. The
solver returns the optimal job completion time after all possible states are visited.

The naive search algorithm is not practical due to its high time complexity (O((E ·T )N)),
where N is the total number of tasks, E the total number of executors, and T the time limit).
We use the following optimizations to bring the complexity down to O(2N · T ), making it
more practical for large scheduling problems.

• Symmetry of tasks and executors. We assign a canonical ordering of the executors, i.e.
the first task always starts on the lowest-numbered executor. This gets rid of a large
class of duplicate states, where the task timings are the same, except that they run on
different executors.

• Temporal equivalence. We notice that the optimal job completion time given an ex-
ecution state at time t is the same, regardless of its execution history before t. This
means all states that arrive at the same task progress at time t are equivalent. This
is crucial for reducing the number of duplicate states, and in many cases, reduces the
problem to polynomial time.

For the scheduling microbenchmark in §2.5.3.1, the solver finds the optimal schedule with
a total run time of 153 seconds.
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2.6 Related Work

Unifying batch and stream processing systems. Recent efforts to unify the batch and
stream processing models include Apache Beam [8] and Google Cloud Dataflow [3]. They
focus on providing a unified API layer, rather than unifying the execution model. Attempts
at execution model unification include Naiad [60], Flink’s batch execution mode [21], and
Spark Streaming [105]. Naiad shows that the stream processing model is suitable for pro-
ducing results both incrementally and in bulk, but it does not support dynamic parallelism
reconfiguration. Like other batch processing systems, Flink’s batch execution mode executes
one stage at a time.

Spark Streaming partitions the input stream into discretized “microbatches”, each exe-
cuted as a distinct Spark job. Drizzle [94] improves on Spark Streaming’s latency without
sacrificing adaptability, but suffers the same flaws for heterogeneous pipelines: pipelining
across heterogeneous resources would require a custom inter-job Spark scheduler, and the
data partitioning within a microbatch is static. Also, since Spark requires stateless tasks, it
imposes high overheads in ML inference and training from repeatedly loading the model into
GPU memory for each task. Petastorm [37] is a Python library that bridges Spark’s data
processing capabilities to ML training frameworks. It shares the same limitations as Spark.

MillWheel [2] is a stream processing system that offers efficient reconfiguration and
failover by combining decentralized physical logging with a centralized load-balancer off
the critical path. It offers sophisticated APIs for real-time processing, including timers, wa-
termarks, etc. In contrast, Ray Data targets offline processing, uses lineage-based recovery
to avoid data logging, and the centralized scheduler dispatches all tasks for a global view
and finer control over resources.

Other systems have explored building distributed data processing frameworks on top of
task-parallel systems such as Ray [59, 99], CIEL [61] and Dask [79]. However, all of these
systems are CPU-centric and do not consider memory or heterogeneous compute.

Scheduling for resource heterogeneity. The scheduling problem described in §2.4.3 is
most similar to the generalized processor sharing [67] problem. Our solution is inspired by
the weighted fair queueing algorithm [14, 27]. The differences are (1) the flows in network
scheduling are independent of each other, whereas operators in a data pipeline have de-
pendencies, (2) multiple resource types, and (3) the packet processing time is usually fixed,
whereas data operator processing times are unpredictable. (1) is important in that operators
may produce significant intermediate data, which may not be released until the downstream
operator executes.

Recent scheduling works attempt to adapt fair queuing and autotuning to heterogeneous
resource environments. Dominant resource fair queuing [35] addresses the problem of (2) but
not (1) or (3). tf.data [62] introduces an autotuning algorithm that uses gradient descent to
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find the parallelism for each operator that reduces end-to-end latency. We instead aim to
maximize overall throughput; the partition size may be used to adjust end-to-end latency.

Streaming data loaders for ML. Both PyTorch [69] and TensorFlow (tf.data [62])
provide data loaders optimized for map-style transforms for ML training. tf.data uses mul-
tithreading while PyTorch DataLoader uses multiprocessing. tf.data automatically and de-
terministically shards the dataset, while PyTorch DataLoader requires the user to shard the
dataset themselves. However, both are single-node systems colocated with a GPU trainer
and share similar limitations: they cannot execute multi-node, dataset sharding must be
done before execution, and the training job fate-shares with the data loader.

Cloud-native streaming data loaders include MosaicML Streaming [44] and DeepLake [40].
The common innovations in these libraries are a specialized data format optimized for ten-
sor storage and querying, and streaming data loading directly from cloud storage. They use
Python multiprocessing for execution, which can be swapped out for Ray Data. This would
decouple data loading from ML training/inference processes, thus allowing more flexible
control of CPU parallelism and memory buffers and scale-out to heterogeneous nodes.

2.7 Discussion

One benefit of building Ray Data as a Ray library rather than a monolithic system such as
Spark or Flink is that since the Ray core is in C++, Ray Data can support many frontend
languages, including the lingua franca for ML data loading and transformations, Python. In
contrast, systems built on non-native languages show high overheads when a Python frontend
is used (e.g., Flink in § 2.5.1.1). Second, modifying the Ray Data scheduler is convenient, as
it is written in the frontend and does not require re-compiling Ray [51].

Ray Data enables another key opportunity in future data processing systems: dynamic
query planning. In this work, we present an online scheduler, but still make certain planning
decisions statically, including the number of input partitions (§ 2.4.1), and the user specifies
the initial cluster shape. We envision a fully autotuning and autoscaling system that can
cohesively re-plan the application and resize the cluster.

Conclusion. With the rise of large language models, even modalities such as text that are
traditionally not compute-intensive to load and process may now require expensive dedupli-
cation [64], GPU-based embedding computation, and joins with image or video data (Fig-
ure 2.1b). In addition, as the parallelism strategies used in inference and training pipelines
become more complex, future data processing systems must also support more flexible APIs
for sharding and sharing data.
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In general, we believe that ML systems will continue to grow in the complexity of their
data processing needs, as evidenced by trends such as test-time training [87, 34], retrieval-
augmented generation [47], and multimodal models [88, 66]. To keep up with this demand,
we must build more flexible, heterogeneity-aware, and scalable data processing systems.
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Chapter 3

Exoshuffle: An Extensible Shuffle
Architecture

The streaming batch model introduced in Chapter 2 is effective at running heterogeneous
data pipelines consisting of primarily map-style transformations. However, for complex
operations with data dependencies across partitions, such as sorting, grouped aggregations,
and joins, fully streaming execution may not be possible.

In this chapter, we study one of the most expensive communication primitives in dis-
tributed data processing: shuffle. Shuffle refers to the all-to-all communication pattern in a
distributed data processing system, and is notably difficult to run efficiently at scale. Prior
work addresses the scalability challenges of shuffle by building monolithic shuffle systems.
These systems are costly to develop, and they are tightly integrated with batch processing
frameworks that offer only high-level APIs such as SQL. New applications, such as ML train-
ing, require more flexibility and finer-grained interoperability with shuffle. They are often
unable to leverage existing shuffle optimizations.

We propose an extensible shuffle architecture. Exoshuffle is a library for distributed
shuffle that offers competitive performance and scalability as well as greater flexibility than
monolithic shuffle systems. We design an architecture that decouples the shuffle control
plane from the data plane without sacrificing performance. We build Exoshuffle on Ray, a
distributed futures system for data and ML applications, and demonstrate that we can: (1)
rewrite previous shuffle optimizations as application-level libraries with an order of magni-
tude less code, (2) achieve shuffle performance and scalability competitive with monolithic
shuffle systems, and break the CloudSort record as the world’s most cost-efficient sorting
system, and (3) enable new applications such as ML training to easily leverage scalable
shuffle.
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3.1 Introduction

Shuffle is a fundamental operation in distributed data processing systems. It refers to the
all-to-all data transfer from mappers to reducers in a MapReduce-like system [26]. Shuffle is
one of the most expensive communication primitives in these systems and is difficult to scale.
Scaling shuffle requires efficiently and reliably moving a large number of small blocks from
each mapper to each reducer across memory, disk, and network. It requires both high I/O
efficiency, and robustness to failures and data skew. Furthermore, as the data size increases,
the number of shuffle blocks grows quadratically, making shuffle the most costly operation
in some workloads.

The difficulty of scaling shuffle has inspired many solutions from both the industry and
research community. These shuffle implementations improve the performance and reliability
of large-scale shuffle by optimizing I/O in different storage environments, such as HDD,
SSD and disaggregated storage [75, 110, 84, 11]. Since performance at scale is a priority,
these prior solutions are built as monolithic shuffle systems from scratch using low-level
system APIs. However, these systems are costly to develop and integrate. For example,
each cloud provider has to build proprietary services to support shuffle on their own storage
services [11, 4, 85]. Magnet, a push-based shuffle system for Spark [84], took 19 months
between publication and open-source release in the Spark project [29] because it required
significant changes to system internals [83].

Furthermore, existing shuffle systems only work with batch processing frameworks, which
offer high-level abstractions such as SQL or dataframe APIs. Most are synchronous in
nature: the results are available only after the entire shuffle operation completes. This poses
challenges for applications that require fine-grained integration with the shuffle operation
to improve their performance by processing data as it is being shuffled, i.e., pipeline data
processing with the shuffle operation. For example, ML training often requires repeatedly
shuffling the training dataset between epochs to improve learning quality [57, 56]. Doing this
efficiently requires fine-grained pipelining between shuffle and training: ML trainers should
consume partial shuffle outputs as soon as they become ready. Today’s ML developers are
faced with two undesirable choices: (1) they either rebuild shuffle from scratch, once again
dealing with the performance challenges of large-scale shuffle, or (2) interface with existing
shuffle systems through the synchronous APIs: the shuffle results can only be consumed
after all partitions are materialized, leaving pipelining opportunities on the table.

To simplify the development of new shuffle optimizations targeting different environ-
ments, and to provide fine-grained pipelining for new applications, we propose an extensible
architecture for distributed shuffle that enables flexible, efficient, and scalable implementa-
tions. Unlike previous solutions built as monolithic systems (Fig 3.1a), we propose building
distributed shuffle as a library (Fig 3.1b). Such an architecture allows: (1) shuffle builders
to easily develop and integrate new shuffle designs for new environments, and (2) a broader
set of applications to leverage scalable shuffle in a more flexible manner.
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(b) Exoshuffle.

Figure 3.1: Exoshuffle builds on an extensible architecture. Shuffle as a library is easier to develop
and more flexible to integrate with applications. The data plane ensures performance and reliability.

How can we implement shuffle at the application level (as a library) while providing
high performance? To answer this question, we first identify the optimizations in past
shuffle systems that are key to performance and reliability. (1) Coordination: managing
the timing and placement of mapper and reducer tasks, and implementing optimizations
such as merging intermediate shuffle blocks. (2) Efficient data transfer: pipelining I/O with
computation to maximize throughput, and spilling data to disk to accommodate larger-than-
memory datasets. (3) Fault tolerance: guaranteeing data is reliably transferred to reducers
via retries or replication.

Our key observation is that we can split these optimizations between a control and a data
plane. Optimizations for coordinating shuffle are implemented by the control plane at the
application layer, while the data plane provides efficient data transfer and fault tolerance at
the system layer. This enables developers to easily implement a variety of shuffle solutions
at the application layer, while having the underlying system handle efficient data transfer
and fault tolerance.

The next question is what interface should the data plane provide to the application.
Our answer is distributed futures, an extension of RPC that allows referencing data objects
in distributed memory. It allows the caller of a remote task to pass objects by reference,
regardless of their physical locations, thus decoupling remote task invocations from physical
data transfers, the latter implemented by the data plane. Distributed futures can also be
passed before the data object is created, allowing the system to parallelize remote calls
and pipeline data transfer with task execution. We show that this abstraction can express a
variety of shuffle algorithms, including dynamic strategies to handle data skew and stragglers
(§3.3).

Although many distributed futures implementations exist, none of the these systems have
been able to match the scale and performance of a monolithic shuffle system. CIEL [61] is
the first to show MapReduce programs can be implemented using distributed futures, but it
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lacks an in-memory object store which is crucial for efficient pipelining and data transfers.
Dask [79], another distributed futures-based dataframe system, supports in-memory objects
but cannot scale beyond hundreds of GBs (§3.5.4.1). Previous versions of Ray [59] support
shuffle within the capacity of its distributed shared memory object store, but lack disk
spilling mechanisms and therefore do not support out-of-core processing.

In this work, we extend Ray with the necessary features to support large-scale shuffle
(§3.4). These include: (1) locality scheduling primitives to enable colocating tasks to better
exploit shuffle data locality; (2) a full distributed memory hierarchy with disk spilling and
recovery; (3) asynchronous object fetching to pipeline task execution with disk and network
I/O. We present Exoshuffle, a flexible and scalable library for distributed shuffle built on top
of Ray. We demonstrate the advantages of this extensible shuffle architecture by showing
that (§3.5):

• A variety of previous shuffle optimizations can be written as distributed futures pro-
grams in Exoshuffle, with an order of magnitude less code.

• The Exoshuffle implementations of these shuffle optimizations match or exceed the
performance of their monolithic counterparts.

• Exoshuffle can scale to 100TB, outperforming Spark and Magnet by 1.8×, and breaking
the CloudSort record as the world’s most cost-efficient sorting system.

• Exoshuffle can easily integrate with a diverse set of applications such as distributed
ML training, improving end-to-end training throughput by 2.4×.

3.2 Motivations

In this section, we overview two lines of previous work in building shuffle systems to illustrate
the challenges in simultaneously achieving shuffle scalability and flexibility.

3.2.1 Shuffle Systems

In a MapReduce operation with M map tasks and R reduce tasks, shuffle creates M × R
intermediate blocks. Each of these blocks must be moved across memory, disk, and network.
As the number of tasks grow, the number of blocks increases and the block size decreases
both quadratically. At terabyte scale, this can result in hundreds of millions of very small
blocks. This creates great challenges for I/O efficiency, especially for hard drives with low
IOPS limits. Many shuffle systems have been built to optimize I/O efficiency in different
storage environments. Table 3.1 shows an incomplete list of these systems, grouped by their
target storage environments.
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(b) Pre-shuffle merge [110].
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(c) Push-based shuffle [84, 16, 95].
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(d) ML training pipeline.

Figure 3.2: Shuffle algorithms for various applications. Exoshuffle uses distributed futures to
execute these DAGs.

Previous I/O optimizations fall under two general categories: (1) reducing the number of
small and random I/O accesses by merging intermediate blocks into larger ones at various
stages [110, 16, 84] (Figures 3.2b and 3.2c), and (2) using pipelining to overlap I/O with
execution [84, 39]. For example, push-based shuffle [95, 38] involves pushing intermediate
outputs directly from the mappers to the reducers, allowing network and disk I/O to be
overlapped with map execution, and optionally merging results on the reducer (Figure 3.2c)
to improve disk write efficiency [84, 16].

While these solutions can improve throughput, they also come with high development
cost. Each new operation, such as reduce-side merge, requires building additional proto-
cols for managing block transfers. However, although the ideas may be system-agnostic,
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Storage target Shuffle systems

Hard disk Sailfish [75], Riffle [110], Magnet [84]
SSD Zeus [13]
Cloud storage Alibaba E-MapReduce Shuffle [4],

AWS Glue Shuffle [11],
Google Cloud Dataflow Shuffle [85]

Table 3.1: Different shuffle systems are built to optimize shuffle for deployment in different storage
environments.

the physical artifacts are often tightly integrated with proprietary storage systems, making
them difficult to port to open-source frameworks. For example, many cloud providers build
proprietary shuffle services to work with their own disaggregate storage offerings [11, 4, 85];
meanwhile, Magnet [84] is open-sourced as part of Spark but has yet to support disaggregated
storage.

Furthermore, large-scale shuffle systems often come with more complicated deployment
models. They are often deployed as auxiliary services to existing data processing systems.
Shuffle services decouple block lifetimes from task executors to minimize interruptions upon
executor failures [103], which are more frequent in large clusters. Shuffle services are also used
to coordinate more sophisticated shuffle protocols, such as push-based shuffle and reduce-side
merge [84]. However, because these shuffle services are only necessary at very large scale,
they are not enabled by default in systems like Spark and require a separate deployment
process.

Thus, while there has been significant innovation in new shuffle designs, few of these are
widely deployed. Furthermore, it is difficult for an application to choose on the fly whether
to use a particular shuffle algorithm; it requires both a priori knowledge of the application
scenario and potentially an entirely different system deployment.

3.2.2 Random Shuffle in ML Training Pipelines

While much of the existing shuffle literature has focused on large-scale batch processing,
there is also a need for performant shuffle in other application scenarios, such as online
aggregation [24] and pipelining with more complex applications. An example of the latter is
the random shuffle operation commonly used in machine learning training jobs. Note that by
random shuffle, we mean the application-level transform that randomly permutes the rows
of a dataset, rather than the generic system-level shuffle that is used to execute MapReduce
applications.

To improve model convergence in deep learning, it is common practice to randomly
shuffle the training dataset before feeding into GPU trainers to avoid bias on the order of
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the data [57, 56]. To minimize GPU pauses, the shuffle should be pipelined with the training
execution (Figure 3.2d). Furthermore, it is desirable for developers to be able to trade off
between performance and accuracy: they might wish to run shuffle in a smaller window to
reduce training latency, at the cost of overall end model accuracy.

These differences make it difficult for ML pipelines to directly leverage existing monolithic
shuffle systems. Systems like Hadoop and Spark are highly optimized for global shuffle
operations, but are not designed to pipeline the shuffle with downstream executions: shuffle
results cannot be read until the full shuffle is complete [24]. The results must be written out
to an external store before they can be read by the training workers (Figure 3.2di). However,
this leads to either high memory footprint, as it requires holding an additional copy of the
dataset, or higher I/O overhead, if the shuffled data is written to disk before transfer to the
GPU.

Fine-grained pipelining can improve efficiency. Figure 3.2dii shows an example in which
the reduce tasks for a particular epoch are pipelined with the training computation. This
allows results to be used as they become available while limiting memory footprint to a single
partition. Alternatively, the application can also choose to shuffle the dataset in windows
(Figure 3.2diii), improving pipelining at the cost of accuracy. Unfortunately, existing shuffle
systems are not built for such fine-grained pipelining, and most big data systems that offer
high-performance shuffle use an execution model that is incompatible with deep learning
systems [25].

Instead, ML training frameworks often end up re-implementing shuffle within specialized
data loaders and thus run into known problems that have been solved by traditional shuffle
systems. Typically, data loaders are implemented with a pool of CPU-based workers colo-
cated with the GPU trainers [62, 89, 37]. Each worker loads a partition of the dataset from
storage (e.g., Amazon S3), preprocesseses it, and feeds the resulting data into the colocated
trainers. To support random shuffle, the workers may read a random partition of the dataset
on each epoch. However, to improve I/O efficiency, data must still be read in batches. Thus,
to de-correlate data within the same batch, workers further shuffle the data by mixing records
within a fixed-size local memory buffer. This effectively ties the shuffle window size to the
size of the memory buffer. Setting the buffer size too large results in out-of-memory errors
and poor pipelining, but if the buffer is too small, data de-correlation may be insufficient. In
Section 3.5.3.3, we demonstrate how Exoshuffle can bring distributed shuffle optimizations
to ML training applications, achieving both high performance and flexibility.

3.3 Shuffle with Distributed Futures

For distributed futures to serve as an intermediate abstraction layer for shuffle, they should:
(1) abstract out the common implementation details of different shuffle implementations,
(2) be general enough to allow heterogeneous end applications to interface with the shuffle
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library, and (3) provide the same performance and reliability as monolithic shuffle systems.
This narrow waist for distributed shuffle would enable both faster development for new shuffle
implementations and extensibility to new application use cases.

Monolithic shuffle systems use messaging primitives, like RPC, as an intermediate ab-
straction layer. RPC is both general-purpose and high-performance, but it is too low-level
to be a useful intermediate layer for shuffle. Integrating push-based shuffle into Spark, for
example, required 1k+ LoC for the RPC layer changes alone [83]. Much of this development
effort lies in implementing new inter-task protocols for data transfer and integrating them
alongside existing ones.

In contrast, distributed futures decouple the shuffle control plane from the data plane.
This abstraction enables different shuffle libraries to share a common data plane. Optimiza-
tions like push-based shuffle can be implemented in an order of magnitude less code as a
result (§3.5.2).

In this section, we show how to express previous shuffle optimizations and application-
specific shuffle variants as application-level programs with the distributed futures API. These
simplified examples capture the logical execution DAG of the shuffle. Section 3.4 describes
the physical execution of these programs and the details in achieving performance parity
with monolithic shuffle systems.

3.3.1 The Distributed Futures API

A distributed futures program invokes remote functions, known as tasks, that execute and
return data on a remote node. When calling a remote function, the caller immediately gets
a distributed future that represents the eventual return value. The future is “distributed”
because the return value may be stored anywhere in the cluster, e.g., at the node where
the task executes. This avoids copying return values back to the caller, which can become
expensive for large data.

The caller can make use of a distributed future in two ways. First, it can create a DAG
by passing a distributed future as an argument to another task. The system ensures that
the dependent task runs only after all of its arguments are computed. Note that the caller
can specify such dependencies before the value is computed and that the caller need not see
the physical values. This gives the system control over parallelism and data movement, e.g.,
pipelining task execution with dependency fetching for other tasks, and allows the caller
to manipulate data larger than local memory. Second, the caller can get the value of a
distributed future using a get call, which fetches the value to the caller’s local memory. This
is useful when consuming the output of a shuffle, as it allows the caller to pipeline its own
execution with the shuffle. The caller can additionally use a wait call, which blocks until
a set of tasks complete (without fetching the return values), for synchronization and for
avoiding scheduling too many concurrent tasks.
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3.3.2 Expressing Shuffle with Distributed Futures

We demonstrate how these APIs can be used to express various shuffle optimizations (Fig 3.2)
as application-level programs. We use Ray’s distributed futures API for Python [59] for
illustration. The @ray.remote annotation designates remote functions, and the .remote()

operator invokes tasks.

Listing 2 Shuffle algorithms as distributed futures programs.
1 def simple_shuffle(M, R, map, reduce):

2 map_out = [map.remote(m) for m in range(M)]

3 return ray.get([

4 reduce.remote(map_out[:,r]) for r in range(R)]

5

6 def shuffle_riffle(M, R, F, map, reduce, merge):

7 map_out = [map.remote(m) for m in range(M)]

8 merge_out = [

9 merge.remote(map_out[i*F:(i+1)*F, :])

10 for i in range(M/F)]

11 return ray.get([

12 reduce.remote(merge_out[:,r]) for r in range(R)]

13

14 def shuffle_magnet(M, R, F, map, reduce, merge):

15 map_out = [map.remote(m) for m in range(M)]

16 merge_out = [

17 [merge.remote(map_out[i*F:(i+1)*F, r])

18 for i in range(M/F)] for r in range(R)]

19 return ray.get(

20 [reduce.remote(merge_out[:,r]) for r in range(R)]

3.3.2.1 Simple Shuffle

In Listing 2, simple_shuffle shows a straightforward implementation of the MapReduce
paradigm illustrated in Figure 3.2a. The shuffle routine takes a map function that returns
a list of map outputs, and a reduce function that takes a list of map outputs and returns
a reduced value. M and R are the numbers of map and reduce tasks respectively. The two
statements produce the task graph shown in Figure 3.2a. Note that the .remote() calls are
non-blocking, so the entire task graph can be submitted to the system without waiting for
any one task to complete.

This is effectively pull-based shuffle, in which shuffle blocks are pulled from the map
workers as reduce tasks progress. Assuming a fixed partition size, the total number of shuffle
blocks grows quadratically with the total data size. Section 3.5.1 shows empirical evidence
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of this problem: as the number of shuffle blocks increases, the performance of the naive
shuffle implementation drops due to decreased I/O efficiency. Prior work [110, 84, 16] have
proposed solutions to this problem, which we study and compare next.

3.3.2.2 Pre-Shuffle Merge

Riffle [110] is a specialized shuffle system built for Spark. Its key optimization is merging
small map output blocks into larger blocks, thereby converting small, random disk I/O into
large, sequential I/O before shuffling over the network to the reducers. The merging factor
F is either pre-configured, or dynamically decided based on a block size threshold. As soon
as F map tasks finish on an executor node, their output blocks (F × R) are merged into R
blocks, each consisting of F blocks of data from the map tasks. This strategy, illustrated in
Figure 3.2b, is implemented in Listing 2 (shuffle_riffle). The code additionally takes F as
the merging factor, and a merge function which combines multiple map outputs into one.

Riffle’s key design choice is to merge map blocks locally before they are pulled by the
reducers, as shown in the highlighted lines. For simplicity, the code assumes that the first
F map tasks are scheduled on the first worker, the next F map tasks on the second worker,
etc. In reality, the locality can be determined using scheduling placement hints or runtime
introspection (§3.4.2) Section 3.5.1 shows that this implementation of Riffle-style shuffle
improves the job completion time over simple shuffle.

3.3.2.3 Push-based Shuffle

Push-based shuffle (Fig 3.2c) is an optimization that pushes shuffle blocks to reducer nodes
as soon as they are computed, rather than pulling blocks to the reducer when they are
required. Magnet [84] is a specialized shuffle service for Spark that performs this optimization
by merging intermediate blocks on the reducer node before the final reduce stage. This
improves I/O efficiency and data locality for the final reduce tasks. shuffle_magnet in
Listing 2 implements this design.

3.3.2.4 Straggler Mitigation

Distributed futures enable dynamic task graphs by nature, making it ideal for detecting and
reacting to stragglers during runtime.

Speculative Execution One way to handle stragglers is through speculative execution.
Tasks that are suspected to be stragglers can be duplicated, and the system chooses whichever
result is available first. This can be accomplished with distributed futures using the ray.wait
primitive, as shown in Listing 3.
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Listing 3 Mitigating stragglers with speculative execution.
1 map_out = ...

2 _, timeout_tasks = ray.wait(map_out, timeout=TIMEOUT)

3 duplicates = []

4 for task in timeout_tasks:

5 duplicates.append(map.remote(task.args))

6 for t1, t2 in zip(timeout_tasks, duplicates):

7 t, _ = ray.wait([t1, t2], num_returns=1)

8 map_out[t1.id] = t

Best-effort Merge Shuffle systems including Riffle and Magnet also implement “best-
effort merge”, where a timeout can be set on the shuffle and merge phase [110, 84]. If some
merge tasks are cancelled due to timeout, the original map output blocks will be fetched
instead. This ensures straggler merge tasks will not block the progress of the entire system.
Best-effort merge can be implemented in Exoshuffle as shown in Listing 4 using an additional
ray.cancel() API which cancels the execution of a task. The cancelled task’s input, which
are the original map output blocks, will then be directly passed to the reducers. This way, the
task graph is dynamically constructed as the program runs, adapting to runtime conditions
while still enjoying the benefits of transparent fault tolerance provided by the system.

Listing 4 Mitigating stragglers via task cancellation.
1 map_out = ...

2 merge_out = ...

3 _, timeout_tasks = ray.wait(merge_out, timeout=TIMEOUT)

4 for task in timeout_tasks:

5 ray.cancel(task)

6 merge_out[task.id] = task.args

7 out = [reduce.remote(merge_out[:, r]) for r in range(R)]

8 ray.wait(out)

3.3.2.5 Data Skew

Data skew can be prevented at the data management level using techniques such as key
salting, or periodic repartitioning. However, it is still possible for skews to occur during
ad-hoc query processing, especially for those queries involving joins and group-bys. Data
skew during runtime can cause the working set of a reduce task to be too large to fit into
executor memory.

Dynamic repartitioning solves this problem by further partitioning a large reducer par-
tition into smaller ones. This is straightforward to implement since the distributed futures
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programming model enables dynamic tasks by nature. Listing 5 shows that we can recur-
sively split down a reducer’s working set until it fits into a predefined memory threshold.

Listing 5 Dynamic repartitioning for skewed partitions.
1 @ray.remote

2 def reducer(*parts):

3 total_size = [part.size() for part in parts]

4 if total_size > THRESHOLD:

5 L = len(parts) // 2

6 return flatten([

7 reducer.remote(*parts[:L]),

8 reducer.remote(*parts[L:])])

3.3.3 Applications

Because Exoshuffle implements shuffle at the application level, it can easily interoperate with
other applications. Here, we demonstrate two example applications that use fine-grained
pipelining with shuffle to improve end-to-end performance. These applications are evaluated
in Section 3.5.3.

3.3.3.1 Online Aggregation with Streaming Shuffle

Online aggregation [42] is an interactive query processing mode where partial results are
returned to the user as soon as some data is processed, and are refined as progress continues.
This is especially useful when the query takes a long time to complete. Online aggregation
is difficult to implement in MapReduce systems because they require all outputs to be ma-
terialized before being consumed. Past work made in-depth modifications to Hadoop and
Spark to support online aggregation [24, 109].

Online aggregation is straightforward to implement in Exoshuffle without the need to
modify the underlying distributed futures system. Listing 6 shows the streaming_shuffle

routine. It requires a modified reduce function that takes a reducer state and a list of
map outputs and returns an updated state, and an aggregate function which combines
the reducer states to produce aggregate statistics. Shuffle is executed in rounds. At the
end of each round, the aggregation function is invoked with the reducer outputs, and will
asynchronously print an aggregate statistic (e.g. sum) to the user. Note that the Exoshuffle
user can simply swap between simple_shuffle and streaming_shuffle to get the semantics
they desire.
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Listing 6 Streaming shuffle and pipelined data loading for ML.
1 def streaming_shuffle(map, reduce, print_aggregate):

2 reduce_states = [None] * R

3 for rnd in range(N):

4 map_results = [map.remote(M*rnd+i) for i in range(M)]

5 ray.wait(reduce_states)

6 reduce_states = [

7 reduce.remote(reduce_state, *map_results[:, r])

8 for r, reduce_state in enumerate(reduce_states)]

9 print_aggregate.remote(reduce_states)

10 return ray.get(reduce_states)

11

12 def model_training(trainer, data):

13 shuffle_out = shuffle(data, ...)

14 for epoch in range(EPOCHS):

15 next_shuffle_out = shuffle(data, ...)

16 for block in shuffle_out:

17 trainer.train(ray.get(block))

18 shuffle_out = next_shuffle_out

3.3.3.2 Distributed ML Training with Pipelined Shuffle

Exoshuffle also enables fine-grained pipelining for ML training, as illustrated in Figure 3.2d.
In Listing 6, model_training shows the code skeleton. On line 13, the shuffle function
(could be any in Listing 2) returns a set of distributed futures pointing to reducer outputs.
They are passed immediately to the model trainer while shuffle executes asynchronously. As
soon as a reducer block becomes available, the model trainer acquires it (line 17) and send it
to the GPU for training. This achieves the fine-grained pipelining described in Figure 3.2d.

3.4 System Architecture

Section 3.3 shows how shuffle DAGs can be expressed as distributed futures programs. How-
ever, achieving high performance shuffle also requires a set of critical system facilities. In
this section, we describe the architecture of Exoshuffle via a realistic implementation of the
push-based shuffle described in Section 3.3.2.3. We describe the additional system APIs used
by Exoshuffle (§3.4.2), and the transparent features provided by the underlying distributed
futures implementation (§3.4.3) that are key to performance.

3.4.1 Example: Push-based Shuffle
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Listing 7 Implementation of two-stage shuffle.
1 def push_based_shuffle(map, reduce):

2 @ray.remote

3 def merge(*map_results):

4 for results in zip(*map_results):

5 yield reduce(*results)

6

7 merge_results = numpy.empty((NUM_WORKERS,

8 NUM_ROUNDS, NUM_REDUCERS_PER_WORKER))

9

10 # Map and shuffle.

11 for rnd in range(NUM_ROUNDS):

12 for i in range(NUM_TASKS_PER_ROUND):

13 map_results = [

14 map.options(num_returns=NUM_WORKERS).remote(

15 parts[rnd * NUM_TASKS_PER_ROUND + i])

16 for i in range(NUM_TASKS_PER_ROUND)]

17

18 if rnd > 0:

19 ray.wait(merge_results[:, rnd - 1, :])

20

21 for w in range(NUM_WORKERS):

22 merge_results[w, rnd, :] = merge.options(

23 worker=w, num_returns=NUM_REDUCERS_PER_WORKER

24 ).remote(*map_results[:, w])

25 del map_results

26

27 # Reduce.

28 return flatten(

29 [[reduce.remote(*merge_results[w, :, rnd])

30 for rnd in range(NUM_REDUCERS_PER_WORKER)]

31 for w in range(NUM_WORKERS)])

Listing 7 implements push-based shuffle (§3.3.2.3) for a cluster of NUM_WORKERS nodes.
The library takes a map and a reduce function as input. The remaining constants are chosen
by the library according to the user-specified number of input and output partitions.

Lines 11–25 comprise the map and merge stage, in which map results are shuffled, pushed
to the reducer nodes, and merged. This stage pipelines between CPU (map and merge tasks),
network (to move data between map and merge), and disk (to write out merge results). The
map and merge tasks are scheduled in rounds for pipelining: Lines 18–19 ensures that there
is at most one round of merge tasks executing, and that they can overlap with the following
round’s map tasks. Each round submits one merge task per worker node. Each merge task
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takes in one intermediate result from each map task from the same round and returns as
many merged results as there are reduce partitions on that worker.

Once all map and merge tasks are complete, we schedule all reduce tasks (lines 28–31)
and return the distributed future results. Each reduce task performs a final reduce on all
merge results for its given partition. To minimize unnecessary data transfer, the reduce tasks
are co-located with the merge tasks whose results they read.

3.4.2 Scheduling Primitives

For complex applications like distributed shuffle, it is difficult for a general-purpose system to
make optimal decisions in every context. For instance, optimally scheduling a computation
DAG on a set of nodes is NP-hard [19]. It is therefore more robust to allow the application
or library developer to apply domain-specific knowledge to achieve better performance.

By default, Ray provides a two-level distributed scheduler that balances between bin-
packing vs. load-balancing [59]. This is sufficient for map and reduce tasks in simple shuffle,
as these can be executed anywhere in the cluster. However, more advanced shuffle strate-
gies (§§3.3.2.2 and 3.3.2.3) require more careful placement and scheduling of tasks to improve
performance. In this section, we describe the additional APIs designed to give the shuffle
library more control over the physical execution of the shuffle DAG.

3.4.2.1 Scheduling for Data Locality

Ray provides automatic locality-based scheduling when possible. For example in Listing 7,
lines 28–31, Ray automatically schedules the reduce tasks on the workers on which the
upstream merge results reside. In some other cases, hints must be provided to the system
to achieve better data locality. For example, a group of merge tasks must be colocated with
the downstream reduce task, but this is impossible for the system to determine because
the reduce task’s dependency is not known to the system yet. To handle this problem, we
introduce node-affinity scheduling in Ray, which allows the application to pin tasks to a
particular node. For example, Listing 7 uses this in line 23 to colocate merge tasks for the
same reducer. Node affinity is soft, meaning that Ray will choose another suitable node if
the specified node fails.

3.4.2.2 Scheduling for Task Pipelining

The map and merge tasks should be pipelined to allow map results to be shuffled concur-
rently with map execution. This task-level pipelining is challenging for a distributed futures
system to determine automatically: Too many concurrent map tasks will reduce resources
available to downstream merge tasks, and scheduling the wrong set of map and merge tasks
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concurrently prevents map outputs from being consumed directly by merge tasks, resulting
in unnecessary disk writes. The shuffle library is better placed to determine that it should
apply backpressure by limiting the number of concurrent map and merge tasks. The library
can also determine that a round of merge tasks should be executed concurrently with the
following round of map tasks. Exoshuffle achieves this with the wait API (Listing 7, line
19), which blocks until a task completes.

3.4.2.3 Controlling Redundancy with Reference Counting

Distributed futures are reference-counted in Ray. While an object reference is in scope, Ray
attempts to ensure its value exists in the cluster. By selecting which references to keep
or drop, the shuffle library can make tradeoffs between reducing write amplification and
improving data redundancy. For example, line 25 of Listing 7 deletes the intermediate map
results from the current round. This reduces write amplification, as the map results can
be immediately dropped from memory without spilling to disk, but requires additional re-
execution upon failure. Alternatively, the shuffle library can instead keep the intermediate
references, resulting in additional disk writes but improved data redundancy.

3.4.3 Transparent System Facilities

The actual data transfer, or shuffle, is managed by the distributed futures system according
to the application specifications. For example in Listing 7, lines 23–25 specifies that one
column of the distributed futures in map_results should be sent to one merge task. This
prompts the data plane to transfer the corresponding physical data to the merge task’s
location. In this section, we describe the transparent storage and I/O mechanisms provided
by the distributed futures system to facilitate this data movement.

3.4.3.1 Shared Memory Object Store

Previous monolithic shuffle systems implement distributed coordination via an external
shuffle service, a specialized process deployed to each node that orchestrates block trans-
fers (Fig 3.3a). This process is external to the executors, decoupling block transfers from
map and reduce task execution. In Exoshuffle, we replace this service with a generic node
manager that is responsible for both in-memory and spilled objects (Fig 3.3b).

We build on Ray’s shared memory object store [59] for immutable objects. Each node
manager hosts a shared memory object store shared by all executors on that node (Fig 3.3b).
This decouples executors from blocks: once a task’s outputs are stored in its local object
store, the node manager manages the block. This keeps executors stateless and allows them
to execute other tasks or exit safely while the node manager coordinates block movement.
Shared memory enables zero-copy reads of object data on the same node, which avoids CPU
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Figure 3.3: Comparing a monolithic vs. application-level shuffle architecture. (a) implements
all coordination and block management through an external shuffle service on each node, in this
case implementing the Magnet shuffle strategy (§3.3.2.3). (b) shows the same shuffle strategy but
implemented as an application on a generic distributed futures system.

and memory overhead. By making objects immutable, we also avoid consistency concerns
between object copies.

Next, we describe extensions to the original Ray architecture [59] made in this work that
improves pipelining disk and network I/O with task execution. These improvements are
made at the system level without knowledge of the application-level shuffle semantics, and
thus can benefit a wide range of data-intensive applications.
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3.4.3.2 Pipelined Object I/O

Object Allocation and Fetching. There are two categories of object memory allocations:
new objects created for task returns (e.g., map task outputs), and copies of objects fetched
remotely as task arguments (e.g., merge task inputs). The memory subsystem queues and
prioritizes object allocations to ensure forward progress while keeping memory usage bounded
to a limit. This is critical for reducing thrashing within the object store, caused by requesting
objects for too many concurrent requests, while leaving sufficient heap memory for task
executors.

All memory allocations on a Ray worker node go into an allocation queue for fulfillment.
If there is spare memory, the allocation is fulfilled immediately. Otherwise, requests are
queued until the spilling process or garbage collection frees up enough memory. If memory
is still insufficient, Ray falls back to allocating task output objects on the filesystem to
ensure liveness. Spare memory besides the memory allocated to executing task arguments
and returns is used to fetch the arguments of queued tasks. This enables pipelining between
execution and I/O, i.e. restoring objects from disk or fetching objects over the network. For
example, at line 28 in Listing 7, all merge results are already spilled to disk and all reduce
tasks are submitted at once. While earlier reduce tasks execute, the system uses any spare
memory to restore merge results for the next round of reduce tasks from disk.

Object Spilling. Object spilling is transparent, so the application need not specify if or
when it should occur. When the memory allocation subsystem has backlogged requests, the
spilling subsystem migrates referenced objects to disk to free up memory. When a spilled
object’s data is required locally for a task, e.g., because it is the argument of a queued
task, the node manager copies it back to memory as described above. When requested by
a remote node, the spilled object is streamed directly from disk across the network to the
remote node manager. To improve I/O efficiency, Ray coalesces small objects into larger
files before writing to the filesystem.

3.4.3.3 Fault Tolerance

Exoshuffle relies on lineage reconstruction for distributed futures to recover objects lost to
node failures [99], a similar mechanism to previous shuffle systems [26, 107]. In Ray, the
application driver stores the object lineage and resubmits tasks as needed upon failure. This
process is transparent to Exoshuffle, which runs at the application level. Still, Exoshuffle
can use object references (§3.4.2.3) to specify reconstruction or eviction for specific objects.

Executor process failures are much more common than node failures. If reconstruction
is required each time an executor fails, it can impede progress [103, 84]. Many previous
shuffle systems use an external shuffle service to ensure map output availability in the case
of executor failures or garbage collection pauses. Similarly, in Exoshuffle, executor process
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failures do not result in the loss of objects, because the object store is run inside the node
manager as a separate process.

More sophisticated shuffle systems require additional protocols such as deduplication to
ensure fault tolerance [16]. Distributed futures prevent such inconsistencies because they
require objects to be immutable, task dependencies to be fixed, and tasks to be idempotent.

To reduce the chance of data loss, some shuffle system uses on-disk [84] or in-memory [16]
replication of intermediate blocks to guard against single node failures. In Ray, objects are
spilled to disk and transferred to remote nodes where they are needed, which also results
in multiple copies as long as the object is in scope. The application can also disable this
optimization by deleting its references to the object (Listing 7, L25). In the future, we could
allow the application to more finely tune the number of replicas kept, e.g., by passing this
as a parameter during task invocation.

3.5 Evaluation

We study the following questions in the evaluation:

• Can Exoshuffle libraries achieve performance and scalability competitive with mono-
lithic shuffle systems? (§3.5.1)

• Is it easier to implement shuffle optimizations in Exoshuffle? (§3.5.2)

• What benefits does Exoshuffle provide for applications, including CloudSort, online
aggregation and ML training? (§3.5.3)

• How do the features in the distributed futures backend contribute to Exoshuffle per-
formance? (§3.5.4)

3.5.1 Shuffle Performance

3.5.1.1 Setup

We create test environments on Amazon EC2 using VMs targeted at data warehouse use
cases. We test on a HDD cluster of d3.2xlarge instances (8CPU, 64GiB RAM, 6× HDD,
1.1GB/s aggregate sequential throughput, 18K aggregate IOPS, 15Gbps network), and a
SSD cluster of i3.2xlarge instances (8CPU, 61GiB RAM, NVMe SSD, 720MB/s throughput,
180K write IOPS, 10Gbps network).
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Figure 3.4: Comparing job completion times on the Sort Benchmark. The dashed lines indicate
the theoretical baseline (§3.5.1.1). Exoshuffle is abbreviated as ES.
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Workload. We run the Sort Benchmark (a.k.a. TeraSort or CloudSort) [82], as it is a
common benchmark for testing raw shuffle system performance. This benchmark requires
sorting a synthetic dataset of configurable size, consisting of 100-byte records with 10-byte
keys.

Baselines. We compare to the push-based shuffle service in Spark, a.k.a. Magnet, and a
theoretical baseline.

Magnet is integrated into Spark in its 3.2.0 release as an external push-based shuffle
service. We run Spark 3.2.0 on Hadoop 3.3.1 with Magnet shuffle service enabled. We
disable compression of shuffle files according to the rules of TeraSort. This allows for a fair
comparison in terms of total bytes of disk I/O.

For the theoretical baseline, we assume disk I/O is the bottleneck since empirically we
find that disk I/O takes longer than networking and CPU processing in this benchmark. The
baseline is calculated by T = 4D/B, where D is the total data size and B is the aggregate
disk bandwidth. D is multiplied by 4 because each datum needs to be read twice and written
twice, a theoretical minimum for external sort [76].

Exoshuffle variants. We run Exoshuffle on Ray 1.11.0. We compare implementations of
the following shuffle libraries:

• ES-simple, the simple shuffle variant (§3.3.2.1).

• ES-merge, pull-based shuffle with pre-shuffle merge, similar to that in Riffle (§3.3.2.2).

• ES-push, push-based shuffle similar to Magnet (§3.3.2.3).

• ES-push*, push-based shuffle further optimized to reduce write amplification (§3.4.1).

3.5.1.2 Performance Comparison of Shuffle Algorithms

Performance on HDD. Figure 3.4a shows the job completion times of Exoshuffle vari-
ants running 1TB sort on 10 HDD nodes. ES-simple shows the well-known scaling problem:
performance degrades as the number of partitions increases, because the intermediate shuffle
blocks become more in number and smaller in size both quadratically, quickly reaching disk
IOPS limit. The push-based shuffle variants (ES-push, -push*) achieve better performance
regardless of the number of partitions, thanks to the merging of shuffle blocks to increase
disk I/O efficiency and the pipelining of disk and network I/O. ES-merge runs slower than
-simple because merging the map output blocks incurs additional disk writes, which out-
weighs the I/O efficiency savings when the number of partitions is small, and only shows
benefits when the number of partitions increases. The Magnet baseline shows comparable
performance. In summary, Exoshuffle libraries demonstrate performance benefits that match
the characteristics of their monolithic counterparts.
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Performance on SSD. Figure 3.4b shows the same benchmark and variants running on
the SSD cluster. All variants of Exoshuffle outperform the PBS baseline, and display similar
trends as on the HDD cluster. The run times of the optimized versions of Exoshuffle are also
close to the theoretical baseline. Since the NVMe SSD supports much higher random IOPS,
the I/O efficiency gains are less pronounced.

In-memory Performance. Figure 3.4c shows that when data fits in memory, ES-simple is
actually the fastest algorithm compared to all other variants. This is because the other algo-
rithms create copies of data by merging them, triggering unnecessary disk spilling. Magnet
observes similar behavior for small datasets∗.

Conclusion. These experiments show that the shuffle algorithms provided by Exoshuffle
offer the same performance benefits as their monolithic counterparts. Furthermore, the
most performant shuffle algorithm depends on the data size and hardware configuration,
and Exoshuffle offers the flexibility to choose the most suitable algorithm at the application
level, without having to deploy multiple systems.

3.5.1.3 Shuffle Scalability

To test performance at large scale, we run the Sort Benchmark on 100TB data with 50 000×
2GB input partitions on a cluster of 100× d3.2xlarge VMs. For Exoshuffle, we run the ES-
push* variant since it is the most optimized for scale. For baselines, we run both Spark’s
native shuffle (Spark) and its push-based shuffle service (Magnet). We run both baselines
with compression on because Spark without compression becomes unstable at this scale.

Figure 3.4d shows the results. Exoshuffle outperforms both native Spark shuffle and
the push-based shuffle service Magnet, despite Spark’s compression reducing total bytes
spilled by 40%. Magnet improves shuffle performance by 1.6× because it reduces random
disk I/O. Exoshuffle further improves performance over push-based Spark by 1.8×. This
difference comes from reduced write amplification in ES-push*, which spills only the merged
map outputs, while Magnet also spills the un-merged map outputs. These additional writes
provide faster failure recovery through improved durability, albeit at the cost of performance.
Exoshuffle allows the application to choose between these tradeoffs by using ES-push vs. ES-
push*.

∗The Spark 3.3.1 documentation states: “Currently [Magnet] is not well suited for jobs/queries which runs quickly
dealing with lesser amount of shuffle data.”

†Total lines of code in org.apache.spark.shuffle.
‡As reported by Zhang et al. [110]
§Total added lines in https://github.com/apache/spark/pull/29808/files.

https://github.com/apache/spark/pull/29808/files
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Shuffle Algorithm System LoC Exoshuffle LoC

Simple (§3.3.2.1) 2600 (Spark†) 215
Pre-shuffle merge (§3.3.2.2) 4000 (Riffle‡) 265
Push-based shuffle (§3.3.2.3) 6700 (Magnet§) 256

with pipelining (§3.4.1) – 256

Table 3.2: Approximate lines of code for implementing shuffle algorithms in Exoshuffle versus in
specialized shuffle systems.

3.5.2 Implementation Complexity

In Exoshuffle, shuffle is expressed as application-level programs. Table 3.2 compares the
amount of code of several monolithic shuffle systems with the lines of code needed to imple-
ment the corresponding shuffle algorithms in Exoshuffle. Exoshuffle libraries may not provide
all the production features of the monolithic counterparts, but many shuffle optimizations
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can be implemented in Exoshuffle with an order of magnitude less code, while keeping the
same performance benefits. By offering shuffle as a library, Exoshuffle also allows appli-
cations to choose the best shuffle implementation at run time without deploying multiple
systems.

3.5.3 Shuffle Applications

Next, we show how Exoshuffle can extend distributed shuffle support for a broader set of
applications.

3.5.3.1 CloudSort

The CloudSort competition [82] calls for the most cost-efficient way to sort 100TB of data
on the public cloud. We ran Exoshuffle-CloudSort on a cluster of 40× i4i.4xlarge nodes with
input and output data stored on Amazon S3, and set a new world record of $0.97/TB [50].
This is 33% more cost-efficient than the previous world record set in 2016. The previous
entry used a heavily modified version of Spark for the CloudSort workload [95]. In contrast,
Exoshuffle-CloudSort is only hundreds of lines of application code running on a release version
of Ray.

To account for the fact that the cloud hardware costs have lowered since 2016, we take
the setup from the previous record-winning entry and look up its cost on today’s Alibaba
Cloud. Table 3.3 shows that the same amount of cloud resources would cost $115 today.
Still, Exoshuffle-CloudSort achieves another 15% cost reduction beyond this result. We cal-
culate another theoretical baseline of simply shuffling 100TB data through the AWS network
(without sorting), which would cost $74. This puts our record within 31% of the theoretical
limit. This result demonstrates that Exoshuffle can achieve state-of-the-art performance and
cost-efficiency for large-scale shuffle.

System Cost

NADSort (2016) $1.44/TB
NADSort (2022, extrapolated) $1.15/TB
Exoshuffle-CloudSort (2022) $0.97/TB

Table 3.3: CloudSort costs over years.

3.5.3.2 Online Aggregation with Streaming Shuffle

We use a 1TB dataset containing 6 months of hourly page view statistics on Wikipedia. We
run an aggregation to get the ranking of the top pages by language on 10× r6i.2xlarge nodes
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with data loaded from S3. Figure 3.5 shows the difference between regular and streaming
shuffle. The streaming shuffle takes 1.4× longer to run in total due to the extra computation
needed to produce partial results. However, with streaming shuffle, the user can get partial
aggregation results within 8% error¶ of the final result in 18 seconds, 22× faster than regular
shuffle. Exoshuffle makes it easy to switch between simple shuffle and streaming shuffle

to choose between partial result latency and total query run time.

3.5.3.3 Distributed ML Training

Many distributed training frameworks already run on top of Ray. By offering Exoshuffle as a
library, we enable these workloads to leverage scalable shuffle. We demonstrate Exoshuffle’s
ability to support fine-grained pipelining for ML training using the Ludwig framework [58]
to train a deep classification model TabNet on the HIGGS dataset (7.5GB). Ludwig inte-
grates ML data loaders with the PyTorch training framework [68]. Efficient training requires
randomly shuffling the data per epoch before sending it into the GPU for training.

We first run the ML training on a single g4dn.4xlarge instance. We compare two versions
of Ludwig: Ludwig 0.4.0 uses Petastorm [37], which prefetches data in batches into a per-
process memory buffer and performs random shuffle in the buffer. This approach makes the
shuffle window size limited by the memory buffer size (§3.2.2).

In this experiment, we set the shuffle window size to 9% of the total data size to avoid
OOM errors. In comparison, Ludwig 0.4.1 uses Exoshuffle offered through Ray Data [90]. It
pipelines data loading and shuffling with GPU training (Fig 3.2d), and supports full shuffle
across loading batches by storing data in the shared-memory object store. Figure 3.6 shows
that model training with Exoshuffle is 2.4× faster end-to-end thanks to the fine-grained
pipelining. The model also converges faster per-epoch and to a higher accuracy, because
Exoshuffle performs complete random shuffling between epochs, whereas Petastorm’s random
shuffle is limited to subsets of the data.

Next, we run the training on 4 g4dn.xlarge nodes to show the distributed shuffle perfor-
mance. Ludwig 0.4.x has known bugs with distributed training, so we could not compare
Petastorm with Exoshuffle. Instead, we use the latest Ludwig 0.6.0 and compares two shuffle
strategies with the Exoshuffle-based data loader: full shuffle (the default) and partial shuffle.
For partial shuffle, we emulate the Petastorm behavior and perform random shuffling only in
each in-memory batch. Figure 3.7 shows that per-epoch time is slightly faster with partial
shuffle, since it is fully local, but the convergence accuracy is slightly lower because of the
less random shuffling of training data. This example demonstrates that Exoshuffle gives the
developer the flexibility to choose the best shuffle strategy based on their training needs,
while providing high-throughput data loading and shuffling.

¶Error is computed using the KL-divergence DKL =
∑

p log(p/p̂) where p is the true statistic and p̂ is the sample
statistic.
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3.5.4 System Microbenchmarks

The Exoshuffle architecture requires high-performance components from the distributed fu-
tures system to deliver good performance. In this section, we study the the impact of these
system components on shuffle performance.

3.5.4.1 Shared-Memory Object Store

We study the effect of a shared-memory object store that decouples objects from executors
by comparing Dask and Ray. Dask and Ray are both distributed futures systems, but they
differ in architecture. Ray uses a shared-memory object store that is shared by multiple
executor processes on the same node (§3.4.3.1). Dask stores objects in executor memory
and requires the user to choose between multiprocessing and multithreading. With multi-
threading, multiple Dask executor threads share data in a heap-memory object store, but
the Python Global Interpreter Lock can severely limit parallelism. Dask in multiprocessing
mode avoids this issue but uses one object store per worker process, so objects must be
copied between workers on the same node. Thus, the lack of a shared-memory object store
results in either reduced parallelism (multithreading) or high overhead for sharing objects
(multiprocessing). It is also less robust as objects are vulnerable to executor failures.

We study these differences by running the same Dask task graph on Dask and Ray back-
ends [96]. Figure 3.8 shows dataframe sorting performance on a single node (32 CPU, 244GB
RAM, 100 partitions). For Dask, we vary the number of executor processes and threads to
show the tradeoff between memory usage and parallelism. Ray requires no configuration and
uses 32 executor processes, 1 per CPU.

On small data sizes, Dask with multiprocessing achieves about the same performance as
Ray, but it is 3× slower with multithreading due to reduced parallelism. On larger data
sizes, Dask with multiprocessing fails due to high memory pressure from extra object copies.
Meanwhile, Ray’s shared-memory object store enables better stability and lower run time
on all data sizes.

3.5.4.2 Small I/O Mitigations

Ray implements two system-level optimizations for mitigating the small I/O problem: fusing
writes of spilled objects to avoid small disk I/O, and prefetching task arguments to hide
network and disk latency (§3.4.3.2). To show the impact of these optimizations, we run a
single-node microbenchmark that creates 16GB total objects in a 1GB object store, forces
them to spill to disk, then restores the objects from disk. We use object sizes ranging from
100KB to 1MB, as these are comparable to the shuffle block sizes. We use a sc1 HDD disk
since the disk I/O bottleneck is more pronounced on slower storage.
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Fusing Writes. Ray fuses objects into at least 100MB files then writes them to disk.
Figure 3.9 shows the total run time stays constant across object sizes with default fusing.
When fusing is off, the run time is 25% slower for 1MB objects, and up to 12× slower when
spilling 100KB objects.

Prefetching Task Arguments. Ray prefetches task arguments in a pipelined manner so
that arguments are ready on a worker by the time the task is scheduled. Figure 3.9 shows
that pipelined fetching of task arguments reduces the run time by 60–80%, comparing with
a baseline implementation that only starts fetching objects after the task is scheduled.

3.5.4.3 Fault Tolerance

To test fault recovery, we fail and restart a random worker node 30 seconds after the start
of the run. This results in both executor failure and data loss, as the worker’s local object
store is also lost. In all cases, we rely on the distributed futures system to re-execute any
lost tasks and to reconstruct any lost objects. Lineage reconstruction (§3.4.3.3) minimizes
interruption time during worker failures. Figures 3.4a and 3.4b show run times with failures
indicated with semi-shaded bars. For ES-simple and -merge, a known bug in Ray currently
prevents fault recovery from completing. For ES-push and -push*, recovering from a worker
failure adds 20–50 seconds to the job completion time. The system uses this time to detect
node failures and re-execute tasks to reconstruct lost objects.

3.6 Related Work

Shuffle in Data Processing Systems. Many solutions to shuffle have been proposed [75,
38, 101, 48, 77, 76] since MapReduce [26] and Hadoop [9], with a focus on optimizing disk
I/O and pipelining. Sailfish [75] is a notable example deployed at Yahoo which depends on a
modified filesystem to batch disk I/O. Many recent shuffle systems have been built in industry
for large-scale use cases [110, 16, 84, 13], but few have been open-sourced. Today’s cloud
providers often offer managed shuffle services [4, 85, 11]. However these are tightly integrated
with proprietary cloud data services and are not accessible by other shuffle applications.

Hardware Environments. Hardware typically poses a range of constraints on shuffle
design. For example, compute and memory may be either disaggregated [110, 16, 72] or
colocated [75, 103, 84]. Disk constraints also affect system design, e.g., SSDs provide better
random IOPS than HDDs but wear out more quickly. Many existing shuffle systems have
been motivated by such hardware differences. In Exoshuffle, because the distributed futures
API abstracts block management, a shuffle developer can plug in different storage backends
and optimize shuffle at the application level.
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Other Shuffle Applications. Machine learning research [57, 56] shows that SGD-based
model training benefits from random shuffling of the training dataset. Both TensorFlow [62]
and PyTorch [89] have built specialized systems designed specifically to pipeline data loading
with ML training. These data loaders, in addition to Petastorm [37], support distributed
data loading and random shuffling but shuffling is limited to a local buffer capped by worker
memory (§3.5.3.3).

Dataframes [55, 79, 71] are another class of applications in data science that depend on
shuffle for operations such as group-by. While systems like Dask [79] and Spark [105] provide
distributed dataframes, developers continue to build new engines that optimize for specific
application scenarios, such as multi-core [28], out-of-core performance [17], or supporting
SQL [33]. These new dataframe libraries, along with new embedded query engines such
as DuckDB [74] and Velox [70], can directly use Exoshuffle to support distributed query
processing.

Distributed Programming Abstractions for Shuffle. CIEL [61] is the first to pro-
pose using distributed futures to express iterative distributed dataflow programs, includ-
ing MapReduce. Its implementation does not include features critical to large-scale shuffle
performance, including intra-node parallelism, in-memory object storage, and automatic
garbage collection [63]. Dask [79] is another distributed futures-based system that has trou-
ble scaling shuffle due to the lack of shared-memory objects (§3.5.4.1). While we build on
Ray’s design, such as a shared-memory object store [59] and lineage reconstruction [99], pre-
vious versions are not sufficient to support large-scale shuffle as they do not include spilling
to disk or pipelining between execution and I/O. Thus, while others have implemented shuffle
on distributed futures before, ours is the first that we know of to reach the scale, performance,
and reliability of monolithic shuffle systems.

Serverless functions, as used in Locus [72], are one alternative to distributed futures.
While Locus leverages an existing serverless cache and persistent storage, it still must manage
block movement manually. In contrast, distributed futures abstract block management in
full and manage execution, memory, and disk collectively on each node.

Hoplite [111] shows that it is possible to provide a high-performance and fault-tolerant
collective communication layer on top of distributed futures, supporting operations such as
scatter, gather, and reduce. Shuffle in MapReduce-like systems is a more challenging problem
because it involves scheduling arbitrary compute tasks along with all-to-all communication.
In this work we show that a distributed futures system can support shuffle at TB+ scale and
provide competitive performance and reliability.

3.7 Discussion

Extensible Architectures. The decoupling of control and data planes in software-defined
networking [54] has led to great innovations in the past two decades [32]. Operating systems
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research also advocates for extensible architectures to build OS kernels, such as microker-
nels [104] and exokernels [31]. We hope our work can drive more innovations in shuffle
designs and applications through an extensible architecture for distributed shuffle.

Distributed Futures. Distributed futures are rising in popularity due to their ease of use
and flexibility [61, 59, 98]. However, the question of flexibility versus performance remains.
Large-scale shuffle is one of the most challenging problems in big data processing, inspiring
years of work. By showing that large-scale shuffle is possible on a generic and flexible
distributed futures system, we hope to show that other complex applications can be built on
this framework, too.

Limitations. The ability to specify arbitrary tasks and objects with distributed futures
is the key to its flexibility, but it is also the primary obstacle to performance. The system
assumes that each task is independent for generality and stores metadata separately for each
task and object. In contrast, monolithic shuffle systems have semantic information and can
share metadata for tasks and objects in the same stage. Currently metadata overhead is the
main limitation to executing Exoshuffle at larger scales. We plan to address this in the future
by “collapsing” shared metadata, i.e., keeping one metadata entry for multiple outputs of a
task.

Architecturally, the primary limitation in Exoshuffle is the fact that an object must be
loaded in its entirety into the local object store before it can be read (§3.4.3.1). Generators
allow tasks to “stream” large outputs by breaking them into many smaller physical objects;
future improvements include the described metadata optimizations and/or introducing APIs
to stream objects larger than the object store, similar to Ciel [61]. Another limitation is
in scheduling. Currently the distributed futures system may require hints from the shuf-
fle library to determine which tasks should be executed concurrently and where to place
tasks (§3.4.2). A more sophisticated scheduler may be able to determine these automati-
cally.

Finally, Exoshuffle does not yet address the problem of providing a single shuffle solution
that can meet the requirements of all applications. Doing so would require automatically
picking the best shuffle algorithm and parameters based on application, environment, and
run-time information. Instead, we focus on the problem of shuffle evolvability, a necessary
step towards this overarching goal.

3.8 Conclusion

There is a longstanding tension between performance and flexibility in designing abstractions
for distributed computing. Monolithic shuffle systems sacrifice flexibility in the name of
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performance: they must essentially rebuild shuffle from scratch to handle varying application
scenarios. In this work, we show that this need not be the case, by demonstrating an
extensible architecture with a distributed futures system that makes it possible build efficient,
flexible, and portable shuffle.
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Chapter 4

Case Study: The CloudSort
Benchmark

In this chapter, we present a case study of Exoshuffle-CloudSort, a sorting application run-
ning on Ray using the Exoshuffle architecture (Chapter 3). Sorting is one of the most
challenging system performance benchmarks because it stress-tests all aspects of the system.
To reach high performance on the sorting benchmark, the system must eliminate bottle-
necks in both the hardware stack (CPU, memory, disk, network) and the software stack
(OS, filesystem, runtime libraries). Through this case study, we demonstrate the scalability
and performance of the Exoshuffle architecture for the most demanding distributed data
processing jobs.

Exoshuffle-CloudSort runs on Amazon EC2, with input and output data stored on Ama-
zon S3. Using 40× i4i.4xlarge workers, Exoshuffle-CloudSort completes the 100TB CloudSort
Benchmark (Indy category [82]) in 5378 seconds, with an average total cost of $97. In 2022,
Exoshuffle-CloudSort set a new world record as the most cost-efficient sorting system on the
public cloud. It is 33% more cost-efficient than the previous world record, set by Apache
Spark in 2016 [95], and 15% cheaper when factoring in decreasing hardware costs.

This chapter is based on the published technical report [50] and the blog post [49], and
includes contributions of Derek Luan, et al.

4.1 Design and Implementation

4.1.1 Overview

Exoshuffle-CloudSort is a distributed futures program running on top of Ray, a task-based
distributed execution system. The program acts as the control plane to coordinate map
and reduce tasks; the Ray system acts as the data plane, responsible for executing tasks,
transferring blocks, and recovering from failures.
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Exoshuffle-CloudSort implements a two-stage external sort algorithm. The first stage is
map and shuffle. Each map task reads an input partition, sorts it, and partitions the result
into W output partitions, each sent to a merger on a worker node. A merger receives W
map output partitions, merges and sorts them, and further partition the result into R/W
output partitions, all of which are spilled to local disk.

The second stage is reduce. Once the map and shuffle stage finishes, each reduce task
reads W shuffled partitions, merges and sorts them, and writes the final output partition.

For the 100TB CloudSort Benchmark, we set the following parameters:

• Total data size is 100TB.

• Number of input partitions M = 50 000. Each input partition is 2GB.

• Number of workers W = 40.

• Number of output partitions R = 25 000.

4.1.2 Preparation

The first step in Exoshuffle-CloudSort is to compute the partition boundary values. For a
sort record with 10-byte key, we view the first 8 bytes as a 64-bit unsigned integer partition
key. We partition the key space [0, 264 − 1) into R = 25 000 equal ranges, such that all the
records within a key range should be sent to one reducer.

Every R1 = R/W = 625 reducer ranges are combined into a worker range, and records in
each worker range will be sent to one worker node. This yields W = 40 equally-partitioned
worker ranges.

4.1.3 Map and Shuffle Stage

In the map and shuffle stage, Exoshuffle-CloudSort schedules the M = 50 000 map tasks
onto all worker nodes. In our experiments we set the map parallelism, i.e. the number of
map tasks running on a single worker node, to be 3/4 of the total number of vCPU cores.
Extra tasks are queued on the driver node. Whenever a worker node finishes a map task,
the driver assigns a new task from the queue to this node.

In a map task, we first download the input partition from S3. We then sort the input
data in memory, then partition it into W = 40 slices. Each slice is eagerly sent to a merge
controller on each worker. The map task returns when all slices are sent.

On the receiving end, the merge controller accumulates the map blocks in memory until
a threshold is reached. We set the threshold to 40 blocks, or about 2GB of data. Once
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the threshold is reached, the controller launches a merge task to merge the already-sorted
map blocks, and further partitions it into R1 = 625 merged blocks, each corresponding to a
reduce task on this node. These blocks are spilled to the local SSD for use by the reducers.

The merge parallelism is set to be the same as the map parallelism. When the number of
merge tasks reaches the maximum parallelism, and the merge controller’s in-memory buffer
is filled up, it will hold off acknowledging the receipt of a map block until a merge task
finishes and a new merge task can launch. This effectively creates back pressure to the map
task scheduler to ensure the map, shuffle, and merge progresses are in sync.

In our experiments, the average map task duration is 24 seconds; 15 seconds are used for
downloading input data. The average shuffle time (i.e. time to send and receive blocks) is 7
seconds. The merge task takes 17 seconds on average.

4.1.4 Reduce Stage

Once all map and merge tasks finish, Exoshuffle-CloudSort enters the reduce stage. Each
reduce task loads R1 = 625 from the local SSD, merges them, and uploads the sorted output
partition to S3. In our experiments, each reduce task takes 22 seconds on average.

4.1.5 Handling Skewness

The previous steps work well assuming a uniformly distributed dataset. However, in a
real-world situation, the dataset may often be skewed, which could cause a worker to be
overloaded with data, run out of memory, and fail. We have implemented several techniques
to handle skewness:

4.1.5.1 Sampling

We introduce a sampling step in the Preparation phase, where we sample a small portion
of data points from each input part to create a subsample of the dataset. Then, we will
generate partition boundaries such that it will split the subsample into evenly distributed
sections. Next we will use these boundaries to partition our complete dataset. We have
found that in most cases, using a sample of 20 random points from each partition creates an
approximately uniform dataset from a skewed input.

4.1.5.2 Merging

Since sampling is an inherently random process, it is possible that the produced boundaries
do not evenly split the data. If that happens, one or many workers will be overloaded with
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data during the merge and reduce step and could run out of memory, crashing the worker
and failing to get the final output.

We set a limit on the total data size that a merge task would merge on top of the existing
limit on the number of blocks so that the merge task would not be overwhelmed by merging
too much data at once.

4.1.5.3 Streaming

If the data is skewed, the input to a reduce task may be too large to process at once in
worker memory. We implemented streaming in the reduce step so that no matter how large
the input to a reduce task was, it would still complete successfully. This serves as a catch-all
in case sampling is ineffective, and guarantees that Exoshuffle-Cloudsort will always generate
the correct results.

To accomplish this, we track the size of every part, so that we know the size of the input
to every reduce task (this was previously unknown as the input is passed in as a reference).
Next, if the input to a reducer is greater than a certain size threshold, we launch a remote
task to convert each part in the input into 100MB chunks which are stored back in the Ray
Object Store. We set the threshold to be 4GB. Finally, we proceed with the reduce task and
merge the parts using a lot less memory by streaming the chunks and only considering one
relevant chunk of each part at a time. If the input is less than the size threshold, we process
it without streaming since the complete input can fit within memory.

4.1.5.4 Evaluation

To evaluate the effectiveness of our solution to skewness, we ran our modified algorithm on
1TB datasets in different scenarios using an Amazon EC2 cluster of 10× i4i.4xlarge instances.

As a baseline and sanity-check, we first ran the algorithm on a uniformly distributed
1TB dataset. This took 292 seconds, which is close to the runtime of our original algorithm
and shows that our additions only add a small overhead when the dataset is optimal.

To verify that our algorithm could truly handle unexpectedly large skewed inputs, we
disabled the sampling step but kept the other changes and tested the algorithm on a skewed
1TB dataset generated by gensort. We found that some reducers could receive inputs of
around 256GiB. Each node has 128GiB total memory, which then must be split between
multiple workers, so it is clear that the 256GiB input would overwhelm the worker if handled
naively. As expected, our algorithm did not crash or run out of memory and was able to
handle the increased load to specific workers, completing successfully in 1820 seconds. The
increased runtime is expected as the data was not evenly distributed between workers.

Finally, we tested the fully modified algorithm on a skewed 1TB dataset generated by
gensort. This took 295 seconds, which is only slightly more than our baseline. By integrating
sampling, the data was close to evenly partitioned and our runtime massively improved.
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4.1.6 The Execution System

A highlight of the Exoshuffle architecture is that the application program only implements
the control plane logic, and the distributed futures system, Ray, handles execution. This
is reflected in Exoshuffle-CloudSort. Here is an incomplete list of features provided by Ray
that we take “for free”:

• Task scheduling: The program specifies when and where to schedule tasks; the system
handles the RPC, serialization, and other bookkeeping.

• Network transfer: The program instructs data to be transferred by passing distributed
futures as task arguments; the system implements high-performance network transfer.

• Memory management and disk spilling: The program manipulates data references in a
virtual, infinite address space; the system uses reference counting to manage distributed
memory, spills objects to local disks when memory is low, and restores objects from
local disks when they are needed.

• Pipelining of network and disk I/O: The network transfer, spilling and recovery of
objects are transparent to the application and are performed asynchronously. For
example, the system shuffles map output blocks while other map and merge tasks are
running; it spills merge task output to disk while other merge tasks are executing, and
it restores merged blocks while reduce tasks are executing.

• Fault tolerance: this is transparent to the application: the system automatically retries
the operation when it encounters network failures and worker process failures.

For more details, we refer the reader to the Ray Architecture Whitepaper [91], the own-
ership design for distributed futures systems [99], and the Exoshuffle paper [51].

The execution pattern of Exoshuffle-CloudSort is known in the literature as push-based
shuffle [84]. The main benefit is that it enables fine-grained pipelining of the transfer of blocks
through network, memory, and disk. Figure 4.1 shows a pipelined view of the movement of
an individual data partition, in which:

• Download and sort happens in the map tasks.

• Transfer happens in the background Ray workers.

• Merge happens in the merge tasks.

• Spill and restore happens in the background Ray workers.

• Reduce and upload happens in the reduce tasks.
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Figure 4.1: Pipelining of tasks in Exoshuffle-CloudSort.

4.1.7 Source Code

Exoshuffle-CloudSort is implemented in about 1000 lines of Python, and about 300 lines
of C++. The C++ component implements two functionalities: sorting and partitioning
records, and merging sorted record arrays. Exoshuffle-CloudSort runs on top of Ray, which
is implemented in Python and C++. All of Exoshuffle-CloudSort’s source code is available
at https://github.com/exoshuffle/cloudsort.

4.2 Evaluation

4.2.1 Environment Setup

We run Exoshuffle-CloudSort on AWS on a compute cluster configured as follows:

• 1× r6i.2xlarge master node. This node runs on 8 cores of an Intel Xeon 8375C CPU at
2.9GHz, and 64GiB memory.

• 40× i4i.4xlarge worker nodes. Each node runs on 16 cores of an Intel Xeon 8375C CPU
at 2.9GHz, and 128GiB memory. Each node has a directly-attached 3.75TB AWS
Nitro NVMe SSD.

• Each node is attached with a 40GiB Amazon EBS General Purpose SSD (gp3) volume.

https://github.com/exoshuffle/cloudsort
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The software stack is configured as follows:

• Ubuntu 22.04.1 LTS, Linux kernel version 5.15.0-1022-aws.

• XFS 5.13.0 filesystem.

• Intel oneAPI DPC++/C++ Compiler 2022.2.0.20220730.

• Python 3.9.13.

• Ray 2.1.0.

We measure the raw system I/O performance on the worker nodes using standard bench-
marking tools:

• Network bandwidth: 25Gbps between nodes, benchmarked with iperf.

• SSD: 2.9GB/s read, 2.2GB/s write, benchmarked with fio.

For storage, we use 40 buckets on Amazon S3 and randomly distribute the input and
output partitions across the buckets.

4.2.2 Benchmark Setup

Generating Input We use gensort version 1.5 as provided by the Sort Benchmark com-
mittee [65]. We run the command gensort −c −b{offset} {size} {path} to generate each
partition. {size} is fixed at P = 20 000 000 such that each partition is exactly 2GB. { offset }
takes the values {i · P : 0 ≤ i < M} where the number of input partitions M = 50 000.
{path} is a unique path in tmpfs. −c provides data checksum for validation. After generat-
ing an input file, we randomly choose a bucket and upload the partition to S3. We use Ray
to schedule the 50 000 input generation tasks to all 40 worker nodes. The result is aggregated
as an input manifest file, saved for use by Exoshuffle-CloudSort to locate the sort input.

Validating Output Exoshuffle-CloudSort produces an output manifest file containing the
bucket and keys of each output partition on S3. In each validation task, we first download the
output partition to tmpfs, then run the command valsort −o {sumpath} {path} to validate
the ordering of records in each partition. We use Ray to schedule the 25 000 output validation
tasks to all 40 worker nodes. We concatenate the contents of the summary files from each
validation task, then run valsort −s to validate the total ordering, and generate the total
output checksum. Finally, we compare the output checksum with the input checksum to
verify data integrity.



CHAPTER 4. CASE STUDY: THE CLOUDSORT BENCHMARK 77

F
ig
u
re

4
.2
:
C
lu
st
er

u
ti
li
za
ti
o
n
d
u
ri
n
g
ru
n
#
1
of

th
e
10

0
T
B

C
lo
u
d
S
or
t
B
en

ch
m
ar
k
.

E
ac
h
th
ic
k
li
n
e
re
p
re
se
n
ts

th
e
m
ed

ia
n

sy
st
em

u
ti
li
za
ti
on

o
f
al
l
w
o
rk
er

n
o
d
es
;
th
e
h
ig
h
es
t
an

d
lo
w
es
t
li
n
es

re
p
re
se
n
t
th
e
m
ax

im
u
m

an
d
m
in
im

u
m

u
ti
li
za
ti
o
n
a
m
on

g
a
ll

w
o
rk
er

n
o
d
es
,
re
sp
ec
ti
ve
ly
.



CHAPTER 4. CASE STUDY: THE CLOUDSORT BENCHMARK 78

Run Map & Shuffle Time Reduce Time Total Job Completion Time

#1 3509 s 1852 s 5361 s
#2 3496 s 1852 s 5348 s
#3 3520 s 1906 s 5426 s

Average 3508 s 1870 s 5378 s

Table 4.1: Job completion times of Exoshuffle-CloudSort on the 100TB CloudSort Benchmark.

4.2.3 Experimental Results

4.2.3.1 Job Completion Time

On November 10, 2022, we ran the 100TB CloudSort Benchmark in the AWS US West
(Oregon, us-west-2) region with the setup described above. We first generated the input
data on Amazon S3, then ran Exoshuffle-CloudSort 3 times, each followed by a validation
step. All 3 runs succeeded with the same output checksum as the input, indicating all bytes
are preserved in the sort. Table 4.1 reports the job completion times of each run. The
average job completion time is 5378 seconds, or 1.4939 hours.

Figure 4.2 shows the system utilizations of all worker nodes in the compute cluster during
run #1 of the 100TB CloudSort Benchmark.

4.2.3.2 Total Cost of Ownership

The total job cost comprises of two parts: compute cost (Amazon EC2), and the storage
cost (Amazon S3). The storage cost is further divided into data storage cost and data access
cost.

Compute Cost The compute cost is calculated as the compute cluster’s hourly cost times
the job completion time. The total hourly cost is calculated as follows:

Total Hourly Compute Cost = Master Node Hourly Cost

+Worker Node Hourly Cost× Number of Workers

+ EBS Volume Hourly Cost× (Number of Workers + 1)
(4.1)

We obtain the compute instance hourly costs from the Amazon EC2 on-demand pricing
information [6]. For EBS, we use the Amazon EBS monthly price [5] divided by the average
number of hours in a month (365×24

12
= 730) as the hourly price. The hourly cost of a 40GiB

gp3 volume is $0.08/730×40 = $0.0044. Now we plug the cost variables into Equation (4.1):
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• Master node (r6i.2xlarge) hourly cost is $0.504.

• Worker node (i4i.4xlarge) hourly cost is $1.373.

• Number of workers is 40.

• EBS volume hourly cost is $0.0044.

Hence, the total hourly compute cost is $55.6044. We multiply this hourly cost by the
job completion time of 1.4939 hours to obtain the total compute cost of $83.0674.

Data Storage Cost The storage cost comprises of data storage cost and data access cost.
We first consider the data storage cost. Amazon S3 employs a pay-as-you-go pricing model,
i.e. the user does not need to provision storage capacity ahead of time, and only pays for
the storage cost of objects based on their sizes and storage duration. Amazon S3 charges
$0.023 per GB-month for the first 50TB, then $0.022 per GB-month for the next 450TB [7].
Since the total data size is 100TB, we take the average price between the first two tiers, i.e.
$0.0225 per GB-month, or $3.0822 per hour per 100TB.

• Input: The storage cost of the 100TB input data is simply the cost to store 100TB
for the duration of the sort: $3.0822× 1.4939 = $4.6045.

• Output: The 100TB output data is uploaded to and stored on Amazon S3 during the
reduce stage of the sort. We use the duration of the reduce stage as the storage time
of the 100TB output data. This is an over-estimation because the output partitions
are uploaded as the reduce stage progresses, and therefore most of the 100TB is stored
on S3 for less time than the entire reduce stage duration. Table 4.1 shows the average
reduce stage time is 1870 seconds, or 0.5194 hours. Hence we get the output storage
cost: $3.0822× 0.5194 = $1.6009.

Adding up the input and output data storage cost, we get the total data storage cost:
$6.2054.

Data Access Cost We consider GET and PUT requests to Amazon S3. Exoshuffle-
CloudSort downloads the 100TB input data in 50 000 map tasks. Each map task downloads
a 2GB input partition in 16MiB chunks, resulting in 120 GET requests per task, or 6 000 000
GET requests in total. Amazon S3 charges $0.0004 per 1000 GET requests [7]. Hence the
total GET cost is $2.4000.

Exoshuffle-CloudSort uploads the output data in 25 000 reduce tasks. Each reduce task
uploads approximately 4GB data in 100MB chunks, resulting in 40 PUT requests, or
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1 000 000 PUT requests in total. Amazon S3 charges $0.005 per 1000 PUT requests [7].
Hence the total PUT cost is $5.0000.

The actual number of requests could be marginally higher due to request failures and
retries, but the amount should be negligible. Hence, the total data access cost is $7.4000.

Total Cost of Ownership Adding up the compute cost and storage cost, we get the
total cost of ownership for the 100TB CloudSort Benchmark: $96.6728. Table 4.2 presents
a summary of the cost analysis.

Service Unit Price Amount Total Price

Compute VM Cluster $55.6044 / hr 1.4939 hours $83.0674

Data Storage (Input) $3.0822 / hr 1.4939 hours $4.6045
Data Storage (Output) $3.0822 / hr 0.5194 hours $1.6009
Data Access (Input) $0.0004 / 1000 requests 6 000 000 requests $2.4000
Data Access (Output) $0.005 / 1000 requests 1 000 000 requests $5.0000

Total – – $96.6728

Table 4.2: Cost breakdown of Exoshuffle-CloudSort on the 100TB CloudSort Benchmark.

4.3 Discussion
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$1.00
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NADSort (Alibaba Cloud) Exoshuffle-CloudSort (AWS)

CloudSort Cost over Years ($/TB)

Figure 4.3: CloudSort cost over years.
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Contributing Factors to the Reduced Cost The total cost of sorting 100TB of data
using Exoshuffle-CloudSort is 33% less than the previous world record, set using Apache
Spark in 2016 [95]. One contributing factor is the lowering cost of compute and storage over
years of technological advancements. However, this alone would not have made this new
world record possible. As a baseline, we took the setup from the previous world record from
2016, and looked up its cost on today’s Alibaba Cloud. It turned out that the same amount
of resources that cost $144 in 2016 would cost $115 in 2022. Therefore, although the cloud
is getting cheaper, the cost reduction does not fully explain the new record (Figure 4.3).

$0

$50

$100

$150

NADSort (2016) Exoshuffle-CloudSort (EBS) Exoshuffle-CloudSort (S3)

Storage Compute

CloudSort Cost Breakdown

Figure 4.4: Cost breakdown of different CloudSort runs. Amazon S3 provides the best I/O perfor-
mance with the lowest cost.

Disaggregated storage, the separation of compute and storage, turns out to be critical for
breaking the CloudSort benchmark. Disaggregated storage allows for scaling compute and
storage independently and elastically. This architecture is employed by recent data lake [10]
and lakehouse [108] designs. In Exoshuffle, we store the input and output data on the storage
service Amazon S3, instead of block storage devices mounted to individual VMs. Compared
with traditional designs that colocate storage and compute (Figure 4.4), this architecture
has several advantages:

1. S3 only charges for IOPS whereas EBS charges for both IOPS and throughput. For
throughput-oriented applications such as sorting, S3 is therefore very cost-efficient.
The S3 cost was $12 for CloudSort. If we used EBS instead, its cost would have been
$38.74.

2. S3 storage does not require provisioning in advance, whereas EBS must be provisioned
and mounted ahead of time. This makes S3 more elastic to varying data sizes and free
of data locality issues.
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3. Storing data on S3 means the data is preserved under worker failure. We are working
to take advantage of this property, plus Ray’s fault tolerance capabilities, to make
CloudSort work on auto-scaling clusters of spot instances.

Conclusion The popular belief is that specialized shuffle systems are necessary for achiev-
ing high performance. The new world record set by Exoshuffle-CloudSort shows that this
need not be the case: shuffle can run as an application program on a generic distributed
execution system, such as Ray, with state-of-the-art performance and scalability. This opens
up the possibility to run a rich set of data processing workloads on Ray.
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Chapter 5

Conclusion and Future Directions

In this chapter, we first discuss new research directions unlocked by the work described in
this thesis, both from the streaming batch execution model (§ 5.1) and from the Exoshuffle
architecture (§ 5.2). Then, we draw conclusions from the research work presented in this
dissertation.

5.1 Autoscaling Streaming Batch Processing

In Chapter 2, we showed that the streaming batch execution model is well-positioned to take
advantage of elastically scaling resources. The main reason is that the adaptive scheduler
constantly updates its view of the cluster resource utilization, and can therefore quickly
adjust operator parallelisms to take advantage of the available resources.

Take batch inference as an example. As seen in Chapter 2, sometimes a single VM’s I/O
bandwidth or CPU processing power is not enough for the data loading and pre-processing
stages, and as such, the inference stage on the GPU is bottlenecked by data. Figure 2.8 shows
that adding an additional CPU-only VM could allieviate the bottleneck, such that the GPU
can run at maximum throughput. The decision to scale out can be made automatically by
the system. One possible design comprises:

• A mechanism to monitor the per-item throughput of each stage in the data processing
pipeline (already exists in Ray Data).

• A cost model that estimates the throughput increase of a particular stage when adding
more resources.

• A cluster manager that can automatically add or remove resources based on the cost
model (already exists in Ray).

• A scheduler that can adaptively adjust the parallelism of each operator based on the
(varying) available resources (already exists in Ray Data).
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Such a design could enable truly autoscaling ML pipelines, allieviating the user and
system administrators from the burden of estimating and pre-allocationg resources for a
given job. The user would only need to specify the amount of available GPUs (as they
are usually the scarcest resource), and the system would automatically scale out the other
resources as needed to maximize the GPU utilization, and therefore the throughput of the
pipeline.

5.2 Extending Exoshuffle to Petabyte Scale

In Chapter 3, we tested Exoshuffle on data analytics workloads up to 100TB. In doing so, we
observed performance trends that would prevent the current Ray-based implementation from
scaling to petabyte-scale workloads. In this section, we discuss the challenges and potential
solutions to scaling Exoshuffle to petabyte-scale workloads.

Exoshuffle uses Ray’s shared-memory object store to track intermediate shuffle blocks.
Each shuffle block is represented as a Ray object. Ray maintains an non-trivial amount
of metadata for each object, including its owner, location(s), reference counts, and lineage
information [99]. This metadata is stored in memory on the owner node of the object, and
takes about 2KB of memory per object.

Consider a 1PB shuffle workload with 1GB partitions. There will be 106 input partitions.
The naive shuffle algorithm would create 1012 shuffle blocks, each represented as a Ray object.
The metadata for these objects would consume 2TB of memory, which is infeasible for a
single node. Even though there are ways to shard the object metadata across multiple nodes,
they will still take a significant amount of memory.

In the Ray object store, many associative containers, including the object location direc-
tory, and the object reference table, are implemented as flat hash tables (absl::flat_hash_set,
absl::flat_hash_map). These hash tables contain pre-allocated contiguous memory regions,
while at runtime, many of them are empty or contain only a single entry. It is possible to
reduce their memory footprint with more memory-efficient data structures.

In the rest of this section, we describe two other opportunities for optimizing the Ray
system to scale to petabyte-scale workloads.

5.2.1 Partial Object Access

In Ray, an object is an atomic unit of data that is either fully present or absent on a node.
When a task requests an object, Ray fetches the entire object from the object store. This is
inefficient when the task only needs a small portion of the object. For example, in a shuffle
operation, each reduce task only needs to receive a small portion of the map partition.
Passing a reference to the map partition to every reduce task will result in the entire object
being transferred to each reduce task.
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There is currently no way to express the correct semantics for partial object access in
Ray. In Exoshuffle-CloudSort, this is implemented by dividing the map partition into many
small objects, each representing a small portion of the map partition. This is inefficient
because it increases the number of objects in the object store, despite that these objects
share identical ownership and lineage information.

Proposed API Extend Ray’s ObjectRef API with the subscript operator: if x_ref is an
ObjectRef, then x_ref[begin:end] returns a PartialObjectRef that represents a slice of the
original object. When resolving the partial object reference,

• If the object is already present on the node, then simply return the slice.

• If the object is in the memory of another node, then the system only fetches the sliced
portion of the object, instead of the entire object.

• If the object is evicted from memory and spilled to disk, then the system restores only
the sliced portion of the object from disk, and sends it to the requesting node.

• The slices count as references to the original object, and shares the lineage information
with the original object.

This design will also benefit stream processing in Ray, which is implemented using stream-
ing tasks. A streaming task yields a stream of small chunks, like a Python generator, instead
of returning the result all at once. This reduces the peak memory usage of tasks that produce
very large outputs. These chunks are similar to shuffle blocks in Exoshuffle, in that they
also share the same owner and lineage. The implementation of streaming tasks could also be
optimized using the partial object access API, which would result in much lower per-chunk
metadata overhead.

5.2.2 Persisting Objects

In Exoshuffle, we extended Ray with the ability to spill objects to external storage (disk or
cloud storage) when memory is full, and restore them into memory when they are needed
again. This effectively establishes a tiered storage system that allows Ray applications
to process datasets that are larger than the available memory. However, in the current
implementation, only the object data can be spilled to external storage, while the object
metadata must remain in memory.

This design has undesirable implications for failure recovery: if the object metadata is
lost due to a node failure, then the object data becomes irrecoverable, despite it being intact
in the external storage.
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Proposed Feature Serialize and persist the object metadata to external storage, in ad-
dition to the object content data. In the event of an owner node failure, the system can
retrieve the object metadata from the external storage, and then reconstruct the object in
memory from the serialized content. This will reduce the amount of lineage reconstruction
and recomputation required.

Besides persisting object metadata, it could also be beneficial to improve the object
spilling mechanism with features commonly found in production-grade data processing sys-
tems in the industry. For example, many systems (such as HDFS [9]) allow users to set
the replication factor of the spilled objects. This will allow disk-based clusters to be more
resilient to node failures, as the system can restore the lost objects from the other replicas.

5.3 Conclusion

In this dissertation, I have argued that extensibility—the ability to adapt to evolving hard-
ware capabilities and application requirements—is the key principle in the design of dis-
tributed heterogeneous processing system through two key contributions: the streaming
batch execution model and the Exoshuffle architecture. The streaming batch model enables
efficient execution of heterogeneous pipelines by dynamically adapting to varying workload
characteristics and resource availability. The Exoshuffle architecture demonstrates that com-
plex distributed operations like shuffle can be implemented as application libraries without
sacrificing performance or scalability. Both of these work made real-world impact as part of
the open-source Ray Data framework for scalable ML data pre-processing, which has been
adopted by thousands of companies worldwide. As the scale and complexity of data process-
ing workloads continue to grow, and the landscape of heterogeneous hardware continues to
evolve, the principle of extensibility will be essential for building systems that can efficiently
scale to support the next generation of data processing applications.
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