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Competition and Learning in a
Connectionist Deterministic Parser:

Stan C. Kwasny
Kanaan A. Faisal

Department of Computer Science
Washington University

ABSTRACT

Deterministic parsing promises to (almost) never backtrack. Neural network technology promises gen-
eralization, competition, and leaming capabilities. The marriage of these two ideas is being investigated
in an experimental natural language parsing system that combines some of the best features of each. The
result is a deterministic parser that leams, generalizes, and supports competition among Structures and
lexical interpretations.

The performance of the parser is being evaluated on predicted as well as unpredicted sentence forms.
Several mildly ungrammatical sentences have been successfully processed into structures judged rcason-
able when compared to their grammatical counterparts. Lexical ambiguities can create problems for trad-
itional parsers, or at least require additional backtracking. With the use of neural networks, ambiguities
can be resolved through the wider syntactic context. The results have shown the potential for parsing
using this approach.

INTRODUCTION

Any plausible model of language processing should permit altemative linguistic structures to compete
while inputs are processed lcft-to-right. Computer models based on backtracking (e.g., Augmented Tran-
sition Networks (ATNs) or Definite Clause Grammars (DCGs)) do not adequately capture the competitive
nature of sentence processing. Furthermore, there is no evidence from human experiments that any cons-
cious re-processing of inputs is routinely performed. The lone exception is perhaps for ‘‘garden path™
sentences.

A good example of competition can be found in the TRACE model of speech perception (McClelland &
Elman, 1986). In that work, competing interpretations of the pseudo-speech feature vectors are proposed
and activation levels rise or fall as each potential interpretation is supported or contradicted. Parsers
should permit syntax and other levels of processing to aid in resolving lexical ambiguities just as ambigu-
ous phonemes were resolved in TRACE.

In most neural network or connectionist parsers, grammar rules are processed into a network of units con-
nected with excitatory and inhibitory links. The number of units required to realize a given grammar is a
function of the maximum input sentence length and the complexity of the grammar. Hence, a limitation
is introduced on the number of elements that can be present in the input. Sentences are processed within
such a framework by presenting them, possibly in a simulated left-to-right fashion, at the input side of the
network and activations are permitted to spread through the network (Cottrell, 1985; Fanty, 1985; Waltz
& Pollack, 1985). Alternatively, a stochastic method, such as simulated anncaling, is used (Selman &
Hirst, 1985).

! Partial support for this work was received from the Center for Intelligent Computer Systems at Washington University.
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Classically, parsers process inputs iteratively from an unbounded stream of input. Neural network parsers
typically do not work iteratively and have limits imposed artificially on the length of the sentence. There
is, however, work underway on neural network iteration mechanisms that could be used in parsers of
natural language. (Servan-Schreiber, Cleeremans, & McClelland, 1988; Williams & Zipser, 1988).

In classic approaches, natural language processing by computer is performed under the direction of a set
of grammar rules. These are often executed as if following instructions in a program. If the intent is to
model human sentence processing, then this method is incorrect. Rules should be permitted to play an
advisory role only — that is, as descriptions of typical situations and not as prescriptions for precise pro-
cessing. Control in the application of a rule or variant of a rule should be determined jointly as a data-
driven and expectation-driven process.

Symbolic rules are an essential part of most linguistic accounts at virtually all levels of processing, from
speech signal to semantics. But systems based literally on rules tend to be brittle since there is no direct
way to process linguistic forms that do not strictly adhere to the pre-conceived rules. If a complete set of
rules for all meaningful English forms existed, then this might be satisfactory. But no such set of rules
exists, nor does it seem desirable or even possible to construct such a set. Furthermore, the rules would
have a difficult time capturing ‘‘degrees of grammaticalness’’ (Chomsky, 1965)2.

Another consequence of a rule-based grammar is that acquisition of new grammar rules often require tedi-
ous re-tuning of existing rules. Rarely can a rule be added to the grammar without it affecting and being
affected by other rules in the grammar. To the credit of their creators, some grammars have been continu-
ally refined over a period of years, even decades, in an attempt to more accurately depict the processing
requirements of English. The only solution to this problem in a practical and realistic manner is through
learning.

APPROACH

Our connectionist parser supports competition among sentence structures and performs sequentially over
an unbounded input stream. In addition to parsing well-formed sentences, the parser is capable of parsing
some types of ill-formed sentences and resolving some lexical ambiguities using syntactic context. Our
model is based on a multi-level neural network, trained through backward propagation (Rumelhart, et al.,
1986). It combines both symbolic and non-symbolic processing with actions of the rules carried out sym-
bolically and decision-making carried out non-symbolically. Rules of the grammar are presented as train-
ing patterns of processing strategies, not as packets of infallible advice to bc memorized and followed
literally. Our design is based on deterministic parsing (Marcus, 1980) and iteration is an integral feature
of the design.

Experimentation with a medium-size grammar has produced results which have been encouraging. Once
trained, the network is quick, robust, and permits competition among processing alternatives. Training
sequences are derived from two sources: (1) the rules of a rule-based deterministic grammar; and (2)
traces of sentence processing steps from actual sentences. The former training is deductive while the
latter training is inductive.

Deterministic Parsing

Deterministic, or *‘wait-and-see’’ parsing (WASP)? requires in the worst case that several (3 to 5) consti-
tuents of the input sentence be in view before deciding on the appropriate structure for the current consti-
tuent. Once this decision has been reached, it cannot be reversed and once structures have been con-
structed, they are never thrown away. Deterministic parsers are also rule-based in that their actions are

2 There have been several expressions of this idea in the literature. Several psycholinguistic studies have attempted to
measure the reality of this notion, both from a use as well as an interpretation perspective. Chomsky was selected as an important
reference and one that illustrates a classic viewpoint.

3 Waltz & Pollack (1985) characterize this option as one based on *‘delay’’ as opposed to one based on backtracking.
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controlled by a collection of rules. The rules are partitioned into rule packets which aid in conflict resolu-
tion.

A single processing step in a traditional deterministic parser consists of sclecting a rule to be fired from
the appropriate rule packet and firing the rule to alter the structure and positions of constituents in the
model. As with most rule-based systems, rules whose left-hand sides are found to match the state of the
system correctly are eligible to be fired. Rule packets are activated as a consecquence of which portion of
the structure is being built and, within the packet, conflicts are resolved through a pre-assigned numeric
priority and from the static ordering of rules within each priority value. Once selected, the rule is fired
and its actions are performed. The action effects changes on the stack and buffer. After a series of pro-
cessing steps, a termination rule fires, and the final parse structure is left on the top of the stack4.

LEARNING A RULE-BASED GRAMMAR

Training proceeds by presenting patterns to the network and teaching it to respond with an appropriate
action. The input patterns represent encodings of the buffer positions and the top of the stack. The output
level of the network contains a series of units representing actions (o be performed during processing and
judged in a winner-take-all fashion. The training data are derived as “‘rule templates’’ from rules in a
deterministic grammar. These rule templates are instantiated once in each epoch of training. Network
convergence is observed once the network can achieve a perfect score on the rule templates themsclves
and the error measure has decreased to an acceptable level (set as a parameter). Once the network is
trained, the weights are stored in a file so that various experiments can be performed with the network.

Network Architecture

Patterns in the pattern/action rules of the grammar consists of a list of syntactic features, divided into four
groups to match the three buffer positions and the top of the stack. These are represented in a localist
manner in the network with each syntactic feature being represented by a unit. The choice of a localist
representation allows the grammar to be represented in a very straightforward manner and permits experi-
mentation with sentence processing in a direct way.

In the set of experiments described here, the network has a three-layer architecture with 37 input units, 20
hidden units, and 20 output units. The input layer consists of four pools of input units, the first three
pools represent the buffer, with each containing the features of a buffer item, and the fourth pool
represents the top of the stack including the current node of the parse tree. One hidden layer has proven
sufficient in all of our experiments. The output layer represents the 20 actions that can be performed on
each iteration of processing.

During sentence processing, the network is presented with encodings of the buffer and the top of the
stack. The network produces the action to be taken. If the action creates a vacancy in the buffer and if
more of the sentence is left to be processed then the next sentence component is moved into the buffer.
Iteration is achieved in this fashion.

Sentences

The grammar used is capable of processing a variety of simple sentence forms which end with a final
punctuation mark. Simple declarative sentences, yes-no questions, imperative sentences, and simple pas-
sives are permitted by the grammar. What the model actually sees as input is not the raw sentence but a
canonical representations of each word in the sentence, in a form that could be produced by a simple lexi-
con. Such a lexicon is not part of the model in its present form.

For test purposes, several sentences were coded that would parse correctly by the rules of the determinis-
tic parser. Also, several mildly ungrammatical sentences were coded to determine if the network was

4 This is an over-simplification of the processing involved, but accurately reflects accounts in many texts. A more accurate
view, including a discussion of attention-shifting (AS) rules, rule priorities, etc., can be obtained from Allen (1987).
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gencralizing in any useful way. Finally, sentences containing ambiguously coded lexical items were
presented 1o test if the context could aid in resolving such ambiguities.

Coding of Grammar Rules

In the canonical input format of a rule template, word forms are represented as a list of syntactic features.
The sct of possiblc fecatures was chosen as necessitated by the grammar. In general each word form is
represented by an ordered feature vector in which one or more values is ON(+1) for features of the form
and all other values are either OFF(-1) or DO NOT CARE (?). A rule template is instantiated by ran-
domly changing ? to +1 or -1.

Each grammar rule has the following format:

{ <Stack> <1st Item> <2nd ltem> <3rd Item> — Action on Stack}
For example, a rule for Yes/No questions would be written as:

{ < S node > < Aux Verb > < NP > < > — Switch Ist and 2nd items }

A grammar rule is coded as a training template, which is a list of feature values. Each template represents
many training patterns. On each training epoch every template is instantiated once yielding a specific
training case. Thus, each training epoch is slightly different. Further details are available in Kwasny
(1988a; 1988Db).

Each input pattern consists of three feature vectors from the buffer items and one stack vector. Each vec-
tor activates 15 input units in a pattern vector representing a word or constituent of the sentence. The
stack vector activates seven units representing the current node on the stack. In our simplified version of
the grammar, only two items are coded from the buffer and thus 37 input units are sufficient.

Training from Rule Templates

Training consists of the presentation of 200,000 epochs of 23 training cases generated from 23 grammar
rule templates®. The templates are not organized into rule packets nor grouped in any way as in the deter-
ministic grammar. The probability of a ? becoming a +1 or -1 is equal and set at 0.5. All weights in the
network are initialized to random values between -0.3 and +0.3. After the presentation of each pattern, an
error signal is derived from comparing activation on the output layer (the network’s prediction) with the
desired output pattern. That error signal is back-propagated through all the connections and the weights
adjusted before presenting the next pattermn®.

Each rule template containing n ?’s can generate up to 2* training cases. Some rule templates have over
30 ?’s which means they represent approximately 10° unique training cases. It is obviously impossible to
test the performance of all these cases, so testing from rule templates involves substituting a zero value
for each ?. Zero is used since it represents the mean of the range of values seen.

PERFORMANCE

Each sentence receives a score representing the overall average strength of responses during processing.
The score for each processing step is computed as the reciprocal of the error for that step. The error is
computed as the Euclidean distance between the actual output and an idealized output consisting of a -1
value for every output unit except the winning unit which has a +1 value. The errors for each step are
summed and averaged over the number of stcps7. The average strength is the reciprocal of the average

5 A slightly modified version of the grammar from appendix C of Marcus (1980) was used for all experiments in this paper.
This appendix contains the list of rules specifically discussed in his thesis and can be taken to represent illustrations of the basic
mechanisms. These have been coded into rule templates within our system for training.

6 A slightly modified version of VICE, a program developed by John Merrill, was used for all simulations reported in this
paper. Values of learning rate and momentum (efa and alpha in Rumelhart, et al. (1986)) were chosen sufficiently small to avoid
large oscillations and were generally in the range of 0.01 to 0.02 for learning rate and 0.5 to 0.9 for momentum over a range of
test runs.

7 This sum is just the total-sum-of-squares (tss) used, for example, in the PDP software (McClelland & Rumelhart, 1988).
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TABLE 1: Grammatical Sentences Used in Testing

Sentence Form Avcrage

Strength
(1) John should have scheduled the meeting. 283.3
(2)  John has scheduled the mceting. 240.8
(3)  Has John scheduled the meeting? 132.2
(4)  John is scheduling the meeting. 2944
(5)  Schedule the meeting. 236.2
(6) The boy did hit Jack. 298.2
(7)  John is kissing Mary. 294 4
(8)  Mary is kissed. 276.1
(9) Tom hit Mary. 485.0
(10)  Tom will hit Mary. 547.5
(11)  They can(v) fish(np). 485.0
(12)  They can(aux) fish(np). 598.2

error per step.

Parsing Grammatical Sentences

Grammatical sentences, by our definition, are those which parse correctly in the rule-based grammar from
which we derived the training set. Table 1 shows several examples of grammatical sentences which are
parsed successfully along with their response strengths. Each example shows a relatively high average
strength value, indicating that the rules used in training have been leamed.

During parsing, the input sentence 1is presented in the input buffer from left to right. On each iteration,
the network is presented with constituents from the input buffer and the entry from the top of the stack.
The action specified by the network is performed and the buffer and stack are updated as required. New
input items replace empty buffer positions as needed. The process then repeats until a stop action is per-
formed, usually when the buffer becomes empty.

Parsing Ungrammatical Sentences

An important test of the system’s generalization capabilities is its response to ungrammatical sentences.
This is strictly dependent upon its experience since no relaxation rules were added to the original gram-
mar to handle such ungrammatical cases. This experiment consisted of testing a few ungrammatical sen-
tences that were close to the training data and within the scope of our encoding. Table 2 contains exam-
ples that have produced reasonable structures when presented to our system. Note that overall average
strength is lower for ungrammatical sentences when compared to similar grammatical ones.

In sentence (13), the structure produced resembled that produced while parsing sentence (1). The only
difference was that the two auxiliary verbs, have and should, were in reverse order. Sentence (14) con-
tains a disagreement between the auxiliary has and the main verb schedule and yet the comparable gram-
matical sentence (3) parsed identically, but with more strength in the network’s responses. Similarly,
sentence (15) is comparable to sentence (4) in its processing steps. For sentence (16), Charniak (1983)
reports that his system, PARAGRAM, produces a nonsensical parse structure. In our parser, this sentence
succeeds and produces a structure which resembles one for sentence (6).

Lexical Ambiguity

In a final set of experiments, the parser was tested for its ability to aid in the resolution of lexical ambi-
guity. Grammatical sentences were presented, except that selected words were coded ambiguously to
represent an ambiguously stored word from the lexicon. These examples are shown in Table 3. Several

of these examples come from Milne (1986).
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TABLE 2: Ungrammatical Sentences Used In Testing

Sentence Form Average

Strength
(13)  *John have should scheduled the meeting. 25.1
(14)  *Has John schedule the meeting? 38.1
(15)  *John is schedule the meeting. 4.7
(16)  *The boy did hitting Jack. 26.6

TABLE 3: Lexically Ambiguous Sentences Used in Testing

Sentence Form Average
(Words in <> are presented ambiguously) _ Strength |
(17)  <Will> he go? 83.6
(18)  Tom <will> hit Mary. 118.7
(19)  Tom <hit> Mary. 39.0
(20)  They <can> fish. 4.5
(21)  They can <fish>. 172.2

Sentence (17) contains the word will coded ambiguously as an NP and an auxiliary, modal verb. In the
context of the sentence, it is clearly being used as a modal auxiliary and the parser treats it that way. A
similar result was obtained for sentence (18). In sentence (19), hit is coded to be ambiguous between an
NP (as in playing cards) and a verb. The network correctly identifies it as the main verb of the sentence.
Sentence (20) presents can ambiguously as an auxiliary, modal, and main verb, while fish is presented
uniquely as an NP. Can is processed as the main verb of the sentence. Compare this example with sen-
tence (11) of Table 1. Here, cach word is presented unambiguously with can coded as a verb and fish
coded as an NP. The same structure results in each case, with the average strength level much higher in
the unambiguous case. By coding fish ambiguously as a verb/NP and coding can uniquely as an auxili-
ary, the result obtained is as shown for sentence (21), which is comparable to sentence (12).

In the cases shown, the lexically ambiguous words were disambiguated and rcasonable structures
resulted. Note that the overall average strengths were lower than comparable grammatical sentences dis-
cussed, as expected.

DISCUSSION

Robust language processing has been demonstrated in our model for selected, mildly ungrammatical sen-
tence forms as well as for some types of lexical ambiguity. A network model of language processing has
been trained on an encoded set of rules and tested on a variety of problematic forms. Results have been
good with expected sentence forms evoking higher response strengths in general than unexpected forms.

The robust property of our parscr is one of the most important reason for considering this approach.
Attempts to process ill-formed inputs using conventional (Ssymbolic) means, though successful in limited
ways, have generally resulted in somewhat ad hoc methodologies that are tedious to use and have their
own ‘‘sharp edges’’ in performances. As mentioned earlier, Chamiak (1983) attempted to provide for

8 For further discussion of symbolic approaches, see Kwasny & Sondheimer, (1981); Weischedel & Sondheimer, (1983);
Weischedel & Ramshaw, (1987).

695



KWASNY, FAISAL

parsing ungrammatical sentences in a deterministic grammar. His method is to score each possible test
from the pattern portion of a rule and cxccute the rule with the best score. Our network provides its own
scoring mechanism refined during learning.

Competition in our network among sentence processing altematives has been observed. In our winner-
take-all network, there can be only one action taken on each step. In ambiguous situations, however,
there are often two or more competing actions which reflect alternative processing sequences. This is true
in the ungrammatical and lexically ambiguous examples which often have multiple grammatical counter-
parts. This feature of the processing is a necessary part of parsing. With the absence of outside
influences in our parser, e.g., semantics or the context of a dialogue, the network provides a choice based
solely on its training expenences.

A single neural network-based parser trained on a deterministic grammar without rule packets has been
shown to generalize to some cases not acceptable to the grammar. The grammar is therefore being used
in an advisory role. Indeed, sentence forms which fall under the jurisdiction of the grammar parse with
minimal error and thus universally eam a higher strength score than its ungrammatical counterpart.

In a brief experiment on inductive leaming, the network was trained on the grammatical sentences used in
our tests and its performance was tested on the rule templates. For those rule instances that were
represented in the training data, the system did well, but overall exhibited less generalization due to the
lack of extensive training cases. Overall strength was low, except for the precise sentences for which it
was trained. As these experiments are continued and more sentence examples are used, better generaliza-
tion is expected.

FUTURE DIRECTIONS

There are several directions in which our work is progressing. Some of the recent work on recurrent net-
works is being examined with the hope of improving the iteration properties of our system. Ultimately, it
should be sufficient to present a final encoded structure as teaching data for a sentence and permit the sys-
tem to organize itself into the appropriate number and kind of processing steps necessary to build it.
Although achieving this will not happen soon, this work is expected to move away from the present very
strong dependence on the organization associated with classic deterministic parsing.

Our choice of encoding was based on its simplicity and directness. Now that our experiments have
shown how generalization can be achieved, our representation of the structures being built and the stack
being used should be improved (Pollack, 1988). Our coding scheme is also being expanded to include a
more complete set of features, for example, person and number as well as other labels that can appear in
final structures. Eventually, the output layer should produce an updated encoding of the input and not
require that the action be performed externally. As our understanding of the capabilities of this approach
increases, the grammar will be scaled up to a much larger grammar of English. The limits of the generali-
zation capability demonstrated here need to be further probed.

Still to be addressed are issues at the semantic and lexical levels. Our feature vectors purport to capture
the patterns of activation that a lexical component would produce. Experiments are ongoing in this arca.

Finally, garden path sentences need to be better understood. These should not be dismissed as simply dif-
ferent or anomalous. There is hope within our framework for an attack on these defiant sentence forms.
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