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of original objects and novel objects was retained. Points denote the mean
performance and error bars denote the standard deviation of the population. 82
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ABSTRACT OF THE DISSERTATION

Neurorobotic Models of Spatial Navigation and Their Applications

By

Tiffany Hwu

Doctor of Philosophy in Cognitive Science with a Concentration in Cognitive Neuroscience
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Professor Jeffrey L. Krichmar, Chair

Spatial navigation requires many parallel cognitive processes, from low-level perception to

high-level planning and decision-making. Findings from neuroscience provide inspiration for

spatial navigation in robotic applications, improving the efficiency and adaptability of the

systems. For example, neuromorphic hardware mimics the computational strategy of the

brain for event-driven, massively parallel processing of information. In this dissertation,

a working demonstration of a ground robot performing road following in an outdoor envi-

ronment is introduced, with control computations run on neuromorphic hardware. Next, a

neuromorphic path planning algorithm that accounts for environmental costs is presented,

using spiking wave propagation inspired by hippocampal function. On top of perception and

path planning, a memory system is necessary for contextual awareness and adaptation when

navigating in a dynamic environment. To address this, a model of the hippocampus, me-

dial prefrontal cortex, and neuromodulatory areas is discussed, in which the model is able to

rapidly learn new information when consistent with a familiar contextual schema and prevent

catastrophic forgetting of previously learned tasks. The model is successfully demonstrated

on the Toyota Human Support Robot, tasked with finding and retrieving objects in multiple

contexts. In summary, these models and demonstrations show how neurobiological systems

of navigation can be used to improve robotic navigation at many levels of processing, which

in turn reveals more insights on how biological systems navigate.
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Chapter 1

Introduction

The ability to navigate the world enables intelligent behavior. It allows agents to find re-

sources and shelter, learn about the surrounding environment, interact with other agents,

and carry out decisions. Navigation is a complex task, requiring the coordination of many

cognitive functions. First, perceptual input must be processed to localize the agent in space.

This perceptual information is then used in short-term reactive tasks such as obstacle avoid-

ance and road following, as well as long-term tasks such as path planning. At an even

higher level of processing, navigation is intertwined with the cognitive processes of memory

and decision-making, which use navigation to discover the environment and select future

navigation goals.

These levels of processing are challenges for both autonomous mobile robots and biological

organisms. Therefore, knowledge of navigation in one area can benefit the other. For exam-

ple, mobile robots are limited by size, weight and power constraints and are limited in the

amount of on-board computing they can handle, whereas biological agents have developed

energy efficient approaches to computation at fractions of the power that robots require. On

the other hand, many brain processes related to higher order cognition in navigation are
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difficult to study. The modular and physically accessible nature of robotic systems provides

a platform for modeling the brain systems related to navigation, allowing us to examine the

interactions between processing areas and motor output.

This dissertation covers a variety of neurorobotic models of spatial navigation that exhibit

the benefits of an interdisciplinary study between biological and artificial navigation sys-

tems. Chapter 2 shows how neuromorphic hardware can run on a mobile platform to process

perceptual information into motor controls in a closed loop system. Chapter 3 continues

to show how neuromorphic algorithms extend to path planning in dynamic environments.

Chapter 4 transitions to a model of schemas and memory consolidation that addresses how

agents are able to rapidly acquire new skills in dynamic environments without catastroph-

ically forgetting older tasks. Chapter 5 demonstrates the effectiveness of this model on a

robot performing object retrieval in two spatial contexts. Finally, Chapter 6 discusses future

directions and conclusions in the neurorobotics of spatial navigation.
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Chapter 2

A Self-Driving Robot Using Deep

Convolutional Neural Networks on

Neuromorphic Hardware

2.1 Introduction

As the need for faster, more efficient computing continues to grow, the observed rate of

improvement of computing speed shows signs of leveling off (Backus, 1978; Danowitz et al.,

2012). In response, researchers have been looking for new strategies to increase computing

power. Neuromorphic hardware is a promising direction for computing, taking a brain-

inspired approach to achieve magnitudes lower power than traditional Von Neumann ar-

chitectures (Mead, 1990; Indiveri et al., 2011). Mimicking the computational strategy of

the brain, the hardware uses event-driven, massively parallel and distributed processing of

information. As a result, the hardware has low size, weight, and power, making it ideal for

mobile embedded systems. While the traditional solution to performing computation with a
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limited power supply is often to offload computation through cloud computing, this is unre-

liable in areas of limited connectivity and would be ineffective for tasks requiring immediate

results. With neuromorphic hardware, computationally intensive algorithms could be run at

low power on the device itself.

One such application is autonomous driving (Thrun, 2010). In order for an autonomous mo-

bile platform to perform effectively, it must be able to process large amounts of information

simultaneously, extracting salient features from a stream of sensory data and making deci-

sions about which motor actions to take (Levinson et al., 2011). Particularly, the platform

must be able to segment visual scenes into objects such as roads and pedestrians (Thrun,

2010). Deep convolutional networks (CNNs) have proven very effective for many of these

tasks (LeCun et al., 1989). A CNN is a multi-layer feedforward neural network, most often

used to classify input data with spatial information such as images (Hornik et al., 1989).

From one layer to the next, a filter of weights is convolved along the spatial dimensions.

The weights are trained using the standard backpropagation rule, comparing the desired

and actual output of the final layer of the network (Rumelhart et al., 1988). Training is

performed iteratively, by running a batch of the training data through a forward pass of the

network, calculating the difference between expected and actual output, and incrementally

adjusting network weights by gradient descent.

Neural networks have long been applied in autonomous driving (Pomerleau, 1989), with more

recent focus on CNNs. For instance, Huval et al. (2015) trained a CNN on a large dataset

of highway driving to perform a variety of functions such as object and lane detection.

Recently, Bojarski et al. (2016) showed that tasks such as lane detection do not need to be

explicitly trained. In their DAVE-2 network, an end-to-end learning scheme was presented

in which the network is simply trained to classify images from the car’s cameras into steering

commands learned from real human driving data. Intermediate tasks such as lane detection

were automatically learned within the intermediate layers, saving the work of selecting these
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tasks by hand.

Such networks are suitable for running on neuromorphic hardware due to the large amount

of parallel processing involved. In fact, many computer vision tasks have already been suc-

cessfully transferred to the neuromorphic domain, such as handwritten digit recognition (Lee

et al., 2016), as well as scene segmentation (Cao et al., 2015). However, less work has been

done in embedding the neuromorphic hardware on mobile platforms. An example includes

NENGO simulations embedded on SpiNNaker boards controlling mobile robots (Conradt

et al., 2015; Galluppi et al., 2014). Addressing the challenges of physically connecting these

components, as well as creating a data pipeline for communication between the platforms is

an open issue, but worth pursuing given the small size, weight and power of neuromorphic

hardware.

At the Telluride Neuromorphic Cognition Workshop 2016, we embedded the the IBM NS1e

board containing the IBM Neurosynaptic System (IBM TrueNorth chip) (Merolla et al.,

2014) on the Android-Based Robotics platform (Oros and Krichmar, 2013) to create a self-

driving robot that uses a deep CNN to travel autonomously along an outdoor mountain

path. The result of our experiment is a robot that is able to use video frame data to steer

along a road in real time with low-powered processing.

2.2 Platforms

2.2.1 IBM TrueNorth

The IBM TrueNorth (Figure 2.1) is a neuromorphic chip with a multicore array of pro-

grammable neurons. Within each core, there are 256 input axon lines connected to 256

neurons through a 256x256 synaptic crossbar array. Each neuron on a core is configurably
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Figure 2.1: A) Core connectivity on the TrueNorth. Each neuron on a core can be configured
to connect to all, none, or an arbitrary set of input axons on the core. Neuron outputs
connect to input axons on any other core in the system (including the same core) through a
Network-on-Chip. B) The IBM NS1e board. Adapted from (Esser et al., 2016).

connected with every other neuron on the same core through the crossbar, and can commu-

nicate with neurons on other cores through their input axon lines. In our experiment, we

used the IBM NS1e board, which contains 4096 cores, 1 million neurons, and 256 million

synapses. The integrate-and-fire neuron model has 23 parameters and may be configured to

use trinary synaptic weights of -1, 0, and 1. As the TrueNorth has been used to run many

types of deep convolutional networks, and is able to be powered by an external battery, it

served as ideal hardware for this task (Akopyan et al., 2015; Esser et al., 2016).

2.2.2 Android Based Robotics

The Android-Based Robotics platform (Figure 2.2) was created at the University of Califor-

nia, Irvine, using entirely off-the-shelf commodity parts and controlled by an Android phone

(Oros and Krichmar, 2013). The robot used in the present experiment, the CARLorado, was

constructed from a Dagu Wild-Thumper All-Terrain chassis that could easily travel through

difficult outdoor terrain. A IOIO-OTG microcontroller (SparkFun Electronics) communi-
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Figure 2.2: Left: Side view of CARLorado. A pan and tilt unit supports the Samsung
Galaxy S5 smartphone, which is mounted on a Dagu Wild Thumper chassis. A plastic
enclosure holds the IOIO-OTG microcontroller and RoboClaw motor controller. A velcro
strip on top of the housing can attach any other small components. Top Right: Front view
of CARLorado. Three front-facing sonars can detect obstacles. Bottom Right: Close-up of
IOIO-OTG and motor controller.

cated through a Bluetooth connection with the Android phone (Samsung Galaxy S5). The

phone provided extra sensors such as a built-in accelerometer, gyroscope, compass, and

global positioning system (GPS). The IOIO-OTG controlled a pan and tilt unit for changing

the camera view and a motor controller for the robot wheels, using pulse width modulation

to change the intensity and direction of movement. The IOIO-OTG also communicated with

ultrasonic sensors for detecting obstacles. A differential steering technique was used, moving

the left and right sides of the robot at different speeds for turning. The modularity of the

platform made it easy to add extra units such as the IBM TrueNorth.

Software for controlling the robot was written in Java using Android Studio. With vari-

ous support libraries for the IOIO-OTG, open-source libraries for computer vision such as

OpenCV, and sample Android-Based Robotics code, it was straightfoward to develop intel-

ligent controls.
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2.3 Methods and Results

2.3.1 Data Collection

Figure 2.3: Data collection setup. Video from the smartphone mounted on the robot was
sent to the tablet through a Wi-Fi direct connection. A human operator used two joysticks
on the touchscreen of the tablet to issue motor commands, which were sent to the phone
through the same connection. With the joysticks, the operator was able to change the speed
of moving and turning by changing the pulse width modulation signal sent to the motor
controller. Video frames and their corresponding motor commands in the form of pulse
width values were saved to the SD card on the smartphone.

First, we created datasets of first-person video footage of the robot and motor commands

issued to the robot as it was manually driven along a mountain trail in Telluride, Colorado

(Figures 2.5 and 2.9 top). This was done by creating an app in Android Studio that was

run on both a Samsung Galaxy S5 smartphone and a Samsung Nexus 7 tablet (Figure 2.3).

The smartphone was mounted on the pan and tilt unit of the robot with the camera facing

ahead. JPEG images captured by the camera of the smartphone were saved to an SD card

at 30 frames per second. The JPEGs had a resolution of 176 by 144 pixels. Through a Wi-Fi

direct connection, the video frame data was streamed from the phone to a handheld tablet

that controlled the robot. The tablet displayed a control for moving the robot forward and

backward at an adjustable speed and a control for steering the robot left and right at an

adjustable speed. These commands from the tablet were streamed continuously in the form
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of pulse width values to the smartphone via the Wi-Fi direct connection. The smartphone

then relayed these values to the IOIO-OTG, which generated the pulse width modulation

signals for controlling the steering power of the robot. These values were also saved on the

smartphone as a text file for training purposes. A total of 4 datasets was recorded on the

same mountain trail, with each dataset recording a round trip of .5 km up and down a

single trail segment. To account for different lighting conditions, we spread the recordings

across two separate days, and on each day we performed one recording in the morning and

one in the afternoon. In total we collected approximately 30 minutes of driving data. By

matching the time stamps of motor commands to video images, we were able to determine

which commands corresponded to which images. Images that were not associated with a

left, right, or forward movement such as stopping were excluded. Due to lack of time, only

the first day of data collection was used in actual training.

2.3.2 Eedn Framework

We used the dataset to train a deep convolutional neural network using an energy-efficient

deep neuromorphic network (Eedn), a network that is structured to run efficiently on the

TrueNorth (Esser et al., 2016). As the TrueNorth currently does not support on-chip train-

ing, the framework provides a method for training network weights off-line and assigning

them to the chip. In summary, a CNN is transferred to the neuromorphic domain by first

structuring the network according to the core, axon, and neuron structure of TrueNorth. By

dividing each layer into groups along the feature dimension (Figure 2.4), the convolutional

operation may be distributed among cores of the TrueNorth to take advantage of the parallel

processing. When a neuron targets multiple core inputs, exact duplicates of the neuron and

synaptic weights are created, either on the same core or a different core. The response of

each neuron is the binary thresholded sum of synaptic input, in which the trinary weight

values are determined by different combinations of two input lines. Then the weights of
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Figure 2.4: Convolution of layers in a CNN on TrueNorth. Neurons in each layer are ar-
ranged in three dimensions, which can be convolved using a filter of weights. Convolution
occurs across all three dimensions. The third dimension represents different features. The
convolution can be divided along the feature dimension into groups (indicated by blue and
yellow colors) that can be computed separately on different cores. Adapted from (Esser
et al., 2016).

the restructured CNN are learned using a backpropagation algorithm that trinarizes the

network weights, consistent with the low dimensional representation of synaptic weights in

TrueNorth. Information from one forward pass of the externally trained CNN is represented

in Eedn according to the binary spike patterns of each neuron’s response to its input, at every

timestep. A more complete explanation of the Eedn flow and structure of the convolutional

network used (1 chip version) can be found in (Esser et al., 2016).

The video frames were preprocessed by down-sampling them to a resolution of 44 by 36

pixels and separating them into red, green, and blue channels. The output is a single layer

of three neuron populations, corresponding to three steering movements of “left,” “straight,”

or “right,” as seen in Figure 2.5. Since the steering commands in the training data allowed

for different intensities of steering, the commands were simplified such that any amount

of turning left was classified as “left” and any amount of turning right was classified as

“right.”
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Figure 2.5: The CNN classified images into three classes of motor output: turning left,
moving forward, and turning right. Accuracy of training was above 90 percent.

Figure 2.6: Effect of the number of cores used on the accuracy of the CNN. One NS1e
board contains 4096 cores. An accuracy above 85 percent was still maintained even with the
network reduced to one quarter of a full chip.

Using the Eedn MatConvNet package, a Matlab toolbox for implementing convolutional

neural networks, the network was trained to classify images using the motor command class

labels. Every image in the dataset was labeled with the corresponding human-trained com-

mand of steering to the left, right, or straight. In this way, the CNN learned the types of

images and image characteristics associated with each command, completely from the dataset

provided. No hand labeling of images or a priori human knowledge of scene characteristics

was required. To test accuracy, the dataset was split into train and test sets by using every

fifth frame as a test frame (in total 20 percent of the dataset). We achieved an accuracy of
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Figure 2.7: Data pipeline for running CNN. Training is done separately using the Eedn
MatConvNet package using Titan X GPUs. A Wi-Fi connection between the Android Galaxy
S5 and IBM NS1e transmit spiking data back and forth, using the TrueNorth (TN) Runtime
API.

over 90 percent, which took 10K iterations and a few hours to train. Training was performed

separately from the TrueNorth chip, producing trinary synaptic weights (-1,0,1) that could

be used interchangeably in the traditional CNN or Eedn.

For more extensive analysis on the training accuracy achieved by the TrueNorth, multiple

CNNs were designed that used different amounts of processor capability. Although one NS1e

board contains 4096 cores, not all of them need to be used. Using fewer cores reduces the

amount of power consumed by the chip (Esser et al., 2016), at the cost of reduced accuracy.

To explore this tradeoff, we trained a range of CNNs that filled from one tenth of a chip to

the full chip. The sizes of the CNNs were changed by controlling the stride, filter size, or

number of layers (Zeiler and Fergus, 2014). Using only one quarter of the chip resulted in

85 percent accuracy, and using the complete chip increased the accuracy to over 90 percent

(Figure 2.6).
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Figure 2.8: Physical connection of TrueNorth NS1e and CARLorado. The NS1e is attached
to the top of the housing of the electronics housing using velcro. The NS1e is powered by
running connections from the motor controller within the housing. The motor controller
itself is powered by a Ni-MH battery attached to the bottom of the robot chassis.

2.3.3 Data Pipeline

With the methods used in (Esser et al., 2016), the weights of the network were transferred to

the TrueNorth chip. The CNN was able to run on the chip by feeding input from the camera

on the Android Galaxy S5 to the TrueNorth using a TCP/IP connection. In order to achieve

this, the phone had to replicate the preprocessing used when training the network. The

preprocessing on the phone was achieved by using the Android OpenCV scaling function to

downsample the images. Then, the images were separated into red, green, and blue channels.

Next, the filter kernels from the first layer of the CNN were pulled from the Eedn training

output and applied to the image using a 2D convolution function from the Android OpenCV

library. The result of the convolution was thresholded into binary spiking format, such that

any neuron with an activity greater than zero was set to spike. The spiking input to the

TrueNorth was sent in XYF format, where X and Y are 2D coordinates within a frame

and F is a filter. The XYF value describes the identity of a spiking neuron within a layer.

At each tick of the TrueNorth, a frame was fed into the input layer by sending the XYF
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Figure 2.9: Mountain trail in Telluride, Colorado. Top: Google Satellite image of trail
(highlighted) Imagery c©2016 Google. Bottom: Testing CNN performance.

coordinates of all neurons that spiked for that frame. A detailed diagram of the pipeline is

found in Figure 2.7. Output from the TrueNorth was sent back to the smartphone through

the TCP/IP connection in the form of a class histogram, which indicated the firing activity

of the output neurons. The smartphone could then calculate which output neuron was the

most active and issue the corresponding motor command to the robot.

14



2.3.4 Physical Connection of Platforms

The TrueNorth was powered by connecting the robot’s battery terminals from the motor

controller to a two-pin battery connection on the NS1e board. It was then secured with

velcro to the top of the housing for the IOIO and motor controller. A picture of the setup

is seen in Figure 2.8. The robot, microcontroller, motor controller, servos, and NS1e were

powered by a single Duratrax NiMH Onyx 7.2V 5000mAh battery.

2.3.5 Testing

With this wireless, battery-powered setup, the trained CNN was able to successfully drive

the robot on the mountain trail (Figure 2.9). A wireless hotspot was necessary to create a

TCP connection between the NS1e and the Android phone. We placed the robot on the same

section of the trail used for training. For testing, the robot was programmed to drive forward

constantly while steering left, right, or straight according to the class histograms received

from the TrueNorth output, which provided total firing counts for each of the three output

neuron populations. Steering was done by using the histogram to determine which output

population fired the most, and steering in that direction. As a result, the robot stayed near

the center of the trail, steering away from green brush on both sides of the trail. At some

points, the robot did travel off the trail and needed to be manually redirected back towards

the center of the trail. The robot drove approximately 0.5 km uphill, and returned 0.5 km

downhill with minimal intervention. It should be noted that there was a steep dropoff on

the south side of the trail. Therefore, extra care was taken to make sure the robot did not

tumble down the mountainside. A video of the path following performance can be seen at

https://www.youtube.com/watch?v=CsZah2hydeY.

15

https://www.youtube.com/watch?v=CsZah2hydeY


2.4 Discussion

To the best of our knowledge, the present setup represents the first time the IBM NS1e has

been embedded on a mobile platform under closed loop control. It demonstrated that a low

power neuromorphic chip could communicate with a smartphone in an autonomous system.

Furthermore, it showed that a CNN using the Eedn framework was sufficient to achieve a self-

driving application. Additionally, this complete system ran in real-time and was powered by a

single off-the-shelf hobby grade battery, demonstrating the power efficiency of the TrueNorth

chip. This was possible due to the power savings of running the CNN computations on

neuromorphic hardware instead of directly on the smartphone. In comparison with current

methods of general-purpose computing on graphics processing unit (GPGPU) approaches

to running CNNs which require up to 235 W to operate (Ovtcharov et al., 2015), the Eedn

framework is able to train on classic benchmark datasets at 1,200 and 2,600 frames/s and

uses between 25 and 275 mW (Esser et al., 2016). Similar power savings should also hold for

our application, as our processing rate of 30 frames/s was sufficient for the road following

task.

An expansion of this work would require better quantification of the robot’s performance.

This could be achieved by tracking the number of times the robot had to be manually

redirected, or comparing the CNN classifier accuracy on the training set of images versus

the classifier accuracy on the actual images captured in real time. Increasing the amount of

training data would likely increase the classifier accuracy, since only 15 minutes of data were

used for the training as compared to other self-driving CNNs, which have used several days

or even weeks of training (Huval et al., 2015; Bojarski et al., 2016). Our success was due in

part to the simplicity of the landscape, with an obvious red hue to the dirt road and bold

green hue for the bordering areas. It would therefore be useful to test the network in more

complex settings.
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With further development, path following on Eedn can integrate with a larger system of

autonomous driving on a neuromorphic system. For instance, a variety of other sensors such

as sonars may be used to train the CNN for better obstacle detection. Additionally, the

system can be combined with longer-term strategies, such as path planning and decision-

making.

c©2017 IEEE. Reprinted with permission.
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Chapter 3

Adaptive Robot Path Planning Using

a Spiking Neuron Algorithm with

Axonal Delays

3.1 Introduction

The previous chapter discussed the use of neuromorphic computing for reactionary func-

tions in autonomous robotics, such as path following and obstacle avoidance. However, a

complete autonomous navigation system also requires a system for map representation and

path planning. Path planning involves calculating an efficient route from a starting loca-

tion to a goal, while avoiding obstacles and other impediments. Despite much advancement

over several decades of robotic research, there are still many open issues for path planners

(LaValle, 2011a,b). Classic path planning algorithms include Dijkstras algorithm, A*, and

D*. Dijkstras algorithm uses a cost function from the starting point to the desired goal. A*

additionally considers the distance from the start to the goal as the crow flies (Hart et al.,
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1968). D* extends the A* algorithm by starting from the goal and working towards the

start positions. It has the ability to re-adjust costs, allowing it to replan paths in the face of

obstacles (Stentz and Carnegle, 1993). These algorithms can be computationally expensive

when the search space is large.

Rapidly-Exploring Random Trees (RRT) are a less expensive approach because they can

quickly explore a search space with an iterative function (LaValle and Kuffner, 2001). Still

these path planners are computationally expensive and may not be appropriate for au-

tonomous robots and other small, mobile, embedded systems. Because of their event driven

design and parallel architecture, neuromorphic hardware holds the promise of decreasing

size, lowering weight and reducing power consumption. These systems are modeled after

the brains architecture and typically use spiking neural elements for computation (Krichmar

et al., 2015). Spiking neurons are event driven and typically use an Address Event Repre-

sentation (AER), which holds the neuron ID and the spike time, for communicating between

neurons. Since spiking neurons do not fire often and post-synaptic neurons do not need to

calculate information between receiving spikes, neuromorphic architectures allow for efficient

computation and communication.

Path planning approaches that may be a good fit for neuromorphic applications are wavefront

planners (Barraquand et al., 1992; Soulignac, 2011) and diffusion algorithms (Bellman, 1958).

In a standard wavefront planner, the algorithm starts by assigning a small number value to

the goal location. In the next step, the adjacent vertices (in a topological map) or the

adjacent cells (in a grid map) are assigned the goal value plus one. The wave propagates

by incrementing the values of subsequent adjacent map locations until the starting point is

reached. Typically, the wave cannot propagate through obstacles. A near-optimal path, in

terms of distance and cost of traversal, can be read out by following the lowest values from

the starting location to the goal location.

We recently introduced a spiking neuron wavefront algorithm for path planning that adapts
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to changes in the environment (Krichmar, 2016). The adaptive element is inspired by em-

pirical findings supporting experience dependent plasticity of axonal conduction velocities.

Unlike prior implementations of spiking wavefront path planners, our algorithm introduces

an adjustable spike delay that could potentially allow for dynamic online adaptation to re-

alistic environmental costs, while maintaining a temporally sparse coding of the path. This

is also similar navigation in biology, in which a map is acquired and used to make intelligent

decisions on where to go and what to do (O’Keefe and Nadel, 1978; Gallistel, 1993). The

idea of a cognitive map, which was proposed by E.C. Tolman in the last century (Tolman,

1948), is where the animal takes costs, context, and its needs into consideration when moving

through its environment.

In simulations, we were able to show that this algorithm was more computationally efficient

and sensitive to cost than existing path planning algorithms. Versions of the wavefront

algorithm have been implemented on neuromorphic hardware that supports spiking neurons

(Koul and Horiuchi, 2015; Koziol et al., 2013, 2014), including our own algorithm which

was successfully implemented on the IBM TrueNorth chip (Fischl et al., 2017). In addition,

it has been shown to plan efficient paths on mobile robots and robotic arms (Soulignac,

2011; Koul and Horiuchi, 2015; Koziol et al., 2012). However, these algorithms are not

flexible in dynamic environments or in situations where the context changes. Other neurally-

inspired implementations of the wavefront or diffusion idea use learning rules to learn routes

through environments (Gaussier et al., 2002; Ponulak and Hopfield, 2013; Quoy et al., 2002;

Samsonovich and Ascoli, 2005). These models rely on synaptic plasticity to learn and adapt

to environments. However, most of the environments used in these experiments have been

static and highly constrained.

In the present chapter, we expand upon this previous work, demonstrating the algorithms

effectiveness in complex natural environments. Rather than using a manually constructed

map, we create maps from an outdoor park with an abundance of natural obstacles and varied
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terrain. These obstacles and varied terrain are reflected in the algorithms cost function. We

further show how this algorithm can be implemented on an autonomous robot navigating an

outdoor environment. The mobile robot had to consider real-world costs and tradeoffs in the

environment, such as smooth roads versus rough grass, as well as obstacles such as benches,

bushes, and trees. The robot demonstrated context-dependent path planning through this

environment and the spiking wavefront was efficient enough to run on an Android smartphone

that was mounted on and controlled the robot.

3.2 Methods

3.2.1 Neuron Model and Connectivity

To demonstrate a spiking neuronal wave path planning algorithm, we constructed a sim-

ple spiking neuron. The neuron model for each neuron i contained a membrane potential

(v), a recovery variable (u), and received current input (I) from synaptically connected

neurons:

vi(t+ 1) = ui(t) + Ii(t) (3.1)

ui(t+ 1) = min(ui(t) + 1, 0) (3.2)
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Ii(t+ 1) =
∑
j


1, if dij = 1

0, otherwise

(3.3)

dij(t+ 1) = max(dij(t)− 1, 0) (3.4)

dij(t) is the axonal delay between when neuron vj(t) fires an action potential and neuron

vi(t) receives the action potential. When vj(t) fires an action potential, dij(t) is set to a

delay value of Dij(t), which was assigned according to variable costs in the environment.

Note from Equation 3.4 that dij has a null value of zero unless the pre-synaptic neuron fires

an action potential. Equations 3.1-3.4 calculate the membrane potential, recovery variable,

synaptic input, and axonal delay for neuron i at time step t, which is connected to j pre-

synaptic neurons. The neuron spiked when v in Equation 3.1 was greater than zero, in which

case, v was set to 1 to simulate a spike, u was set to minus 5 to simulate a refractory period,

and the axonal delay buffer, d, was set to D. The recovery variable, u, changed each time

step per Equation 3.2. The delay buffer, d, changed each time step per Equation 3.4. I

in Equation 3.3 was the summation of the j pre-synaptic neurons that delivered a spike to

post-synaptic neuron i at time t. Because of the refractory and delay periods, most neurons

will be inactive during each timestep, resulting in sparse activity. Although neurons have

to check if they fired a spike or received a spike each timestep, most of the computation

occurs when neurons emit or receive a spike. The neural network consisted of a 20x20 grid

of spiking neurons as described in Equations 3.1-3.4. The 20x20 grid corresponded to grid

locations used in the outdoor robot experiments. Each neuron corresponded to a location

in the environment and was connected to its eight neighbors (i.e., N, NE, E, SE, S, SW, W,

NW). At initialization (t = 0), v and u were set to 0. All delays, D, were initially set to 5,
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but could vary depending on experience in the environment. D represented the time it takes

to propagate a pre-synaptic spike to its post-synaptic target.

3.2.2 Axonal Delays and Plasticity

A spike wavefront proceeds by triggering a single spike at a neuron that corresponds to the

start location. This neuron then sends a spike to its synaptically connected neighbors. The

delivery of the spike to its post-synaptic targets depends on its current axonal delay. Each

synapse has a delay buffer, which governs the speed of the spike wave.

Dij(t+ 1) = Dij(t) + δ(mapxy −Dij(t)) (3.5)

Where the delay Dij(t) represents the axonal delay at time t between neurons i and j,

mapxy is the value of the environment at location (x,y), and δ is the learning rate. For the

present experiments, δ was set to 1.0, which allows the system to instantaneously learn the

values of locations. This allows us to use an a priori cost map to test the effectiveness of

the planning algorithm when the map is known, without incremental learning. We later

describe how changing the learning rate can allow for map creation as the robot explores

an environment. The learning is expressed through axonal delays. For example, if the spike

wave agent encountered a major obstacle, with a high traversal cost (e.g., 9), the neuron at

that location would schedule its spike to be delivered to its connected neurons 9 time steps

later, whereas, if the traversal cost of a location were 1, the spike would be delivered on the

next time step. It should be noted that in the present study the delay buffers were reset

before each route traversal.
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Figure 3.1: Spike wave propagation in simulation. The top panels show the network activity
at timestep 3, the middle panels show network activity at timestep 18, and the bottom
panels show the resulting path. The left side shows the test area without a road. The light
blue is the surrounding region, which has a cost of 9. The dark blue depicts the location
of an open grass field, which has a cost of 3. The right side shows the test area that takes
into consideration a road, which has a cost of 1 and is shown in dark blue. The spike wave
propagation is shown in yellow. The starting location is at the top middle of the map, and
the goal location is at the bottom middle of the map. Note how the spike wave propagates
faster when there is a low cost road present.

3.2.3 Spike Wave Propagation and Path Readout

Figure 3.1 shows the progression of a spike wave in a typical environment. The example

shows how the algorithm is sensitive to different costs; the left columns of Figure 3.1 show

an environment where the best path is the most direct route, and the right columns show

an environment where it is advantageous to take a longer route along a smooth road. The

neuron at the starting location is triggered to emit a spike. The top panels of Figure 3.1

show the start of the spike wave emanating from the start position. Note how the spike wave

is propagating faster on the regions that depict a smooth road (Figure 3.1, right column).
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This is because the road has a traversal cost of 1, whereas the grass field has a cost of 3.

Each spike, which is shown in yellow in Figure 3.1, is recorded in the AER table, with its

neuron ID and time step.

To find the best path between the start and goal locations, we used the list of spikes held

in the AER table. From the goal, the list was searched for the most recent spike from a

neuron whose location was adjacent to the goal location. If more than one spike met this

criterion, the neuron whose location corresponded to the lowest cost and was closest to the

start location was chosen. This iteratively proceeded from the goal through other neuron

locations until a spike at the start location was found. The bottom right image in Figure

3.1 shows the found path.

In complex environments there was the potential for multiple waves to occur and collide

(Figure 3.2). In this case, the AER table could contain more than one path. To find the

best path, a second pass was made through algorithm with a temporary map that had a

cost of 1 for the paths from the first pass, with the rest of the map set to 20. This second

pass of the spike wave algorithm ensured that the resulting path was most efficient in terms

of length and cost.

Figure 3.2: In some instances, the collision of multiple spike waves generated inefficient paths
(left). This was remedied by adding a second pass through the algorithm with a cost map
containing just the paths from the first pass (right).
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3.2.4 A* Path Planner

For comparison purposes, we implemented the A Star (A*) algorithm (Hart et al., 1968),

which is commonly used in path planning. A* uses a best-first search and attempts to find a

least-cost path from the start location to the goal location. The cost includes the Euclidean

distance from the start, the Euclidean distance from the goal, and the cost of traversing the

location. From the start location, adjacent locations are placed in a node list. Then the

node list is searched for the node with the lowest cost. The location corresponding to this

low cost node is expanded by placing adjacent, unevaluated locations on the node list. The

process is repeated until the goal location is reached. The A* algorithm can find the shortest

path based on its cost function.

3.2.5 Map of Environment

To demonstrate the effectiveness of our spiking wavefront planner, we tested the algorithm

in a real environment through a variety of terrains in Aldrich Park, a 19-acre botanical

garden at the University of California, Irvine. Two sections of the park, an open area and

a cluttered area (Figure 3.3) were transformed into 20x20 grid maps encoding the costs of

traveling and the GPS coordinates. We generated the GPS coordinates by pacing off the area

with a smartphone (Samsung Galaxy S5) and recording the GPS points with an Android

application.

Two maps created from the sections of Aldrich Park consisted of a 20x20 grid of GPS

coordinates and terrain costs (see Figure 3.3). The first, referred to as Map 1, was in an

open grassy area of the park, which was surrounded by a paved sidewalk. In one variant,

referred to as Without Road (Figure 3.4A), the grassy area had a cost of 3, and all other

areas had a cost of 9. In the With Road variant (Figure 3.4B), the paved sidewalk around

the grassy area was given a cost of 1. In the With Road and Obstacles variant (Figure
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3.4C), benches, bushes, and trees were given a cost of 6. The second map, referred to as

Map 2 (Figure 3.4D), had an outer region with a cost of 6, large trees and brush had a

cost of 10, the paved road had a cost of 1, and the gravel road had a cost of 2. Map 2 was

stretched horizontally such that the asphalt path location roughly matched the asphalt path

of Map 1, allowing for better route comparisons between maps. These maps were used in

both simulations and in autonomous robot experiments.

Figure 3.3: Google satellite image of Aldrich Park at the University of California, Irvine.
Two sections of the park (boxed) were transformed into cost maps (Map 1 as bottom box
and Map 2 as top box) for the spiking wave planner. Imagery c©2016 Google.

3.2.6 Robot Hardware and Design

For the robot experiments, we used the same Android-Based Robotic Platform as described

in the previous chapter. However, it did not include the IBM True North, instead relying

on the Android smartphone for most of the computation.
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Figure 3.4: 20 x 20 cost grids created from two areas of Aldrich Park. A.) An open area with
uniform low cost in the traversable area, and high cost outside of this area. B.) The same
area as A but with a lower cost for the surrounding road. C.) The same area as B but with
obstacles denoting benches, bushes and trees near the road. D.) A second area in Aldrich
Park with high cost for trees, low cost for asphalt roads, and medium cost for dirt roads.

3.2.7 Computation

Simulations and robot experiments were run to test the spike wave algorithm. The simula-

tions of the spike wave and the A* algorithm were run in MATLAB. For robot experiments,

the spike wavefront algorithm, robot I/O, and robot control software were implemented in

Java using Android Studio, and run as an app on a Samsung Galaxy S5. Figure 3.5 shows

a screenshot of the Android application. A graphical user interface (GUI) on the phone

allowed the user to input start and goal grid locations, as well as select a map. The app then

generated a path using the spike wavefront planner. The phone then displayed the desired

path on the GUI (see Figure 3.5). Once the operator pressed the Auto button on the GUI,

the app generated a list of ordered GPS waypoints, from the start to the goal location, from

the path grid locations. The robot then used a navigation strategy to visit each waypoint on
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Figure 3.5: Screenshot of app used for robot navigation. The screen displays a camera
view overlaid with information about distance to the destination, bearing to the destination
ranging 0-360 degrees from true north, heading direction (also ranging 0-360 degrees from
true north), and the 2D cost grid. Colors on the grid ranging from dark blue to red indicated
the costs of the grid, with tree locations marked at highest cost in red. The planned path
of the robot is indicated in yellow and the current location of the robot is marked in green.
The Grid button toggles the grid view on and off and the Auto button switches the robot
into and out of autonomous navigation mode.

the list in succession. The robot stopped moving once the last waypoint, which represented

the goal location, was reached.

For robot navigation, a GPS location was queried using the Google Play services location

API. The bearing direction from the current GPS location of the robot to a desired waypoint

was calculated using the Android API function bearingTo. A second value, the heading, was

calculated by subtracting declination of the robots location to the smartphone compass value,

which was relative to magnetic north. This resulted in an azimuth direction relative to true

north. The robot travelled forward and steered in attempt to minimize the difference between

the bearing and heading. The steering direction was determined by deciding whether turning

left or turning right would require the least amount of steering to match the bearing and

heading. The navigation procedure continued until the distance between the robots location

and the current waypoint was less than 10 meters, at which point the next waypoint in the

path list was selected.
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3.3 Results

3.3.1 Path Planning Simulations

Table 3.1 shows path and cost metrics for simulated path planning that compared the spike

wave algorithm with the A* path planner. Simulations were run with all four map variants:

1) Map 1 - Without Road, 2) Map 1 - With Road, 3) Map 1 - With Road and Obstacles, and

4) Map 2 - With Road and Obstacles. 100 start and goal locations were randomly chosen,

in which the locations could not be out of bounds and the Euclidean distance between the

start and goal was greater than 5 grid units.

The path lengths between the two algorithms were nearly identical (see Table 3.1), but

the spike wave algorithm found lower cost paths, especially when there were obstacles and

roads present (p <0.001; Wilcoxon Ranksum). This is because the spike wave algorithm

depends primarily on cost, whereas our A* implementation uses the common and standard

heuristic of Euclidian distance in addition to the cost of a node on the map. Although

A* is proven to be optimal given an admissible heuristic (Hart et al., 1968), our heuristic

is only admissible when calculating for shortest path. A varied and dynamically changing

environment would make a cost-admissible heuristic more difficult to determine, whereas

the spike wave algorithm inherently includes both distance and cost in its calculation by

combining neighbor connectivity and axonal delay.

The A* algorithm ran faster than the spike wave algorithm when calculating the paths, as

measured by the tic/toc functions in MATLAB (see Table 3.1). Interestingly, this difference

became smaller as the maps became more complex (see Map 2 in Table 3.1). This is due to the

presence of low cost roads among high cost obstacles, which leads to the algorithm requiring

less neural activity to calculate a path. We later discuss how the spike wave algorithm can

be made parallel, asynchronous, and implemented on neuromorphic hardware. This should
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Table 3.1: Comparison between spike wavefront planner and A* planner in different envi-
ronments

Path Length Path Cost Time(ms)
Spike Wave A* Spike Wave A* Spike Wave A*

Map 1 - Without Road 8.5 8.5 25.5 25.5 6.11 1.08
Map 2 - With Road 10 9 21 24 3.81 .76

Map 1 - Road and Obstacles 9 9 24 24.5 4.45 0.88
Map 2 - Road and Obstacles 13 11 34.5 42.5 5.61 2.71

Table 3.2: Fréchet distances (in meters) between planned route and actual route for spike
wavefront planner

Route
S(2,10) S(10,10) S(16,3) S(5,3) S(15,16) S(19,10)

E(19,10) E(5,3) E(10,10) E(15,16) E(16,3) E(5,3)

Map 1 - Without Road 12.54±1.33 9.28±1.33 18.20±6.15 13.05±0.34 8.39±1.99 23.70±15.98
Map 2 - With Road 19.44±6.37 14.28±4.29 13.04±5.08 16.56±2.29 8.73±3.88 18.15±7.24

Map 1 - Road and Obstacles 18.67±10.87 11.47±2.56 16.06±6.52 12.87±0.22 7.92±2.36 21.44±15.99
Map 2 - Road and Obstacles 11.69±2.23 10.69±2.75 18.46±5.64 14.78±0.74 20.11±17.41 22.98±8.48

allow for substantial speedups in processing, and reduction in power consumption, which

can be quantifiably measured against the baseline run times reported here.

3.3.2 Robotic Experiments

Given that the spike wavefront planner showed possible advantages over a traditional ap-

proach in simulation, we aimed to test the plausibility of embedding the planning algorithm

on an autonomous robot with limited power and computational resources. Robot experi-

ments were conducted in Aldrich Park on the campus of the University of California, Irvine

(see Figure 3.3). For each map, we tested a set of six routes with the same start and end

coordinates on the cost grids. See Figures 3.6-3.9 for route start and end coordinates. The

generated routes were different depending on whether roads and obstacles were taken into

account. For each route in a given map, the robot ran four trials, following the route pro-

duced by the spiking wavefront path planner. To account for changing satellite conditions

and other environmental factors, we spread out the testing times to sample the variance
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of GPS signal quality. The first two runs were performed in the morning and the last two

runs were performed in the afternoon. Since the robot only relied on GPS and compass

to navigate, it was sometimes necessary to manually redirect the robot slightly away from

undetected obstacles. This occurred very infrequently in Map 1, and more frequently in Map

2 due to the presence of dense vegetation and an abundance of obstacles. In Section 3.4, we

discuss ways to mitigate these interventions.

Overall, the actual robot trajectories matched the desired trajectories calculated from the

spike wavefront algorithm quite well. For each map condition, Figs. 7-10 show the satellite

image of the area, the cost map used by the path planner, and the trajectories for the 6 routes

from a starting grid location to a goal grid location. The trajectories were superimposed

on the street view of Google Maps. The black line in these figures shows the desired path,

and the four colored lines show a robot trajectory. Occasionally the GPS signal became

unreliable due to buildings, trees, and other environmental noise. This sometimes caused

the robot to drive away from the desired destination, requiring the robot to backtrack and

visit a missed waypoint.

We used the discrete Fréchet distance (Eiter and Mannila, 1994) as a metric for calculating

the similarities of trajectories between the actual robots movements and the intended route.

Intuitively, Fréchet distance is the minimal leash length necessary to physically connect two

agents as they walk along their two separate paths. The agents are allowed to pause at any

time but not permitted to backtrack, and both must complete their respective paths from

start to endpoint. Compared to other comparison techniques such as Hausdorff distance,

Fréchet distance takes into account the specific ordering of points on the trajectory, ideal

for our experimental conditions. Table 3.2 shows mean and standard deviation of Fréchet

distances for each of the maps and routes, with the sample size of 4 trials for each condi-

tion.

As our navigation strategy defined reaching a waypoint as arriving within 10 meters of
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the waypoint GPS location, any Fréchet distance near the 10-meter threshold should be

considered acceptable. We also see the scale at which our hardware and algorithm can

operate accurately, which in this case may not be sufficient in some areas of the park but

may be sufficient for a car on a commercial road.

Figure 3.6: Experimental results for the spiking path planning algorithm on Map 1, with
no unique costs encoded for the path. Start and end locations are noted by their row and
column position on the cost map. Black lines indicate the planned route and the 4 colored
lines indicate the actual route taken by the robot. Scale bars indicate the length of 10
meters along latitudinal and longitudinal axes, indicating the size of error threshold of our
navigation strategy. Imagery c©2016 Google.

3.4 Discussion

In prior work, we introduced a path planning algorithm that used spiking neurons and axonal

delays to compute efficient routes (Krichmar, 2016). The spike wavefront path planner could

generate near optimal paths and was comparable to conventional path planning algorithms,
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Figure 3.7: Experimental results for the spiking path planning algorithm on Map 1, with
lower costs encoded for the path. Black lines indicate the planned route and the 4 colored
lines indicate the actual route taken by the robot. Imagery c©2016 Google.

such as the A* algorithm or a standard wavefront planner. We introduced a learning rule

that represented the cost of traversal in axonal delays. Because the spike wavefront is a

local algorithm (i.e., computations are independent and based on neighboring neurons), it is

suitable for parallel implementation on neuromorphic hardware, as was shown recently with

both grid-based and topological maps (Fischl et al., 2017).

In this chapter, we showed that this algorithm was efficient and accurate enough for au-

tonomous robot path planning in complex, outdoor settings. In prior work, maps are ide-

alized, virtual environments. In the present work, the axonal delays represented real world

costs, such as park benches, vegetation, bumpy grass terrain, and trees. Smooth roads were

represented with short axonal delays, and this led to the robot choosing easier to traverse

terrain, despite the longer overall path. The spiking algorithm, input/output handling, and

robot control all ran on an off-the-shelf smartphone with an application written in Java. This

34



Figure 3.8: Experimental results for the spiking path planning algorithm on Map 1, with
lower costs encoded for the path. Black lines indicate the planned route and the 4 colored
lines indicate the actual route taken by the robot. Imagery c©2016 Google.

demonstrated that the algorithm was lightweight and could support autonomous navigation

in real-time.

3.4.1 Neurobiological Inspiration for the Spike Wavefront Algo-

rithm

The present algorithm was inspired by recent evidence suggesting that the myelin sheath,

which wraps around and insulates axons, may undergo a form of activity-dependent plasticity

(Fields, 2008, 2015). These studies have shown that the myelin sheath becomes thicker with

learning motor skills and cognitive tasks. A thicker myelin sheath implies faster conduction

velocities and improved synchrony between neurons.
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Figure 3.9: Experimental results for the spiking path planning algorithm on Map 1, with
lower costs encoded for the path. Black lines indicate the planned route and the 4 colored
lines indicate the actual route taken by the robot. Imagery c©2016 Google.

Based on these findings, we developed a learning rule in which a path that traverses through

an easy portion of the environment (e.g., via a road) would have shorter axonal delays

than a path that travels through rough terrain. Although it is not known if such spatial

navigation costs are represented in the brain in this way, and most likely they are not, this

learning rule does investigate a rarely considered form of plasticity. Moreover, manipulating

the delays, as network can solve a real-world problem using a purely temporal code. Other

groups have investigated learning rules based on axonal delays. Wang and colleagues have

implemented a Spike Timing Delay Dependent Plasticity (STDDP) rule that can shorten or

lengthen the axonal delay between two connected neurons (Wang et al., 2013, 2014). They

showed that altering axonal delays had advantages in forming polychronous neuronal groups,

which represent spatiotemporal memories (Izhikevich, 2006), over altering synaptic weights

via Spike Timing Dependent Plasticity (STDP).
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The present algorithm is also inspired by the notion of neuronal waves in the brain. Wave

propagation has broad empirical support in motor cortex, sensory cortex, and the hippocam-

pus (Rubino et al., 2006; Benucci et al., 2007; Han et al., 2008; Wu et al., 2008; Lubenov

and Siapas, 2009; Sato et al., 2012; Zanos et al., 2015). These waves have been suggested as

a means to solve the credit assignment problem for associating a conditioned stimulus with

the later arrival of an unconditioned stimulus (Palmer and Gong, 2014). In our own work,

we have shown that neuronal wave dynamics in complex spiking neural network models can

be used to associate visual stimuli with noisy tactile inputs in a physical robot (Chou et al.,

2015). Therefore, the idea of solving problems with spike timing generated by propagating

waves of activity has biological and theoretical support.

Relevant to the present task, is the experimental observation of neural activity that represent

potential paths through space. Sequences of place cell activity in the hippocampus prior can

predict an animals trajectory through the environment (Dragoi and Tonegawa, 2011, 2013;

Pfeiffer and Foster, 2013, 2015; Silva et al., 2015). These so-called preplays may be a means to

assess different possible paths prior to selecting a specific path plan. In a way, this is similar

to how the spike wavefront planner operates. Sequences of place activity are generated, and

the spike sequence that arrives first at the goal is the one selected for execution.

3.4.2 Implementation of Spike Wavefront Planner on Neuromor-

phic Hardware

The present path planner calculates paths based on the timing of spiking neurons. Because

each neuron can calculate its state independently, the algorithm could realize impressive

speedups through parallelization. Moreover, spiking neuron networks are inherently event-

driven, that is, a new state is only calculated when an incoming spike has been received. This

further reduces computational load. Lastly, by stopping as soon as the first spike is received
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at a goal node, the spike wavefront planner algorithm only calculates what is necessary. For

example, when there were variable costs, such as in Map 2, the amount of time to calculate

a path with the spike wavefront planner was reduced relative to the A* path planner (see

Table 3.1). It should be noted that the A* path planner can be parallelized (Zhou and

Zeng, 2015), but unlike this and other conventional algorithms, they cannot take advantage

of neuromorphic hardware as can spiking neuron algorithms.

As has been shown in prior implementations, the spike wavefront algorithm is compatible

with neuromorphic hardware (Koul and Horiuchi, 2015; Koziol et al., 2012, 2013, 2014; Fischl

et al., 2017). These implementations show the feasibility and parallelization of the wavefront

planner. Moreover, they show how this neuromorphic algorithm can generate optimal paths.

In addition, IBMs TrueNorth neuromorphic chip was recently embedded on the robot used

in the present experiments in an autonomous self-driving application (Hwu et al., 2016).

Considering that the present spike wavefront algorithm has been implemented on TrueNorth

(Fischl et al., 2017), a complete neuromorphic path planning system is now feasible on our

robot.

The present paper builds on these implementations by adding a learning rule to make the

planner more flexible and to consider the relative costs of traversing an environment. Axonal

delays have been introduced in large-scale spiking neural network simulations (Izhikevich

and Edelman, 2008; Izhikevich et al., 2004), but are not typical for neuromorphic hard-

ware. However some neuromorphic designs include axonal delays (Wang et al., 2013, 2014;

Cruz-Albrecht et al., 2012; Wang et al., 2015). To implement the present algorithm in neu-

romorphic hardware, all that would be needed is a delay buffer, delay line, or a means to

schedule spikes at specific times in the future. Because a synaptic based learning rule, such as

STDP, is not needed for the present algorithm, the circuitry to support the spike wavefront

planner could be simplified.

In the present algorithm, the AER representation is used to read out the path, which may
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be a limitation since it requires saving the AER list for each planned route. It also requires a

planning calculation and readout for every route. A more natural implementation might use

the rank order of the spike wave in a similar way to that proposed by Thorpe and colleagues

(Thorpe et al., 2001; VanRullen et al., 2005). Such alternative readout implementations will

be explored in the future.

3.4.3 Comparison to Other Neurally Inspired Path Planning Ap-

proaches

The result of our algorithm has complementary parallels to past work in bioinspired algo-

rithms for mobile robot control (Ni et al., 2016). For instance, Ni and Yang (2011) propose

a neural network for multirobot cooperative hunting in unknown environments, representing

space in a 2D neuron grid and using a shunting model to represent attraction and repulsion

agents on the field. Similarly, our algorithm could draw upon these principles, representing

not only environmental costs but costs of interacting with other dynamic agents cooper-

atively and competitively. It also opens the possibility of neuromorphic solutions for the

complex tasks of swarm coordination in mobile robots.

Aside from neural navigation models inspired by hippocampal activity and cognitive map

representation, cerebellar models of motor control using the delayed eligibility trace learning

rule have also been used for spatial motion planning (McKinstry et al., 2006), with further

developments increasing its efficacy in real environments such as urban expressways and

tracks (Shim et al., 2015). Perhaps a model of predictive motor control combined with a

larger cognitive map representation could be implemented in neuromorphic hardware to form

an effective multi-scale motion planning system.
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3.4.4 Simultaneous Path Planning and Mapping

The present algorithm could be modified to build a map as the robot explores its environment.

It would need additional sensors to measure the cost of traversal or some other cost function

related to navigation. Rather than assuming that the environment is known and static, the

robot could update the map with each path it generates. This would require setting the

learning rate in Eqn. 5 to be less than one. In addition, if the spike wavefront planner had a

learning rate between 0 and 1, the uncertainty of the cost at a location would be represented.

Similar to (Schultz et al., 1997), this would result in the spike wavefront planner predicting

the cost of traversing locations in an environment. Moreover, the planner could utilize an

exploration/exploitation tradeoff to decide whether to explore unknown regions, or exploit

previously navigated regions. Such tradeoffs have been implemented in neurobiologically

inspired algorithms (Cox and Krichmar, 2009; Krichmar, 2008; Aston-Jones and Cohen,

2005b). Such a planner could respond flexibly and fluidly to dynamic environments, or

the changing needs of the robot. For example, if the robot needed to get to a location as

fast as possible, it might take a direct, but more risky route from the start to goal location.

However, if the robot wanted to conserve energy, it might take a longer, but easier path. The

different trajectories taken by the robot demonstrate this capability. Context is represented

in the map itself. In a future implementation, one could change the cost values of the map

based on the robots needs, thus changing the robots behavior.

Additionally, building a map incrementally opens up many possibilities of representing the

map besides a 2D grid configuration. For example, a more flexible arrangement such as a

topological map is compatible with our spike wave propagation algorithm, and in fact has

recently been achieved with large-scale maps (Fischl et al., 2017). For increased resolution of

map representation, a system of multi-scale place recognition may also be considered (Chen

et al., 2014). Further, a hierarchical spiking neural network (Beyeler et al., 2013) could be

involved in forming multi-scale representation compatible with neuromorphic hardware. Any
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of these suggested implementations would ease the computational load of 2D grid implemen-

tations of the A* and the spike wavefront propagation algorithm, both of which increase in

complexity with the grid resolution.

3.5 Conclusion

In summary, we have shown that a spike based wavefront planner can successfully be used on

an autonomous robot to navigate natural environments. Developing from the existing litera-

ture on spiking path planning algorithms, we showed that the algorithm, which implemented

a form of activity-dependent axonal delay plasticity, was sufficient to plan paths based on real

costs of traversing an outdoor environment. We further demonstrated that this algorithm

could be implemented on a standard smartphone with consumer-grade GPS and compass

sensors, suggesting that this may be efficient enough for other autonomous vehicles that do

not have access to high performance computing. Because the algorithm relies on spiking neu-

rons and asynchronous, event-driven computation, it can be implemented on neuromorphic

hardware, making it power efficient enough for many embedded applications.

c©2017 IEEE. Reprinted with permission.
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Chapter 4

A Neurobiological Model of Schemas

and Memory Consolidation

4.1 Introduction

On top of short-term reactive motion planning and long-term path planning, navigation is

also part of more abstract cognitive processes such as memory and decision making. In this

chapter, we turn our attention to a model of memory consolidation, explaining the cognitive

mechanisms that ultimately control the navigation goals of agents.

Despite the large amount of information in a dynamic world, humans develop a structured

understanding of the environment, learning to recognize scenarios and apply the appropri-

ate behaviors. A longstanding goal in neuroscience is to understand how the brain learns

these structures. The stability-plasticity dilemma asks how the brain is plastic enough to

acquire memories quickly and yet stable enough to recall memories over a lifetime (Mermil-

lod et al., 2013; Abraham and Robins, 2005). A related question is how does the brain avoid

catastrophic forgetting, which is when a neural network forgets previously learned skills after
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being trained on new skills (French, 1999; Soltoggio et al., 2017; Kirkpatrick et al., 2017)? We

believe that the brain avoids catastrophic forgetting and balances stability and plasticity by

storing information in schemas, or memory items bound together by common contexts.

Our work builds on existing theories of memory consolidation, including Complementary

Learning Systems (CLS), which states that memories are acquired through rapid associations

in the hippocampus and then gradually stored in long-term connections within the neocortex

(McClelland et al., 1995; Kumaran et al., 2016). This aligns with hippocampal indexing

theory (Teyler and DiScenna, 1986), which states that memories in the form of neocortical

activation patterns are stored as indices in the HPC, which are later used to aid recall.

Tse et al. (2007) later showed that new memories are acquired much more quickly when

consistent with a preexisting schema. In their experiment, rats learned a schema of spatially

arranged food wells, each containing a different food. Once familiar with the schema, two

new food wells were introduced. The rats rapidly consolidated this new information into

the neocortex within a day. Lesion studies showed a dependency on the HPC for this short

time span of consolidation. Further studies by Tse et al. (2011) show activation of plasticity-

related genes in the medial prefrontal cortex (mPFC) and related regions, suggesting their

involvement in rapid consolidation.

Studies of connectivity between the mPFC and HPC have yielded theories of how these areas

process schemas. Van Kesteren et al. (2013) introduced the SLIMM framework (Schema-

Linked Interactions between Medial prefrontal and Medial temporal regions), which states

that when a stimulus is familiar to a schema, the mPFC inhibits the HPC. However, if the

stimulus is novel, the HPC activates to encode the information. In this way, the two brain

areas enhance memory acquisition via different pathways. As for how the mPFC and HPC

communicate, Eichenbaum (2017) hypothesized that theta phase synchronization between

the mPFC and MTL is controlled by the thalamic nucleus reuniens (Re) to change the

directional flow of information when encoding or retrieving. As theta oscillations control

43



many aspects of timing and control in the HPC, they play an important role in schema

consolidation.

In addition to the HPC-mPFC pathways for memory consolidation, supporting areas mod-

ulate the speed of consolidation. The neuromodulatory system is important for detecting

salience and making quick adaptations (Krichmar, 2008). The basal forebrain (BF) modu-

lates attention and cortical information processing (Baxter and Chiba, 1999), and the locus

coeruleus (LC) modulates network activity in response to environmental changes (Aston-

Jones and Cohen, 2005a). The LC also drives single trial learning of new information via

inputs to the HPC (Wagatsuma et al., 2018). Moreover, activity from the LC selectively in-

creases oscillations in the HPC in the theta and gamma range according to novelty (Walling

et al., 2011; Berridge and Foote, 1991), suggesting that it may be involved in single-trial

learning.

This type of processing is likely necessary for the fast learning that occurs when novel

stimuli are introduced within a familiar schema. Based on this background, we created a

neural network architecture with the simulated brain regions and pathways comparable to

those described above. The network portrays the involved neurobiological mechanisms at

a level of abstraction that transfers easily to addressing the problem of avoid catastrophic

forgetting in artificial neural networks.

4.2 Methods

4.2.1 Contrastive Hebbian Learning

To model representations of tasks, a multilayer network can store information of increasing

levels of abstraction from input to output layers. Backpropagation is commonly used to

44



train such networks, and has had many successful applications in artificial neural networks

(Rumelhart et al., 1988; LeCun et al., 2015). However, many view backpropagation as bio-

logically implausible, as there is no widely accepted mechanism in the brain to account for

sending error signals backwards along one-way synapses. An alternative account for devel-

oping representations in the brain may be contrastive Hebbian learning (CHL) (Movellan,

1991), which uses a local Hebbian learning rule and does not require explicit calculations of

an error gradient.

Given a multilayered network with layers 0 through L, neuron activations of the kth layer

are denoted as vector xk and weight matrices from the k-1 to kth layer are denoted as Wk.

Each weight matrix Wk has a feedback matrix of γW T
k such that every weight has a feedback

weight of the same value but scaled by γ. The learning process consists of cycling between

three phases of the network. The first phase is known as the free phase of the network, in

which the input layer x0 is fixed and the following equation is applied to update neurons in

layer k from k = 1 to L at time t:

xk(t) = fk(Wkxk−1(t− 1) + γW T
k+1xk+1(t− 1)) (4.1)

where f is any monotonically increasing transfer function. This equation is applied for Ts

time steps, which is when network activity converges to a fixed point. The resulting settled

activity for xk is noted as x̌k, which is the final neural activity for the free phase. The

network then transitions to the clamped phase, in which the input layer is fixed as before

and the output layer is fixed to a target value, as in supervised learning. Again neuron

activities are updated using equation 4.1 for Ts time steps which allows the network activity

to converge. The settled activity for xk is noted as x̂k, which is the final neural activity for

the clamped phase. The third phase combines an anti-Hebbian update rule for neurons in
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the free phase and Hebbian update rule for neurons in the clamped phase:

∆Wk = ηCHL(x̂kx̂
T
k−1 − x̌kx̌

T
k−1), k = 1, ..., L. (4.2)

Although the local learning rule is more biologically plausible than backpropagation, the use

of symmetric weights is viewed as less plausible. To address this, versions of CHL that do

not use symmetric weights have been implemented (Detorakis et al., 2018). However, we use

the original version for simplicity.

Figure 4.1: Overview of network. The light blue box contains the Indexing Stream, including
the ventral hippocampus (vHPC) and dorsal hippocampus (dHPC). The light orange box
contains the Representation Stream, including the cue, medial prefrontal cortex (mPFC),
multimodal layer (AC), and action layer. Bidirectional weights between layers in the Rep-
resentational Stream are learned via contrastive Hebbian learning (CHL). Weights from the
Indexing Stream are trained using the standard Hebbian learning rule. Dotted lines indicate
influences of the neuromodulatory area, which contains submodules of novelty and familiar-
ity. Weights extend to these modules from the mPFC and dHPC. Neuromodulator activity
impacts how often the vHPC and dHPC are clamped and unclamped while learning the task
via contrastive Hebbian learning (CHL).
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4.3 Neural Model

Our model consists of two main information streams, the Indexing Stream and the Repre-

sentation Stream, in a network that is trained on context-dependent tasks such as the one

found in (Tse et al., 2007). Figure 4.1 shows an overview of the network.

4.3.1 Indexing Stream

The Indexing Stream begins with a context pattern, which can be any encoding of context

using patterns of neuron activity. In our case, we used a 2D grid with inputs of 1 if a food

well existed in that grid location or 0 otherwise. This input projects to the mPFC for the

schema to be learned from sensory input. The dynamic mPFC neuron activity is calculated

by the following synaptic input equation at time t:

xk(t) = fk(Wkxk−1(t− 1)), (4.3)

where layer k is the mPFC layer, layer k-1 is the context pattern, and fk is the Rectified

Linear Unit (ReLU) transfer function:

f(x) = max(x, 0). (4.4)

A hard winner-take-all selection is then applied, in which all activations are set to zero except

for the one with maximum value. Weights from the context pattern to the mPFC are then

trained by the standard Hebbian learning rule:

∆Wk = ηpatternxkx
T
k−1, (4.5)
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where xk is the mPFC layer, ηpattern is the learning rate, and xk−1 is the context pattern layer.

The weights are normalized such that the norm of weight vectors going to each post-synaptic

neuron i is 1:

wi =
wi

||w||
(4.6)

where w is the vector of weights going to one postsynaptic neuron, and wi is an individual

weight in w. The Indexing Stream continues on to the dorsal hippocampus (dHPC) and

ventral hippocampus (vHPC), matching observations that the HPC encodes with increased

specificity along the dorsal-ventral axis Jung et al. (1994). The vHPC learns an index

of mPFC activity using the same synaptic input function and learning rule described in

Equations 4.3-4.6. The dHPC learns indices in the same way as the vHPC, except that it

uses a learning rate of ηindexing and has weights from the vHPC, cue, and action selection

layer. The term ηindexing is a separate learning rate used for weights that index activity from

the Representation Stream. Rather than indexing context, the dHPC indexes triplets of

context, cue, and action. This agrees with how context is encoded in the vHPC and specific

experiences are encoded in the dHPC in Eichenbaum (2017). It also aligns with the fact

that selectivity of encoding increases from the ventral to dorsal end of the HPC (Jung et al.,

1994).

4.3.2 Representation Stream

The Representation Stream is a multilayered network with sensory cue input areas and the

mPFC that encodes the current schema or context. The middle layer of the Representation

Stream acts as the association cortex (AC), and makes multimodal associations of its inputs

and conjoins context and cue information. The output layer selects an action response to

the sensory cue, which is a spatial grid with activation of 1 at the locations of food cues and
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0 otherwise. To train the correct actions, the multilayered network uses CHL as described

in the background section, with a transfer function as in Equation 4.4. The alternation of

clamped and free phases is controlled by the Indexing Stream. The dHPC alternates between

clamping and unclamping the action layer, providing input to the action layer during the

clamped stage of contrastive Hebbian learning. During clamping, the winning neuron in the

vHPC gates neurons in the AC. This is done via a static weight matrix of strong inhibitory

weights from the vHPC to AC layer, with sparse random excitatory weights that allow only

some neurons in the AC to be active. All weights in this matrix are first initialized by a

strong negative value of winh, then a random selection of the weights in this matrix is set to

0. The number of weights selected to be 0 is determined by P, which is a number in the range

of 0 and 1 that defines the proportion of randomly selected weights. This is meant to mimic

hippocampal indexing. While there is little evidence that the HPC projects widespread

inhibition to the representation areas of the brain, the mix of inhibition and zeroed weights

allows specified patterns of neurons to be active with their usual activity levels, which is

meant to mimic an attentional sharpening effect in the model.

Taken as a whole, the Representation Stream models how the neocortex learns represen-

tations (Hawkins et al., 2017), with the Indexing Stream driving the learning process and

preventing catastrophic forgetting by allocating different sets of AC neurons for each task.

By using CHL for the Representation Stream, we form an equivalence with backpropagation

methods that allows us to expand our model to help improve traditional neural networks in

the future.

4.3.3 Novelty and Schema Familiarity

In the SLIMM framework, the encoding strength combines schema familiarity and cue nov-

elty. Novelty is defined as how infrequently a stimulus has been experienced before, whereas
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schema familiarity is how frequently a schema has been experienced. Furthermore, the

SLIMM framework proposes that resonance occurs in the presence of schema familiarity.

However, SLIMM also suggests that the mPFC inhibits the HPC, whereas we suggest that

a combination of schema familiarity and novelty from the mPFC and dHPC, respectively,

affect learning by controlling oscillatory activity in the HPC.

In our model, a neuromodulatory area detects novelty in the presence of a familiar schema

and modulates the strength of learning that occurs within the Representation Stream. To

detect novelty, each neuron in the dHPC projects to a novelty submodule with wnovelty as

the starting weight. wnovelty represents the baseline level of surprise when a new stimulus

is presented. Whenever the activity of the dHPC is updated, the activity of the novelty

submodule is the rectified weighted sum of inputs from dHPC after applying winner-take-

all, as in equations 4.3 and 4.4. The weights from the dHPC to the novelty submodule are

then updated with an anti-Hebbian learning rule:

∆W = −ηindexingxnoveltyx
T
dHPC . (4.7)

where W is the matrix of weights from the dHPC to novelty submodule, ηindexing is the

learning rate, xnovelty is the activity of the novelty submodule, and xdHPC is the activity of

neurons in the dHPC. Therefore, the weight between an active dHPC neuron and novelty

submodule will experience long term depression and decrease the novelty score of a stim-

ulus after many exposures. Since the dHPC uses winner-take-all, each weight from dHPC

represents an individual novelty score for each possible triplet. The activity of the familiar-

ity module, xfamiliarity is similarly calculated through the weighted sum of inputs from the

mPFC after winner-take-all, as in Equation 4.3. However, rather than a rectified linear unit,

we apply a shifted sigmoidal transfer function:

f(x) =
1

1 + e−s(x−xshift)
. (4.8)
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where s is the sigmoidal gain and xshift is the amount of input shift. The shifted sigmoidal

transfer function ensures that the familiarity module requires a baseline amount of training

on a schema to be considered familiar with it, and that familiarity does not continue to

increase in an unbounded manner with extended exposure. The activity of the familiarity

module is thus mostly bimodal, with a very low activity if the schema is unfamiliar and

a high activity if the schema is familiar. The effect of the sigmoidal function will be seen

in the results. The weights from the mPFC start with the same value of wfam, which is a

very small value close to zero that represents low familiarity of schemas prior to training.

These weights are updated after mPFC activity is updated, using the Hebbian learning rule

from Equation 4.5 with ηpattern as the learning rate. ηpattern is small to model the long-term

consolidation of schemas. The neuromodulator activity is then set to the simple product of

activity from the familiarity and novelty modules:

neuromodulator = xnovelty ∗ xfamiliarity (4.9)

This value determines the number of times the vHPC and dHPC will clamp and unclamp

the representation layer in a single trial and thus determine the number of extra epochs in

a trial that are added to a default number of epochs, edefault:

epochs = edefault + neuromodulator ∗ eboost (4.10)

The model therefore suggests that the rapid consolidation that occurred in Tse et al. was

due to increased replay of important information during quiet waking periods. This follows

the idea from the SLIMM framework suggesting that resonance occurs in the presence of

schema familiarity.

When training on a task, the network runs trials of training that consist of four phases as

shown in Figure 4.2. Each trial consists of many epochs of training, the number of which is
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determined by Equation 4.10. This mimics the high resonance caused by schema familiarity,

as postulated in the SLIMM framework. Each epoch consists of an indexing phase, a CHL

free phase, and a CHL clamped phase. During indexing, the mPFC, vHPC, and dHPC form

indices using the unsupervised Hebbian rule and winner-take-all rule described previously.

During the Free Phase (Figure 4.2B) the Representation Stream runs freely. During the

Clamped Phase (Figure 4.2C), the the Representation Stream is clamped to input from the

dHPC using Equation 4.3, and the CHL learning rule is applied. Also during clamping, the

AC receives input from the vHPC also using Equation 4.3, which effectively inhibits most of

the AC neurons except for the few that have a weight of 0 from the winning vHPC neuron.

At the beginning of a trial, the number of training epochs is undetermined, but tentatively

set at esettle epochs (Figure 4.2A). During this time, activity levels of the neuromodulator

are tracked, and the maximum neuromodulator activity found within this period is used

to determine the ultimate number of training epochs within the trial. After each trial, the

performance of the network is measured during the Test Phase (Figure 4.2D) by presenting a

cue to the network and allowing the network to settle on an action. The network parameters

used in our network can be found in Table 4.1.
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Population Sizes Learning Parameters

Ncue 18 Ts 5
NmPFC 10 ηindexing .1

Nmultimodal 40 ηpattern .0001
Ncontext 25 ηCHL .001
NvHPC 5 g .001
NdHPC 40 eboost 1000

edefault 600
esettle 20
wmin 0.3
wmax 0.8
winh -10
wfam .0001
wnovelty 1

s 200
xshift .03
P 0.3

Table 4.1: Parameters used in schema and memory consolidation model.

4.3.4 Experimental Design and Statistical Analyses

We validated our model by simulating the experiments in Tse et al. (2007). We simulated a

population of 20 rats. For each individual, weights from vHPC to AC were sparsely connected

with a probability P and set to winh. Weights to the novelty and familiarity module were

all set to wnovelty and wfamiliarity, respectively. Remaining network weights were initialized

along a uniform distribution on the range wmin and wmax, fully connected. The arena was

discretized into a 5x5 grid, corresponding to location in the arena for the context pattern

and action layers. Each trial consisted of multiple epochs to account for replays facilitated

by oscillations during sleep and quiet waking periods. In Tse et al. (2007), performance was

measured during training by counting the errors in a trial, and non-rewarded probe tests

(PT) were performed intermittently by recording the amount of time spent searching the

correct well when given a food cue. In our model, our test of performance was to present

each flavor in a schema during the Test Phase. Upon presenting the cue, the network ran

in Free Phase until the activity converged. In the action selection layer, the activity of the
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Figure 4.2: The four phases of a trial of training. A) In the Indexing Phase, the Indexing
Stream forms indices of activity. Additionally, the activities of the novelty and familiarity
modules of the neuromodulator are calculated, setting the ultimate activity of the neuro-
modulator to the product of these values. B) The Free Phase of CHL. C) The Clamped
Phase of CHL. D) The Test Phase of a network for measuring performance during training
and unrewarded probe tests. This is the same as the CHL Free Phase, except that mPFC
activity is also calculated.

neuron corresponding to the correct location of the food was divided by the sum of all of

the neurons corresponding to the wells in the arena. This value corresponds to the amount

of time a rat would spend digging in a well given a food cue. We used this value to simulate

performance during both training and unrewarded probe tests. In the Tse et al. (2007)

experiment, the unrewarded probe test was conducted with a food cue and no food reward

in the correct well, thus limiting learning for those trials. Although our experiment does not

model reward representation in the brain, we approximate unrewarded probe tests by not
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updating weights after cueing and running the network.

Figure 4.3: Timeline of experiments. A) Experiment 1 timeline. Schema A is trained for
20 days. Two new paired associations (PAs) are introduced on day 21. Lesioning occurs
on day 22, and yet another two PAs are introduced on day 23. Probe tests are performed
throughout. B) Experiment 2 timeline. Schema B is trained for 16 days, then Schema A is
retrained for 7 days.

A timeline of the two replicated experiments can be seen in Figure 4.3. The first experiment

was to train the network on the Schema A layout for 20 trials with paired associations (PA)

between food cue and location (Figure 4.3A; PTs 1-3). On the 21st trial, two of the PAs

were replaced by two new ones (Figure 4.3A). The original schema with two new PAs was

trained for one trial, and then a probe test was performed by cuing one of the new foods and

examining the output of the well locations of the new cued PA, new non-cued PA, and other

wells (Figure 4.3A; PT 4). After that, the network was split into a control network and a

lesioned HPC group. The HPC group was copied with weights from the original network

and had all connections to and from the vHPC and dHPC removed. Another probe test

was performed to see whether both groups could still recall the original schema as well as
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the schema with two new PAs (Figure 4.3A; PT 5). Next, the two new PAs were replaced

with yet another two new PAs and trained on both groups for one trial. Another probe test

was performed after this (Figure 4.3A; PT 6). The second experiment was performed on the

resulting networks from the the first experiment (Figure 4.3B). For 16 trials, both conditions

were trained on an entirely new schema, Schema B, and a probe test was conducted (Figure

4.3B; PT 7). After this, the groups returned to train and test on the original schema for 7

days, with yet another probe test at the end (Figure 4.3B; PT8).

4.4 Results

Statistical significance was determined through the Wilcoxon rank sum test with Bonferroni

correction. For performance results involving cued versus non-cued dig time, we compared

cued and non-cued samples. For performance results of new PAs, we compared the samples

of cued and non-cued, as well as cued and original. To test the differences between HPC and

and control groups, we compared the cued samples of both groups. Unless otherwise noted,

all findings are significant at p<<.001.

4.4.1 Experiment 1

The goal of the first experiment was to show that new information matching a schema can be

quickly learned, and that the HPC is necessary for this learning. Figure 4.4A shows that the

model was able to gradually learn Schema A over 20 trials of training. Figure 4.4B confirms

this with probe tests, which show the proportion of neuron activity corresponding to the

correct food location given a cue. Figure 4.4C shows the probe test results after training

for one day on Schema A with two new PAs added. During the Test Phase, the longer dig

time in the correct well shows that the new PAs were learned in just one trial, with much
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more dig time in the cued wells than non-cued wells. This supports the finding that new

information matching an existing schema is learned rapidly.

Next, the role of the HPC in consolidation was examined. In Figures 4.4D and 4.4E, upon

splitting into two conditions of lesioned HPC and control, both groups were still able to recall

the original schema, as well as the two new PAs. This suggests that the new information

had been consolidated within a short period and no longer required the HPC for retrieval.

This was due to the neuromodulator detecting when new information was present within

a familiar schema and increasing the consolidation accordingly. When training yet another

two PAs on both conditions in Figure 4.4F, the group with the lesioned HPC was unable

to learn at all, while the control group was still able to learn. This suggests that the HPC

was responsible for driving the index-based clamping and unclamping of the output layer,

as CHL mechanism was unable to update the weights properly.

Figure 4.5 shows the weights of the network after training on the first experiment. Our

results for the first experiment were able to capture most of the effects seen in (Tse et al.,

2007). We were able to show that information is acquired rapidly when consistent with a

prior schema and that the HPC is necessary for acquisition.

4.4.2 Experiment 2

The purpose of the second experiment was to test whether multiple schemas could be learned

by the same network, and whether the HPC was necessary for this. Figure 4.6A shows that

the control group was able to learn Schema B. However, the HPC-lesioned group was unable

to learn, staying at chance levels the entire time. This is shown again in the probe tests

in Figure 4.6B. When the HPC-lesioned model returned to retrain on Schema A in Figure

4.6C, it had good performance the entire time and retained the information learned prior to

surgery, but did not improve performance beyond what it had learned in Experiment 1. The
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Figure 4.4: Results of replicating the first experiment of Tse et al. A) The performance
over 20 trials, showing a gradual increase. B) Probe tests of trials 2, 9, 4, and 16, showing
the proportion of activity of the correct well given a food cue compared to activity of the
incorrect wells. C) Probe test after training the new PAs for 1 day, in which one of the new
pairs is cued and the activities of the correct well, well of the other new pair, and original
Schema A wells are compared. The new PAs were learned within one trial, as the dig time
for the cued pair was significantly higher than the rest. D) Probe tests of Schema A after
splitting into HPC-lesioned and control groups. Both conditions retained knowledge of the
schema. E) Probe tests of the new PAs after splitting into HPC-lesioned and control groups.
Both groups recalled the new PAs equally. F) Probe tests of Schema A after training another
two new PAs. The HPC group could not learn.

control group displayed a minute decrease in performance of Schema A at the beginning, but

quickly regained prior performance. The decrease was due to small overlaps in the gating

patterns from vHPC. This is confirmed again in the probe tests in Figure 4.6D.

Figure 4.7 shows the weights of the network in the control condition after training on the

second experiment. The results show that our network is able to learn multiple schemas in

succession, without forgetting prior schemas. We were thus able to match the effect seen

in Tse et al. (2007). A small difference is that our network retained information about

Schema A much better than their experiments for both of their HPC-lesioned and control
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Figure 4.5: Weight matrices of the network of one simulated rat after simulating all of the
first experiment. Rows represent post-synaptic layers and columns represent presynaptic
layers.Weights from the context pattern to mPFC show the development of a distinct schema
pattern encoded with stronger weights where the wells are located. Weights from the mPFC
to the AC show the effect of the gating, in which the mPFC neuron representing Schema
A is associated with a set of neurons in the AC. Weights from the AC to action layer show
that the actions are dependent on activity from select AC neurons, suggesting that the AC
neurons are learning specific features useful for action selection. Weights going from the
vHPC, cue, and action to the dHPC are displayed in one matrix to show clear encodings of
triplets with one neuron from each of the three areas. Weights from mPFC to vHPC show
that there is not necessarily a one-to-one mapping from a winning mPFC neuron to a vHPC
neuron, but that the schema information is transferred in a distributed manner.

groups.

4.4.3 Neural Activity

To gain a better understanding of the network activity, we plotted the neuron traces of the

mPFC, vHPC, and dHPC before winner-take-all was applied. Figure 4.8 shows the neuron
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Figure 4.6: Results of replicating the second experiment of Tse et al. A) The performance
over 16 trials of training Schema B. The control group was able to learn the new schema
while the HPC group was not. B) Probe test after training Schema B, confirming part A.
C) Performance over 7 trials of retraining on Schema A. Both groups retained Schema A,
though the control group recovered from a very minimal forgetting of the schema initially.
D) Probe test after retraining on Schema A, confirming part C.

activities for the first two experiments, with Schema A and new PAs for Experiment 1, and

Schema B with a retraining of Schema A for Experiment 2. Each colored line in the figure

represents the activity of a single neuron in a single simulated rat. The black vertical lines

separate epochs into trials. The neuron traces show that the mPFC chooses a single neuron

to represent Schema A and continues to strengthen its weights as it is trained. When new

PAs are introduced, the same neuron is still active, but decreases in activity. When Schema

B is introduced at the beginning of Experiment 1, a different neuron becomes active, and

when Schema A is reintroduced immediately after training Schema B, the original winning

neuron returns. By viewing the spacing between black vertical lines, we see that the large

spacing for trials with new PAs indicates that more epochs of training occur during those

times. This is due to the novelty and familiarity detection from the neuromodulator. vHPC

activity in Figure 4.8B shows the same effect, except that the weights of all of the neurons
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Figure 4.7: Weight matrices of the control network after simulating all of the second ex-
periment. Rows represent post-synaptic layers and columns represent presynaptic layers.
Weights from the context pattern to the mPFC now show two distinct schemas, with stronger
patterns than seen in the first experiment. Weights from mPFC to the AC show two sets
of gating patterns. Weights to the dHPC now show twice the amount of triplets as before,
reflecting that triplets from two schemas are being encoded.

together increase and decrease, as they are all affected by the rising and falling activity levels

of mPFC. dHPC works similarly, as seen in Figure 4.8, although different winners are chosen

at every epoch. For the dHPC we display neural traces for the first 100 epochs in the first

trial epochs, due to the frequent switching of winners.

To show the effects of schema familiarity and novelty on neuromodulator activity, Figure 4.9

displays the activities of the familiarity module, novelty module, and neuromodulator over

the first 21 trials of Experiment 1. Due to the Hebbian learning of connections from the

mPFC to the familiarity module, familiarity increases over time. Since it uses a sigmoidal

transfer function, the increase is step-like, increasing from 0 to 1 swiftly. Novelty starts high

when Schema A is introduced, and quickly drops to 0 due to the anti-Hebbian learning rule.
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Figure 4.8: Neural activity for the network of a single simulated rat while performing the
first and second experiments combined. Each colored line represents the activity of one
neuron. Each vertical black line represents the separation of epochs into trials. Activity is
measured before winner-take-all is applied. A) The mPFC activities for the first and second
experiments are shown in sequence, with the training of Schema A and two instances of
new PAs for the first experiment, and the training of Schema B and return of Schema A
for the second experiment. When training on Schema A, one mPFC neuron is consistently
chosen as winner, as its weight values increase over time. When new PAs are introduced, the
winner remains the same, but decreases in activity. At the start of Experiment 2, Schema B
is introduced and a new mPFC neuron wins. The number of epochs greatly increases due to
the novelty. When Schema A is retrained, the neuron previously associated with schema A
becomes active again. B) The neurons in vHPC follow the same general trend as the mPFC
neurons. However, all neurons increase and decrease together, as they all take input from
the winning mPFC neuron. C) Activity of the dHPC neurons for the first 100 epochs of
the first trial is shown. As the density of switching of dHPC winners occurs at every epoch
rather than at every trial, it is necessary to display the activity at the epoch level. At each
epoch, a different dHPC neuron is selected to have its weights increase, as a different triplet
is present each time. The activities of winning neurons gradually increase for 40 epochs,
remaining stable afterwards.

When two new PAs are introduced at Trial 21, novelty returns to a high state. Taking the

product of novelty and familiarity, the activity of the neuromodulator increases only when

familiarity and novelty are high. Since the activity of the neuromodulator is proportional

to the number of training epochs in a trial, this leads to the desired behavior of increased

learning when new PAs are introduced to an existing schema.
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We also tracked the activity of the neuromodulator for all three experiments. Figure 4.10A

shows the number of training epochs in each trial of the first and second experiments. As

a reminder, each epoch within a trial consists of an Indexing Phase, a Free Phase, and

a Clamped Phase. The first 21 trials of the first experiment are on the left of the black

vertical line, and the remaining trials to the right of the vertical line are for the second

experiment. Each individual colored line represents the neuromodulator activity of a single

run, with 20 runs total. When new PAs were introduced on trial 21 of the first experiment,

the familiarity of Schema A multiplied by the novelty of the new stimuli caused a sharp

spike in neuromodulator activity, increasing the number of epochs for those trials. The

neuromodulator activity for the second experiment remained low, as there were no new PAs

introduced. Figure 4.10A shows the index of the winning mPFC neuron in each trial, with

a different colored line for each individual run. Every time the schema changes, the index of

the winning neuron changes accordingly. Figures 4.10C and 4.10D show similar effects, with

large increases in neuromodulator activity when there is a new PA and switching of active

schema neurons whenever the schema changes from consistent to inconsistent and vice versa.

The white regions represent consistent schema trials while the gray shaded regions represent

inconsistent schema trials.

4.4.4 Effects of neuromodulation

To study how the neuromodulator influences learning, we removed connections to and from

the novelty and familiarity modules in the network. Rather than boosting the number of

epochs using neuromodulator activity, we used a constant number of epochs for each trial.

We repeated the first part of Experiment 1 with the same number of epochs for every

trial, trying different values for the constant number of epochs. As before, the network was

trained on Schema A for 20 trials and training a new PA was introduced on the 21st trial.

As seen in Figure 4.11, training with more epochs per trial leads to faster learning and
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Figure 4.9: Combining familiarity and novelty for neuromodulation. A) Familiarity increases
as the network is trained on a schema. Due to the sigmoidal transfer function, familiarity
activity is step-like, going from unfamiliar to familiar over some training. B) Novelty starts
at a high value whenever there are new PAs, which occurs on the first trial when the schema
is introduced, and on the 21st trial when two PAs are replaced. C) At each trial, the product
of familiarity and novelty lead to an increase of activity when schema familiarity is high and
novelty is high.

better performance on the new PA. It is therefore not required to have a neuromodulator for

rapid learning of new information. However, the number of total epochs over all trials can

be greatly reduced if the model is able to detect novelty within the schema and adjust the

learning accordingly. The smaller number of epochs reduces the overall learning time of the

experiment. Compared to the conditions with a flat number of epochs per trial, we found

that our original network with the neuromodulator had better performance on the new PAs

than the other successful conditions, despite having fewer total epochs. It was therefore able

to conserve network training time overall.
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Figure 4.10: Neuromodulator activity and winning schemas. Each colored line represents the
activity of the neuromodulator from an individual network out of 20. A) Neuromodulator
activity expressed by the number of epochs trained per trial. The vertical black line separates
experiments 1 and 2. On trial 21, the number of epochs rises sharply due to the combination
of familiar schema and novel stimulus. B) Index of winning mPFC neuron in each trial of
experiments 1 and 2. The index switches clearly each time the schema switches.

4.5 Discussion

Confirming the results of Tse et al. (2007), we showed that our biologically plausible neural

network was able to learn schemas over time and quickly assimilate new information if it

was consistent with a prior schema. The learning was done through an indexing stream in

which the mPFC and HPC projected context-dependent patterns onto the representation

stream, and the rapid consolidation was done by enhancing replay activity of novel and

familiar information. The network was also able to learn multiple schemas without catas-

trophic forgetting, by maintaining separate sets of AC neurons for tasks within different

schemas.
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Figure 4.11: A) Performances of each condition. The blue line represents the original network
and the remaining lines use a flat number of epochs as indicated in the legend. All conditions
are able to learn the schema, but with different learning rates. B) Probe tests of each
condition after introducing a new PA. The average number of epochs for each trial is displayed
in parentheses. The performance of the probe test increases as more epochs are trained per
trial. However, the original network can get a performance equivalent to the other conditions,
but with far fewer epochs of training.

4.5.1 Hippocampal Indexing

The network highlighted diverse roles of indexing by the HPC. Eichenbaum (2017) proposed

that specific memories are represented in the dHPC whereas contextual information is rep-

resented in the vHPC. Combined with indexing theory, our model showed that indexing

separates representations of objects, spatial layouts and tasks by the contexts in which they

belong. This modularity makes it less likely that learning new information in new contexts

would overwrite previously learned information in old contexts. The indexing of the dorsal

HPC is necessary for driving the consolidation processes that transfer information to long

term storage.

The indexing behavior is comparable to a recent approach to avoiding catastrophic forgetting

by Nakano and Hattori (2017), in which the intermediate layers of a deep neural network are

gated by patterns that differ by context. A paper by Masse et al. (2018) has the similar idea of

using CHL as a plausible deep representation of information, and applying ”pseudopatterns”
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alongside their regular training patterns for better separation. Our experiments explain in

more depth how these patterns are formed and employed throughout different stages of the

learning process. The central location of the hippocampus makes it a likely candidate for

effecting context-dependent gating within the network. Its connections to the mPFC allow

the formation of context-dependent indices, and its wide connectivity to the whole neocortex

gives it the ability to gate information at many levels of representation.

4.5.2 Neuromodulation and Novelty Detection

The gating of patterns by the HPC is not employed evenly at all times, but depends heavily on

external factors such as novelty, uncertainty, and reward. Therefore, our model predicts that

gating of context information is controlled by neuromodulatory areas. This could explain

how the brain controls phases of learning in such a flexible manner. Our model suggests that

schema familiarity could be detected by the mPFC and novelty could be detected by the

HPC. We propose that neuromodulation monitors these signals and amplifies learning and

consolidation of new (i.e. novel or unfamiliar) information while sparing old information.

Our simulated neuromodulator may have biological correlates in the locus coeruleus, as the

LC reacts to sudden changes in schemas and causes changes in theta oscillations within the

HPC. However, the combination of novelty and familiarity is also reminiscent of the basal

forebrain functionality suggested by Yu and Dayan (2005), in that the level of uncertainty

is framed within a specific context. Other areas such as the dopaminergic ventral tegmental

area (VTA) may be involved in neuromodulatory gating as well, as it has inbound and

outbound connections with the hippocampus that control the speed of learning according

to reward and novelty (Otmakhova et al., 2013). It is important to note that the speed of

learning in our model is not defined by the number of epochs used for training, but by the

number of epochs that occur within a day of consolidation. This is meant to approximate

how hippocampal replays may increase for salient information.
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4.5.3 Interactions Between the Medial Prefrontal Cortex and Hip-

pocampus

There are differing opinions on how interaction between the mPFC and HPC is involved

in context-dependent tasks. The SLIMM model suggests a competitive relationship, with

activation of the mPFC inhibiting the HPC when a stimulus is congruent with a prior schema.

On the other hand, Preston and Eichenbaum (2013) suggest a more cooperative interaction,

with the mPFC drawing specific memories from the vHPC, and in turn influencing the dHPC

via entorhinal inputs. As the mPFC is also known to mediate attention shifting in context-

dependent tasks (Birrell and Brown, 2000), it is likely that shifts in schemas cause the mPFC

to change the activity of the HPC. In our experiment, the presence of new PAs within an

existing schema should require both the mPFC and HPC to express the familiarity of the

schema and novelty of the new PAs. In our model, the main roles of the mPFC are to provide

contextual input to the representation stream and apply top down control of the HPC to

change which specific neurons are active in the HPC to effectively separate tasks by schema.

To further align with mPFC functions, future work should consider a distributed encoding

in the mPFC, which could better represent overlapping information between schemas. It

is also important to note that no direct anatomical connections exist from the mPFC and

HPC, and instead are routed through the thalamus. Future models including the thalamus

could further test the theory proposed by Eichenbaum (2017) that the thalamus controls

information flow between the mPFC and HPC.

By uniting the theories of hippocampal indexing and interactions between the mPFC and

HPC, we generate new and testable hypotheses that can be validated experimentally. By

deactivating the LC or BF, we can test the effects of neuromodulation on the time it takes to

learn the Tse et al. (2007) task, and discover which specific areas are applying the neuromod-

ulation. We also expect that severing connections from the mPFC to the HPC would cause

catastrophic forgetting of the tasks, as intermediate representations would not be properly
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gated. It may also be possible to lesion the HPC and project artificial gating patterns on

the neocortical areas storing intermediate representations to see if this prevents catastrophic

forgetting.

4.5.4 Relevance to Complex Spatial Navigation

Our model builds spatial maps of the environment that incorporate contextual information.

As place cells are highly sensitive to context (Smith and Mizumori, 2006), we demonstrate

how associations of context and place change navigational behavior. Furthermore, experi-

mental literature shows that the spatial selectivity of place cells decreases along the dorsal-

ventral axis of the HPC (Jung et al., 1994). By extending the role of the dorsal-ventral axis

as a hierarchical indexing area, we see how navigational decisions are affected by different

schemas.

In addition, the use of the neuromodulatory area to increase the training of novel informa-

tion matches observations that neuromodulation shapes and prioritizes replay events during

consolidation (Hasselmo, 1999; Atherton et al., 2015). This consolidation is important for

decision making in complex spatial navigation tasks, and is reflected in the model results.

By combining the familiarity of context and novelty of index neurons in the hippocampus,

the model quickly learns the locations associated with the cues for better navigation.
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Chapter 5

Applying a Neurobiological Model of

Schemas and Memory Consolidation

to Contextual Awareness in

Robotics

5.1 Introduction

We now discuss a robotic demonstration of the schemas and memory consolidation model

to show how schemas impact the navigation trajectories of agents performing tasks in the

real world. When operating in varied environments, robots must learn the appropriate tasks

to perform within a context. This requires mental representations that are flexible enough

to learn tasks in new contexts and yet stable enough to retrieve and maintain tasks in old

contexts. Similarly in neuroscience, the stability-plasticity dilemma asks how the brain is

plastic enough to acquire new memories quickly and yet stable enough to recall memories over
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a lifetime (Mermillod et al., 2013; Abraham and Robins, 2005). Using ideas and theories

from memory consolidation in neuroscience, we aim to improve contextual awareness in

robotics.

One theory of how the brain balances stability and plasticity is that information is stored in

schemas, which are defined as items bound together by common contexts (van Kesteren et al.,

2012). Tse and colleagues demonstrated this by training rats on different schemas, which

were collections of associations between different foods and their locations in a square arena

(Tse et al., 2007). They found that the rats were able to learn new information quickly if it

fit within a familiar schema. Additionally, the rats were able to learn new schemas without

forgetting previous ones. The hippocampus (HPC) was necessary for learning schemas and

any new information matching a schema, and a followup study in Tse et al. (2011) showed

increased plasticity in the medial prefrontal cortex (mPFC) when information was consistent

with a familiar schema. In the previous chapter, we introduced a neural network model

showing how the mPFC develops representations of schemas and modulates indexing patterns

in the hippocampus to form schema-specific tasks representations. With the addition of

neuromodulatory areas, the model learned rapidly when information was consistent with a

familiar schema.

In this chapter, we apply our model of schemas and memory consolidation to a robot task

to explore its effects in an embodied setting and to test how these concepts might improve

contextual awareness in real-world settings. In addition to providing insight on how the

physical constraints affect the neurobiological mechanisms, our experiment demonstrates

how research in memory consolidation could be applied to robotic functions.
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5.2 Methods

5.2.1 Neural Network Model

The neural network model is exactly the same as presented in the previous chapter. However,

the software was reimplemented in Python for better compatibility with the robot. The

network parameters used in the network for this experiment are similar to the previous

chapter, but with a few changes to match the different environment. The parameter values

can be found in Table 5.1.

Population Sizes Learning Parameters

Ncue 18 Ts 5
NmPFC 10 ηindexing .1

Nmultimodal 40 ηpattern .0001
Ncontext 25 ηCHL .001
NvHPC 5 g .001
NdHPC 40 eboost 1000

edefault 600
esettle 20
wmin 0.3
wmax 0.8
winh -10
wfam .0001
wnovelty 1

s 200
xshift .03
P 0.3

Table 5.1: Parameters used in robot experiment.

5.2.2 Robot Interface

We test our model by training it on the task of finding and retrieving objects in an in-

door space. We use the Toyota Human Support Robot (HSR) and its associated Robot

Operating System (ROS) packages to carry out the tasks (Yamamoto et al., 2018; Quigley
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Figure 5.1: The Toyota Human Support Robot. A scanning lidar at the base allows for
SLAM mapping of the environment. A combination of height, arm, and gripper controls
allows for objects to be picked up and put down on various surfaces. An RGBD camera
allows for object segmentation, identification, and localization.

et al., 2009). This includes Hector SLAM for building and using maps of the environment,

the ROS navigation stack for autonomous navigation, as well as packages created by Toy-

ota Motor Corporation to read sensor data and control the individual joints of the robot.

To relay commands to the robot, we create a graphical user interface in Python, depicted

in Figure 5.2. Images from the camera are input to the object segmentation and recog-

nition package, YOLOv3 (Redmon and Farhadi, 2018), which is implemented in PyTorch

(https://github.com/marvis/pytorch-yolo3). The YOLOv3 network uses pretrained weights

trained on the COCO image dataset (Lin et al., 2014).

In a separate window, the neural network activity can be monitored via a separate graphical

user interface. Each neuron in the context pattern layer represents an available object in the

COCO dataset, and each neuron in the cue layer represents an object in the COCO dataset

that is graspable by the robot. The activation of the each input neuron is set to 1 if the
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Figure 5.2: The graphical user interface for controlling the HSR includes buttons for manual
control of the robot as well as the following components for automated behavior: A) The
head camera input of the HSR with object segmentation and detection. B) A map of the
roamable area is displayed here. The red circle shows the current location of the HSR.
Blue dots represent the locations of corresponding neurons in the action layer of the neural
network. C) Retrieval commands are sent to the robot by entering the name of the object
to be retrieved. D) A roam sequence is initiated by clicking this button, causing the HSR to
explore the current room.

object was detected within the last 60 seconds. Each neuron in the action layer represents a

grid coordinate in the physical space.

For one trial of training, the robot is provided with a set of 5 physical locations in the room,

which are hand-selected for maximum coverage of the area. The robot visits each of these

locations in random order, stopping at each point to perform a full head rotation, scanning

to identify objects. Using the infrared depth sensor on the HSR, the locations and identities

of all objects seen during the scan are recorded. The locations of the objects are set to

the closest grid coordinate. After visiting each location, the robot then trains on the set of

objects and locations, with the set of all objects seen in the past 60 seconds input to the

context pattern layer, and each graspable object seen during exploration input to the cue

74



Figure 5.3: A graphical user interface for observing neural network activity. Network weights
from training trials can be saved and loaded. The training of the current schema is initiated
using a button. The current schema, visible contextual objects, and novelty activity are also
displayed here.

layer, one per epoch.

The performance of the robot is tested by typing the name of a graspable object into the

graphical user interface and requesting the robot to retrieve the item. The neural network

then receives input of all objects seen in the last 60 seconds into the context pattern, and

the requested object as the cue. Running the network in Test Phase, the output layer

produces different levels of activation corresponding with the belief of where the cued object

was located. The activities of the 5 output neurons with highest activation are normalized

into a probability distribution. The robot then visits each of these 5 points by sampling

from the probability distribution, removing that point from the list, and re-normalizing the

probabilities. At each point, the robot performs a full head scan. If the cued object is
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seen, the robot then aborts the searching process and picks up the object. The movement

sequence for picking up the object is set to navigate to a specific distance and angle from

the object, raising the height of the robot to match the object, lowering the arm, and closing

the gripper in a pre-programmed fashion. The graspable objects in our environment are

small and generally spherical, such that the same basic grasping routine is applied to all

objects.

5.2.3 Experiment Design

In a series of experiments, we trained the robot to retrieve objects in two adjacent rooms, a

classroom and a breakroom (Figure 5.4).

Experiment 1 - Learning and updating a single schema

The first experiment was to train the robot on a single schema (Experiment 1a). The robot

was placed in a classroom setup, with typical classroom items as seen in Figures 5.4A-B.

The graspable items were an apple, a bottle, and a teddy bear, placed in different locations

around the room. After training and testing for 5 trials on the classroom, the teddy bear

was replaced by a computer mouse (Experiment 1b). The robot then went through one trial

of training, and was tested on its ability to retrieve the novel object. In all testing trials,

the robot started at the same location in front of the computers, and brought the retrieved

items to a neutral location near the door separating the two rooms.

Experiment 2 - Maintaining multiple schemas

The second experiment was to train the robot on a second schema consisting of a breakroom

as seen in Figures 5.4C-D. The graspable items were an apple, a cup, and a wine glass.
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After training and testing for 5 trials, the classroom schema was tested again to see if the

robot was able to maintain performance of prior tasks. As the apple was present in both

contexts, we wanted to test whether the addition of schemas would separate the tasks even

with an overlap. For all testing trials, the robot started by facing the table and microwave,

and brought objects to the same neutral location between the two rooms. When choosing

locations to explore, only neurons corresponding to the breakroom were used.

Experiment 3 - Schema prompting

The third experiment was to test whether schemas could help the robot retrieve items it was

never explicitly trained to retrieve. Starting from the neutral drop-off location, the robot

was shown a banana for context, and nothing else. Then, it was cued to retrieve the banana.

Since the banana was part of the breakroom schema, we predicted that the robot would

search for the banana in the breakroom first as opposed to the classroom. Figure 5.5 shows

the sequence of actions when retrieving the banana. We repeated the same procedure with

a small graspable book in the classroom to ensure that schema prompting would work on

both schemas.

5.3 Results

We completed all experiments with a population of 5 individuals. For each individual, the

weights were randomly initialized at the beginning and used throughout all experiments.

Figure 5.6 shows the performance in Experiments 1 and 2. Performance was calculated

analytically by cueing each graspable item in the room to the network, running it in Test

Phase, and calculating the percentage of activation level of the action neuron corresponding

to the location of the object. Behavioral performance in terms of retrieval time was also
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tested on Trial 0 (prior to any training), and Trial 4. The performance of an individual

in any particular trial was averaged over each of the graspable objects in the room. In

Experiment 1a, performance improved over the trials. In Experiment 1b, the retrieval time

was quick despite having only one training trial. Figure 5.7 shows example trajectories taken

by the robot after training in each experiment. From the starting location, the robot goes

directly to the location of the item, picks it up, and returns to drop off the item at a neutral

location.

In Experiment 2, performance improved over time with this new context or schema (Figure

5.6). As in Experiment 1, a novel object that fit within the context was quickly learned.

Furthermore, when the individual was prompted to retrieve an object in the previously

learned schema (CR in Figure 5.6), the performance was not degraded, demonstrating the

ability to hold two separate schemas in memory without forgetting either one.

In Experiment 3, the robot explored the room corresponding with the schema containing the

prompted object, dropping the object in the appropriate location. Figure 5.8 shows that the

action layer activation is high for object locations in the same room as the prompted item.

Figure 5.9 shows selected sets of weights in the network after training on all experiments.

Weights from the context pattern to mPFC show two rows containing distinct patterns of

high and low weight values. This indicates that there is one mPFC neuron encoding each

schema. Weights from the vHPC, cue and action to dHPC show rows with 3 high values.

This means that some dHPC neurons are encoding triplets of cue, action, and schema.

Weights to the novelty and familiarity areas show that novelty has decreased for some dHPC

inputs and familiarity has increased for the two schema neurons. Weights from mPFC to AC

show two columns representing the two schema neurons, each containing a different pattern

of high weight values. This shows the gating effect of the vHPC on the AC, which separates

task representations by schema. More of the gating is seen in weights from AC to action, as

the action neurons corresponding to the locations of items have strong weights from different
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sets of AC neurons.

5.4 Discussion

Neuroscience research on schemas inspired a memory model, which allowed the Toyota Hu-

man Support Robot to separate and maintain objects by context, quickly learn the locations

of novel objects, and retrieve new objects by its knowledge of a schema. This relates to

current approaches in improving contextual awareness when carrying out commands (Paul

et al., 2016). For instance, as the HSR is designed to aid humans in household tasks, context

is important when determining how to carry out an assigned task. Maintaining schemas of

different rooms allows the robot to be aware of context when carrying out tasks. When asked

to retrieve items at an unknown location, the robot explored the rooms associated with the

appropriate schema. This led to faster retrieval times. The same principle can be applied

to other tasks, such as tidying up, seeking individuals, or behaving appropriately given a

context (e.g., quiet in the classroom, raising one’s voice in a noisy breakroom).

There have been various approaches to conceptual understanding of space in robotics. For

instance, Kostavelis and Gasteratos (2017) combines SLAM systems and object recognition

with clustering and semantic knowledge for better navigation. Hierarchical conceptual rep-

resentations of space have been explored by Zender et al. (2008). In future work, we hope to

combine multiple levels of abstraction in the Indexing Stream by adding multiple layers in

the HPC. By representing these levels in a fully connectionist way, our model could extend to

end-to-end deep learning techniques for task learning, with sensory inputs trained to motor

output. With the addition of the Indexing Stream to a basic task-learning network like the

Representation Stream, a deep neural network can use contextual information to maintain

separate representations of tasks. This may aid in the prevention of catastrophic forgetting if

the robot must learn tasks in multiple settings over time. Furthermore, the neuromodulator
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can detect novelty and familiarity in the physical environment, prompting an increase in

training epochs to learn new task-relevant information. By only increasing learning when

a schema is familiar and a paired association is novel, the robot avoids learning irrelevant

information.

The use of robotics to explore hippocampal function has revealed insights into how spa-

tial representation in the brain arises from navigation (Gaussier et al., 2002; Barrera and

Weitzenfeld, 2008). Our experiment shows how context is tied to these spatial representa-

tions via interaction with the mPFC. By studying the neural network model in an embodied

setting, we learned of various sources of uncertainty that must be addressed by the brain.

Initial tests showed that inaccurate object detection and depth readings led to large errors

in the network. Furthermore, the model was unaware of errors in grasping, attempting to

complete the retrieval sequence even if the object had not been grasped. While it is possible

to decrease these sources of uncertainty, the brain still must process remaining uncertainty

throughout the network. For instance, rather than having activation inputs of 1 or 0, the

activations could relate to the certainty of object detection from perceptual errors. Like-

wise, the strength of activations in the output layer may prompt the robot to allocate more

resources to motion planning when the action to be performed is uncertain.

The work presented in this chapter demonstrates how ideas from memory models in the brain

may improve robotic applications and issues in artificial intelligence, such as catastrophic

forgetting and lifelong learning. It also shows how these mechanisms ultimately impact the

navigational decisions made by agents as they carry out tasks in their environment.
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Figure 5.4: Experimental setup for the classroom and breakroom schemas. Yellow dots
represent manually-picked destinations for the robot to roam and scan the room during
training. A) Room layout and paired associations trained in the classroom. The bottle,
teddy bear, and apple were laid out in the specified locations. After training on this layout,
the teddy bear was exchanged for the mouse, introducing novelty. The robot then trained
on this environment. The book (starred) was not trained as a paired association, but was
included as a contextual item during training. B) Physical setup of classroom and contextual
items. C) Room layout and paired associations trained in the breakroom, which is adjacent
to the classroom. The wine glass, cup, and apple were laid out on the central table. The
banana (starred) was not trained as a paired association, but was included as a contextual
item during training. D) Physical setup of breakroom and contextual items.
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Figure 5.5: Sequence of actions in Experiment 3. The HSR was shown a banana, with
nothing else in its field of view. The experimenter then placed the banana on the breakroom
table, outside of the HSR’s view. The robot went to the breakroom to pick up the banana
and navigated to the drop off location to deposit it.

Figure 5.6: Performance on Experiments 1 and 2 on a population of n = 5. A) For Ex-
periment 1, the activation of the correct location neuron of a cued object increased with
training (blue line) and the retrieval time decreased (red line). When a novel object was
introduced (Exp 1b), the location activation was still high and retrieval time was low, despite
only having had one trial of training. B) Performance also improved over time when a novel
schema was introduced in Experiment 2. When returning to the classroom schema (CR),
performance of original objects and novel objects was retained. Points denote the mean
performance and error bars denote the standard deviation of the population.
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Figure 5.7: Trajectories of an individual robot at various stages of the experiments. Stars
indicate the start of the trajectory, dots indicate the destination associated with the target
object, and the tail end of the line indicates the final destination. A) The red line shows the
trajectory of the robot when retrieving the bottle after Trial 4 of training in Experiment 1.
B) The green line shows the the retrieval of an apple in Trial 4 of Experiment 2. C) The
yellow line shows the trajectory of the robot retrieving the banana in Experiment 3. The
blue line shows retrieval of the book. Although the entire area is accessible during retrieval
of both objects, each object is associated with a prior schema, prompting the robot to search
in the room corresponding to that schema.

Figure 5.8: Heatmap of action layer during Experiment 3. A) When the robot was presented
with a book and asked to retrieve it, the action layer showed high activity for objects in the
classroom schema. B) When the robot was presented with a banana and asked to retrieve
it, the action layer showed high activity for objects in the breakroom.
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Figure 5.9: Selected weights on one individual after the experiment. Each set of weights is
depicted as a heatmap, with warmer colors representing higher values, rows representing the
post-synaptic layer neurons, and columns representing the pre-synaptic layer neurons.
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Chapter 6

Conclusion

6.1 Future Directions

There are several ideas for expanding the presented work to scalable solutions in AI, robotics,

and neuroscience research. The systems presented in Chapters 2 and 3 point towards a

system of robotic navigation run entirely in neuromorphic hardware. In fact, this may

even be extended to include the model of schemas and memory consolidation, as it can be

implemented in a rate-coded neural network. A complete neuromorphic system for navigation

could then consist of three tiers of spike-based controls. At the highest tier, tasks involving

spatial navigation would be learned within multiple contexts as in Chapter 4. The mPFC

would then be able to detect the current context and set environmental costs in the middle

tier path planner. The action of the highest tier output could then select a destination in the

middle tier. Once the chosen path is calculated, the lowest tier can run a deep spiking neural

network that takes raw perception data and plans reactive controls for obstacle avoidance

and path following. The energy savings of running a full neuromorphic navigation system

would be especially beneficial on a mobile robotic platform.
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Extending the model of schema and memory consolidation to represent schemas hierarchi-

cally would also create a flexible cognitive map based on item associations. Just as schema

prompting was able to aid the retrieval of objects not explicitly trained, a hierarchical schema

representation would be able to help a robot make intelligent guesses of which house, room,

and location in a room an object is most likely to be located. Additionally, this would in-

crease the scalability of the model by accessing only the lowest level of hierarchy needed to

complete a navigation task. For instance, if an agent knows that an object is located in a

particular room, it need not represent or retrieve information about irrelevant rooms.

Systems of navigation and memory are both dependent on similar brain areas such as the

hippocampus and prefrontal cortex (Spiers, 2008; Eichenbaum and Cohen, 2014). There are

also observations that memory retrieval patterns work similarly to animal foraging patterns

(Abbott et al., 2015). This suggests that memory and navigation overlap in many ways. It

would therefore be interesting to model both within the same network and observe which

parts of the model can be shared across processes. Doing so may help us understand how

higher order cognition evolved in an embodied interaction with the environment.

6.2 Summary

Navigation requires a hierarchy of skills ranging from basic to complex. This dissertation

describes models and demonstrations that tackle spatial navigation along this spectrum of

complexity, while simultaneously showing that the study of navigation in biological organ-

isms can be successfully applied to navigation challenges in robotics and artificial intelligence.

For more basic navigation skills such as reactionary motion planning and path planning,

neuromorphic computing approaches were presented, which involved direct conversion of

conventional artificial neural networks to spiking versions, as well as more tailored methods

such as spike wave propagation for path planning. For higher order navigation skills such
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as choosing destinations, a model of schemas and memory consolidation showed how spatial

navigation tasks are learned flexibly without catastrophic forgetting. The model was then

demonstrated to work on a robotic platform in the task of object retrieval. Through an in-

terdisciplinary study of navigation, these models and demonstrations provide inspiration for

improvement in industrial applications, and embodied demonstrations of navigation models

shed light on how the brain helps the body move about the world.
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